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Preface

Devel oping Mainframe Java Applications provides big iron data processors with areference and
learning tool they can use to write Java programs that run under OS/390. The thrust of the book isto
describe Javain the language of the mainframe professional and to show how such professionals
would develop Java applications for the IBM mainframe.

Thisisa"how-to" book, meant to impart rules and general techniques by drawing anal ogies between
the familiar and the new. Scant mention is made of the technical intricacies of the Java Virtual
Machine, garbage collection algorithms, "the taming of the threads,” or other topics that deal with
Javainternals.

Who Should Read This Book?

The main audience for this book is the mainframe programmer. These programmers have years of
experience on the mainframe and, although the likelihood is high that they have awintel desktop (for
email, office productivity, and mainframe terminal emulation), they may not be adept at
programming on anything but a mainframe.

The book helps programmers learn Java programming, but the book has awider audience than
mainframe programmers. Systems analysts need to understand what Javais all about as well as
programmers. Management, especially first and second line managers, needs an understanding of
Javaand away of relating Javato their technical background.

As an aside, the book assumes that the reader has no C or C++ programming experience, which
means that Java syntax, down to using curly braces, may be unfamiliar to the reader.
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The Book's Organization

Part 1, "Java Fundamentals,” describes Java by comparing its language features with those of third-
generation procedural languages, such as COBOL and PL/I. The book describes Java as an object-
oriented programming language. Part 1 concludes by showing some Java code for an application and
comparing this Java code to COBOL and PL/I code that performs similar functions.

Part 1 contains chapters that discuss |oops, decision constructs, declaring data, and
subroutine/function (methods, really) invocation-the language of procedural programming
languages. Other chapters discuss Class/Object representation, I nheritance, and Encapsul ation-the
language of object-oriented programming languages. After the reader completes Part 1, he or she will
have a good grasp of how to use Java and how Java stacks up against familiar mainframe
programming languages.

The goals of Part 1 are as follows:
= To describe Java by comparing and contrasting Java to familiar programming languages

= To introduce the Sun Java JDK so the reader can create and execute simple Java programs on
his or her PC

= To explain how Javaimplements the object-oriented programming language metaphor,
thereby showing how Javais different from PL/I, COBOL, and other languages used by the
mainframe programmer
Part 2, "Javain the Mainframe Environment,” describes IBM's "Java Everywhere" strategy by
examining Java in the OS/390 environment. Each chapter covers how Java works with a particul ar
brand of IBM technology, such as CICS, DB2, or VSAM. Java code exploiting |BM -specific
technologiesisincluded. The section concludes with Java code that accesses DB2 tables.
Part 2 explains shows how IBM has provided the Java programmer access to tried and true
technologies. After the reader completes this section, he or she will have a good grasp of how to
exploit Javain the OS/390 environment. The reader will be quite comfortable with Java; he or she
knows the syntax, how Java implements the object-oriented world view (from Part 1), and how to
use Java with familiar IBM technologies (Part 1).
The goals of Part 2 are asfollows:
= To explain how IBM hasimplemented Java on its mainframe environment
= To explain how to use Java with the following IBM technologies:
= CICS
= |[MS
= Batch

= \/SAM



= DB2

= To compare and contrast Java code with COBOL and PL/I code when using the previous list
of technologies
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= To describe IBM's JRIO classes and how the Java programmer on OS/390 uses these classes to
perform record /O

= To show application code using JDBC to access DB2 data
In the first two parts, the book shows COBOL and PL/I code that functions like the Java code in the
snippets and applications. However, this approach can only take the reader so far into the world of
Java. Simply put, Javais far more capable than COBOL and PL/I put together. Hence, the last
section of the book describes several key features of Javathat are found only in Java.
Part 3, "Java: Above and Beyond Other Programming Languages,” lightly touches on severa Java
features and capabilities, such as applet creation, the Swing user interface classes, Java 2, Enterprise
Edition (J2EE), and Remote Method Invocation (RM1).
The goals of Part 3 are to describe some of Java's unique features, including

= Applet coding

= Java Native File |/O

= Java GUI classes

= The libraries constituting the Java 2, Enterprise Edition

= The Remote Method Invocation (RMI) classes, which enable a Java programmer to execute

Java programs on other machines over a network

Conventions Used in This Book.

Code listings and outputs appear in a monospaced font, such as
public static void main( String[] args )
Thefirst time aterm is used in achapter, the term is printed in italics.

Throughout the book, you'll find sidebar information that contains relevant information that doesn't
fit into the current context. Here's what a sidebar may ook like:

Y ou'll al'so encounter notes that augment the material preceding the note. Here's

THISISHOW A SIDEBAR TITLE MAY LOOK
And hereissome text explaining the sidebar title. . .

what a note may look like:

|_NOTE Thistext may explain the material immediately preceding the note.

You'll also encounter tips that offer a shortcut or a solution to acommon problem that relates to the
material you've just read.



m Thistext may provide a shortcut or solution to a common problem.
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CHAPTER 1
| ntroduction

Java Trek

Y ou are a mainframe programmer neck deep in COBOL programming. Y ou cannot escape the siren
song of object-oriented programming (OOP). Every trade publication you peruse has articles from
industry pundits chanting the object mantra. In an evangelical manner, these new disciples of the
object faith quote chapter and verse from the missiles of Saint Booch and Saint Jacobsen. The
message is clear—you must adopt the Object Tao and righteously cast out the old demons of
procedural programming and structured design.

Okay, you got the calling. As ahighly evolved mammal, your survival instinct kicksin. Y ou sense
that you'd better find out what this object stuff isall about. If these harbingers of the object path are
correct, you could become obsolete before you become vested in your pension plan. Duly motivated,
you begin your gquest for the truth about object technology.

A New World of Objects

The oceans of literature and the galaxy of Web pages contain many new terms and concepts. On your
own, the brave new world of object technology can be quite daunting. In this exploration, you will
have an experienced guide to help you sort through the differences between mainframe programming
concepts and object technology—specifically Java programming.
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Object applications are not related sets of procedures acting on external data sources, but sets of
communicating objects. These objects contain all their needed data and procedures. The object view
of modeling software systems is based on the properties and behaviors of actual application entities.
Comparatively, the old software design model of creating separate data models and structure charts
seems archaic.

Reusability.

The object prophets make strong claims about software reusability. On the reusability issue, the
prophets speak with asingle voice. They say that only by using object technology can you, the
programmer, create truly reusable code.

We all know that software reusability is not a new issue. Actually, software reusability has always
been the platonic ideal of programming. Y ou've probably been very closeto thisideal at times. It is
possible to write reusable code with a procedural language, but the reusability is achieved in spite of,
rather than because of, your programming tools and environment.

Isthere really a programming environment out there somewhere that enables you to create reusable
code as arule, not as an exception? Any culture advanced enough to produce cholesterol -free eggs
and breastfeeding devices for males must be advanced enough to produce this programming
environment. But do object environments truly assist the programmer in writing reusable code?

Inheritance

Y ou may have read about that wonderful property of objects called inheritance. With inheritance,
you write code that implements some behavior for agroup of similar objects, or aclass. Y ou create
subclasses based on some relationship—subclass A 1SA superclass of B, for example. Once done,
the code that implements behaviors for the superclass is automatically known to the subclass. Yes, |
said automatically known to the subclass.

WEell, this certainly sounds like a feature that would help me write reusable code. Think of abank
account superclass with checking and savings account subclasses. Y ou write code to implement the
withdrawal behavior for the bank account class. This code automatically becomes known to the
checking and savings account superclass. One routine, three classes. This beats the pants out of
reusability in the COBOL world-copying code in a separate member of your PDS and changing a
few lines. Do you see the real value in this inheritance stuff?

Encapsulation

You are likely to encounter the term encapsulation in any exploration of object technology. With
encapsulation, the data and code that implement behaviors in application objects are hidden from
other objects. The big ideais that, because other objects do not know about an object's internal data
and behavior representations, these other objects cannot change these representations. In short,
encapsulation provides a safety mechanism that prevents unwanted changes in an object's data.
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How does this encapsulation stuff really help prevent unwanted changes? Think about the last set of
COBOL modules you wrote. Let's say you coded alist of parametersin the CALL/USING statement
of the calling module. Remember the unexpected behavior of the calling program? Remember trying
to debug the calling program? Remember how the called program changed one of the parameters
supplied in the LINKAGE section? Remember how difficult this problem was to locate? Suddenly,
like the light bulb flashing over the coyote's head in those silly roadrunner cartoons, you see the
beauty, majesty, and practicality of encapsulation.

The problem with the COBOL modulesisthat both the calling and called modul es needed to know
the data representation of the parameters. Because the called module knew the data representation,
the module contained code that changed the parameter. At times, you count on the ability of the
called COBOL module to change the parameter's value and write code to make wanted changes.
Sadly, you can dlip and write code that inadvertently changes passed parameters. The calling module
has no knowledge of these changes and does not execute correctly.

Owing to encapsulation, an object application can never suffer this fate. What an object doesn't
know, an object cannot change. Data contained on objects is safe from unwanted tampering from
other objects.

Stack Class

Let's say Joe Programmer wrote a PL/I program awhile back. Being awise guy, he implemented a
stack as a controlled data structure (a controlled data structure in PL/I—declared with the storage
class CONTROL LED—means the PL/I program can dynamically allocate memory for the structure
with the ALLOCATE statement). All routines that used the stack had this controlled structure
declaration. Joe's code worked; he was immensely pleased with himself. When the team lead
scheduled the code walk-through, he couldn't wait to demonstrate his superior knowledge of the PL/I
language.

WEell, it turns out that Joe should have known that the project lead is not nearly as well versed in PL/I
as heis. When she saw the stack and its controlled allocation, she barked, "What is this?' With pride,
Joe described the intricacies of PL/I's controlled storage class. A scowl slowly spread over the
project lead's face. She was clearly not impressed with Joe's code and asked him to rewrite the stack
code, using a more conventional data structure. When Joe meekly asked for a suggestion, she
whipped out an array representation on awhite board. Joe slinked back to his cube to make the
required changes.

Joe hunted down every module that accessed the stack because he had to change every one. He had
to change the POP, PUSH, and ISEMPTY routines, too. What a pain. Maybe Joe should have
conferred with Hagatha, the team lead, before he embarked on his coding journey.

If this application were done in an object language, Joe would need to change only the stack class.
All objects communicating with the stack, being ignorant of the stack's data representation, would
not have to be changed.

Another bonus—because of inheritance, all subclasses of a changed class automatically know of the
change. Joe need do nothing to implement a new data representation or a behavior in the subclasses.
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By now, you should be firmly convinced that this object stuff is definitely worth the admission price.
This class/object representation, combined with inheritance and encapsulation, makes for powerful
code. Many more object technology wonders are there to unearth—Iet's keep digging.

Polymor phism

What if you could send the same message to different objects and each object would invoke the
appropriate behavior in response to the message? Remember that object applications are
communicating objects, not separate function/module calls acting on external data sources. The term
message makes sense in object-speak. Objects communicate by issuing messages to each other. The
message invokes some behavior that you have implemented in code. The thrust of polymorphismis
that each object responds to a message according to its understanding of that message.

Thereis practical, everyday truth in this. How do people respond to messages? Do we not respond in
our own way? Don't different people (and dogs, for that matter) respond differently to the same
message? When you become accustomed and attuned to this concept, the object world-view of
polymorphism seems as natural and proper as wearing underwear.

Y ou may think that object technology is recent, say 1990s, technology. However, object technology
has been around since the 1970s. It may be strange to realize that object technology is older than
your dog. It may be older than your significant other. It is certainly older than some of the big iron
technology like DB2 and REXX that you've been using for the past 15 years.

Java and C++

By now, you have absorbed the essentials of an object system: class/object representation,
encapsulation, inheritance, and polymorphism. That's good. But, as a programmer, you may be
naturally curious about programming languages that implement these essentials. It seemsthat every
programming language has an object flavor (even COBOL.) However, the most common are the
C++ and Java programming languages. L et's investigate these two languages.

Y our first impulse may be to rush off to a bookstore and purchase some of the uncounted number of
books about these languages. Because most programming books are 40-plus dollars, afew books
equate to big bucks. After al, you're a programmer, not a drug dealer or adentist. Three books are
the equivalent of food for two weeks. By now, the at-home crowd must be weary of eating beanie-
weenies. Maybe you can make do without the books for now.

Internet searches reveal awealth of links on C++ and Java. There are lots of C++ and Java source
code, lots of terminology and acronyms, and lots of talk about UNIX on the net. There's little on how
object technology is used by companiesin certain industries—notably yours. To find out how this
object—C++-Java technology is used by your industry and your company will take more research.
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Perhaps a direct approach isin order. Why not talk to folks in your organization to learn if anyone in
the same building is using object technology? Y ou may meet afew object converts under your
corporate roof. Perhaps some of these object practitioners can shed some interesting light on C++
and Java usage within the company.

C++

Joe, the first object practitioner you meet, uses the C++ programming language. This programmer
swears with the fervor of arecent ex-smoker that any object programmer worth his salt uses C++. He
gleefully takes the timeto explain his ardor for C++.

Joe tells you in a pompous and annoying manner that C++ supports all the features of object
programming: class/object representation, encapsulation, inheritance, and polymorphism. He
explains that C++ is a hybrid object language—a language built upon an existing procedural
programming language (C, in this case). He boasts that his C experience and knowledge of object
concepts enabled him to start coding almost immediately.

He continues by explaining that C++ supports multiple inheritance. Multiple inheritance enables a
subclass to inherit data attributes or behaviors from more than one superclass. Of course, he grins,
multiple inheritance is more flexible than, and superior to, single inheritance.

Because of your hard work and research, you understand what Joe is talking about. Y ou wax with
glee asyou realize that you can talk the object talk. You can't wait to walk the object walk.
Impatiently, you ask him to show you some C++ code.

Asyour eyes scan the C++ code, your shiny, gleeful face quickly soursto adull, woeful puss. You
can't understand any of this stuff. This code could be Babylonian cuneiform writing as far asyou're
concerned. Y ou can't believe that under this messis essentially code in a procedural language.

Y ou recall the first time you saw PL/I. Y ou didn't understand the nuts and bolts, but you had a good
understanding of what the code did. Y our COBOL background was good preparation for
understanding PL/I. Unfortunately, this C++ stuff looks pretty cryptic.

The C++ programmer senses your state of overall confusion and asks you how much C experience
you have under your belt. There may be lots under your belt these days, but none of it isC
programming experience. You're a COBOL and PL/I programmer. Remember when you had to learn
pointer usein PL/1? Y ou finally grasped that a pointer is merely afour-byte address. Joe shows you
pointers to character strings, pointersto integers, and (gasp!) pointers to pointers, explaining that,
although these pointers are addresses, they are all different datatypes. Y ou thank the Joe for histime
and mosey on to your cubie. Alone with your thoughts, the horror of learning C++ seepsin. You
thought object programming would be easier than conventional procedural programming. This C++
stuff seemsto be procedural programming at its worst.

At lunch, you mention to a chum that you're looking into C++ programming. This chum happens to
know athing or two about C++. He has some C++ information obtained from avendor of Macintosh
software development tools. He believes that this information is Mac-specific. But the C++
information from the Mac vendor made the
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stuff you gleaned from the pointer-happy programmer earlier today read like a nursery rhyme. Here's
what you read:

When you call the function "MYSTREAM.read()", it normally returns a reference to the stream object
itself, that is, . MYSTREAM. Thisis so you can chain these functions together, like this:

MyStreamread (MyVarl).read(MyVar?2).read(MVar 3)

But when you call "MYSTREAM.read()" from a function that expects an integer, the compiler performs
some "sleight-of-hand" and actually returns MYSTREAM.good()" as the function result.

So thisis what the world of programming has evolved to?

Desperately, you rifle through your notes. Y ou recall hearing through the mill that your corporate
training department may be developing courses on Internet technologies. Y ou recall the instructor of
the last class you took, oh so many moons ago. Why not give her acall?

Java

Jane, a corporate instructor, is developing a course on the Java programming language. Java, she
excitedly explains, is part of a suite of technologies that enable a programmer to write a program
once and run it on any platform—even on the Internet. Great—you have to deal with a suite of
technologies to learn and use Java. Thisisjust what you need, right? Before you get all steamed up
over technology suites and the like, your Java guide says that Java has use and value as a
programming language aside and apart from Internet; Javais much more than the "Applet language
of the Internet." Upon hearing this, you regain your composure.

Jane starts to talk about Java's inheritance mechanism. When you comment on C++ and its support
for multiple inheritance, she audibly snickers. Jane mentions that with multiple inheritance, you have
no straightforward way of knowing the origin of some inherited behavior. Her point is that an
application developed with multiple inheritance may easeinitial class creation and application
development but could make application maintenance a nightmare. By now, you assume that Java
supports single inheritance only.

However, when you point out the textbook advantages of multiple inheritance, she audibly snickers
again. Your Java guide points out that she never got to explain Java's inheritance mechanism to you.
She tells you that Java supports single inheritance inas-much as every object is created from a class
that has one and only one superclass. However, the Java designers were well aware of the limitations
of singleinheritance as well as the pitfalls of multiple inheritance. She explains that Java's
inheritance mechanism is unique; a Java class has the ability to inherit behaviors from severa classes
but only one of these classes is the superclass. The inherited behaviors that do not belong to the
superclass are defined to the class by an interface.

Y ou are puzzled because this sounds like multiple inheritance. Jane explains that Java supports two
separate hierarchies. a Class hierarchy, which defines the
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class/superclass relationship, and an Interface hierarchy, which enables a class to implement
behaviors from classes not contained in the class hierarchy. In JavaSpeak, a classextends its
superclass and (optionally) implements one or more interfaces.

WEell, this still sounds like multiple inheritance but you get her gist: A Java class has one bonafide
superclass but can implement behaviors from other classes. When you comment that a Java class can
inherit method implementations from only the superclass, and the class must provide
implementations for al methods used by an interface, your guide approvingly nods. She suggests
that you not get hung up on the differences between a superclass and an interface yet.

Jane explains that the lazy C++ programmer could write code that doesn't do the cool object stuff,
like encapsulation or inheritance. The lazy C++ programmer could write C++ code to be completely
procedural. At first, you might be tempted to believe that this ability of C++ to wear two hats, so to
speak, isagood thing. Y eah, but you saw C++ code, remember? C++ is not your idea of procedural
programming.

Actually, she says, acommon view of C++ isthat C++ is a better version of C; C++ was developed
to overcome the deficiencies of the C programming language (of which many exist). Now, you don't
know C, and don't careto learn, but you see the wisdom of her words. Y ou get the drift that C++ was
developed from C as opposed to being developed from the ground up. C++ is abetter C, not a
language necessarily engineered to support object orientation.

The Java guru continues. She states that you could do procedural programming in Java, but anything
of substance, like file or database 1/0, requires classes and objects and inheritance—the stuff of
objects. Although you could force a Java program to be procedural and not use object-oriented
features, your program probably could not do anything useful.

Javais amodern language, she says. Java designers at Sun Microsystems had definite ideasin mind
when Java went to the drawing board. Considering that Java was released in late 1995, you can tell
that this technology is hot.

Some Java Code

Perhaps you should look at some Java code before she waxes into a Java frenzy. Jane presents an
implementation of the bubble sort in Javaas shownin Listing 1.1.

Looks like that C++ stuff you saw before. Y ou see those ++, --and the braces {}. At least there'sa
use for those braces now. For the moment, you're not impressed with the syntax of this "modern”
language.

My friendly Javainstructor explains that syntax is syntax; after all, isn't it all a matter of what you're
used to? Of course, as a programmer, you take the time to explain that programming language syntax
parallels written language inasmuch as both need to be read, written, and understandable. Y ou take
the time to explain that language replete with punctuation is more difficult to digest than language
without excess punctuation. However, you are a gracious and classy person and you readily yield to
your Java Guide's point about syntax.

Life, and programming, is too intense to sweat the small stuff. Jane says her time is short and she'd
rather not go over too many syntax details right now; she'd rather stick to explaining Java concepts
that may be daunting to a Java wannabe like you.



cl ass BubSort {
public static void main( String args[]) {

int anarray|] = {3,10,6,1, 2,9}

sort( anarray )

for (int idx = 0; idx < anarray.|ength;
Systemout.println( anarray[ idx ] )
}
static void sort(int a[]) {
for (int idxl = a.length; --idx1>=0; ) {
bool ean swapped = fal se;
for (int idx2 = 0; idx2<idxl; idx2++) {
if (a[idx2] > a[idx2+1]) {
int tenp = al[idx2];
al i dx2] = a[idx2+1];
ali dx2+1] = tenp;
swapped = true;
}
}
if (!swapped)
return ;
}
}
} 118

Listing 1.1 The infamous bubble sort.

i dx++ )
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/111
112
/13
/14

116

Shefirst explains that the double slashes denote a single line comment; the slash-asterisk
combination denote a multi-line comment. She mentions that Javais case sensitive. That is, the
variable names myPay and MY PAY are different variables. Like a chanteuse breaking into song, she
starts to explain pieces of the program by the numbers. She says that even this small example
contains many Java features; she has time to cover only afew points. You express your gratitude and

ask her to proceed.

She explains the big picture by stating that the program has a main method that declares and
initializes an array of numbers, calls a sort method, and prints out the sorted array. The sort() method

implements our friend, old Mr. Bubble. Both the main()
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and sort() methods are part of a class called BubSort. Y ou may understand her reasoning; it is the
way you might code an example to illustrate a sort or features of a programming language.

The Java Program-By the Numbers

She starts to discuss the numbered lines.

Line//1isthe class declaration:
class BubSort {

Every Javafile containing Java source code has a class declaration. The class declaration should
match the name of the dataset. In this case, the dataset name would be BubSort.java.

Line//2 isthe declaration for the main() method:

public static void main( String args[]) {

Every Java application has a main() method. Now, she continues, this doesn't mean that every dataset
with Java source code has a main() method. Some Java source files have support datasets. And, she
adds, Java applets do not have a main() method.

Y es, applets. You recall reading about Java applets—small programs that execute within a Web
page. But you withhold your questions because you're in the middle of dissecting this bubble sort.

Speaking of which, Jane returns to the explanation of line //(2). Well, those words public static void
have meaning. She saysit hasto do with the visibility of the method (that's the public keyword)—the
method does not belong to any particular object (that's the static keyword) and what the method
does, or does not return (that's the void keyword).
Y es, she says—Java has keywords, or reserved words, like most programming languages.
Line//3 isaJavaarray declaration:

i nt anarray[] = {3,10,6,1, 2,9} ;
Thefirst keyword, int, is the data type of the elements of the array. Y ou gather that the keyword int
is short for integer . She tells you that you may be right, you may be wrong—it depends on what you
think an integer is.
Y ou say that the definition of an integer is operating-system dependent. On some platforms an

integer isfour bytes, type binary, unsigned. On other platforms, an integer is four bytes, type packed,
signed. You say theint declaration depends on the platform you are writing Java on.

Java and Platform | ndependence

WEéll, your long-suffering and humble Java instructor certainly has athing or two to say now. She
asksyou if you've read anything about Java. If so, she claims, you'd know
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that Java doesn't care for operating system particulars such as primitive data type byte sizes and
formats. The beauty of Javaisthat Java was designed to be source code compatible across multiple
platforms. The same Java that executes on a Wintel box will run without modification on a
Macintosh, an IBM RS6000 running AlX, or on an IBM mainframe running OS/390.

Y ou chortle under your breath. Seems you've heard this one before. Y ou recall how C was the
ultimate cross platform software development tool. C wasthe "be dl, end all" of programming
languages. Now, you never became proficient in C, but you work in data processing, right? If C lived
up to one-tenth of its promise, you would have heard about it, right? Well, you still spent your time
coding EVALUATE statements and looking at Abend-Aid dumps, right?

Apparently sensing your disbelief over her words, she explains that Java achieves this cross platform
execution boast by compiling into a platform-neutral format called bytecodes. A platform-specific
piece of software called a Java Virtual Machine trand ates the bytecodes into platform-specific
machine code. Hence, the Java compiler does not have to care about operating system details; the
Java Virtual Machine takes care of that. And the Java Virtual Machine is platform-specific.

Y ou see the beauty in this approach. The Java programmer really does not have to know how big
integers are or how booleans are represented on a particular platform. All the Java programmer needs
to know is how big Javaintegers are or how Java represents booleans. The Java Virtual Machine
takes care of the mundane platform-specific details.

Oh, back to the question, how large are int data types? She says that Java uses four byte signed
binary integers.

Java Objects and Primitive Types.

A typical Java declaration is the data type or class name followed by the variable or object name. In
line// 3, the identifier anarray is the name of the declared array. My guide says that Java variables or
objects can have other attributes attached to them, but for now let's keep things straightforward.

You are ahit puzzled over this "variable or object” thing. Isn't Java object-oriented? Isn't everything
you use in Java an object instantiated from a class? Isn't that how this object-oriented stuff works?

She reminds you that Javais a new language. Over the years, computer scientists have learned a
thing or two about programming languages. For example, a"pure object” language like Smalltalk
would never, never, ever, ever permit you to use anything but objects. In Smalltalk, even the number
2 is considered an object. Some computer scientist types have concluded that this "everything is an
object" approach doesn't work for some applications. A programming language runtime must keep
track of memory allocated for objects (among other things). Most object languages need custom
routines to compare objects for equality and to read and write objects. In short, using objectsisalot
of work for a computer.

An example of an application type that is not well suited to object technology is the "number
crunching” type of applications used in science labs. Remember those old Fortran programs with five
nested loops? To use an object-oriented system to perform
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numeric cal culations seems a bit wasteful of computing resources considering what the system may
require to keep track of all the objects used. Of course, thisis not to say that you couldn't code
application of thistype in object languages.

Java enables a programmer to use primitive data types instead of objects. For example, this example
uses few objects. The array elements, the array indices, and the boolean flag are not objects; these
program elements are variables. The array declared on line //3 iswhat she calls a reference data type.

Asan aside, Java arrays are very object-like. Arrays may be assigned to variables of type Object
(Object isthe root classin Java, the class at the top of the hierarchy). But, she continues, Java
practitioners do not consider an array an object.

Y ou mull thisover. You sort of understand that the array declaration does not declare an object.
Objects use methods and there's been no talk of methods attached to this array. This array is pretty
much like an array used in COBOL or PL/I.

Y ou believe that some of this object stuff looks really good "on paper” but often fails the real world
test. You've read that this object stuff is decades old. Let's face it—if this technology were so great, it
would be more widespread. A mixture of old-fashioned, procedural programming and this object
stuff could be just what we need in data processing, perhaps.

Possibly, says your Java guide. She continues to discuss the sort example.

Back to the Java Bubble Sort

Back to line //3. Note that this statement initializes the array. In Java, arrays start with index O, not 1
like some programming languages. Just something to keep in mind, she quips.

Jane comments that she has to wrap this up soon; she has meetings to attend and memos to write. She
starts to discuss line //4:

sort( anarray )

Here's where you invoke the sort() method and pass the array argument. Thisis not tough, new, or
strange. Thisis programming!

Where are the objects? Where are the classes? Javais object-oriented, right? Of course, Jane says,
but we don't need object stuff to do a bubble sort. Java lets you do some things procedurally.

Take alook at line //6:
static void sort(int a[])

The sort method has a special keyword, static, which means that you need not attach this method to
an object. Sometimes you just need a piece of code that does not depend on any particular object’'s
data. The bubble sort islike that; the sort is entirely parameter driven. What we need is away of
telling Java that we want this method but don't want to create objects and attach the method to the
object. The static keyword does just that.

She explains that if she (or anyone) needed a bubble sort, she could use the sort method in the
BubSort class. First, the programmer would remove the main() method from BubSort.java; Listing



1.2 shows the new BubSort.java.
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cl ass BubSort {
static void sort(int a[]) {

for (int idxl = a.length; --idx1>=0; ) {
bool ean swapped = fal se;
for (int idx2 = 0; idx2<idxl; idx2++) {

if (a[idx2] > a[idx2+1]) {
int T = a[idx2];
a[idx2] = a[idx2+1];
a[idx2+1] = T;
swapped = true;

}
}

if (!swapped) return ;

}
Listing 1.2 Bubble sort in its own class.

Asyou can see, the sort() method is unchanged but the class does not have a main() method.
Presumably, the class that will use the sort() method has a main() method, and only one main()
method per Java application is allowed.

Assuming the BubSort class is on the same directory as the UseBub class or in what Java mavens
call the classpath, when you execute UseBub, the Java runtime will pull what UseBub needs from
BubSort. In particular, UseBub needs the sort() routine. Check out the lines marked with //*** in
Listing 1.3.

BubSort.sort( anarray )
BubSort.sort( anarray?2 )

The sort() method is qualified with the class that contains the method.

Y ou ask about the other statements in the original bubble sort program—the one from Listing 1.1. In
particular, you ask about these curly braces. The rest of the numbered statements are braces that
close off blocks. She explains that Java uses the curly braces as block constructs. The block construct
helps to define variable visibility. Also, the block construct is required when more than one
statement follows an if statement or aloop construct. Even asmall Java program can contain
numerous braces, she says.

The visibility of these variables may be defined by curly braces; variables declared within a pair of
braces are known within those braces. Some cases exist where avariable is declared within a
statement. In this case, that variable is visible only in that statement. She directs you to the following
statement:



cl ass UseBub {
static void printResults (int sorted[]) {

for (int idx = 0; idx < sorted.length; idx++)
Systemout.println( sorted] idx ] ) ;

}
public static void main( String args[]) {

int anarray[] = {3,10,6,1, 2,9}
BubSort.sort( anarray ) ; []***

int anarray2[] = {12, 4, 35, 1, 55, 76, 3}
BubSort. sort (anarray?2) ; []***

printResults( anarray )

printResults( anarray2 )

}
Listing 1.3 Invoking the bubble sort from a class.

for (int idx = 0; idx < anarray.length; idx++ )
System out.println( anarray[ idx ] )

Thisisasingle statement. The variable idx is visible in this statement only.
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She catches you staring at this statement. She catches you in mid-thought and explains that thisisa
looping construct that prints an array value to the default output stream. She also saysthat sheis

quickly running out of time and has to pick up the pace.

After a pregnant pause, you meekly ask her where the pointer references are. Y ou figure that

"modern” languages like C++ and Java are replete with pointers. Y ou cite your discussion with the
C++ programmer and what he told you about pointersin C++. What about pointer use in Java, you

ask?

With an impish grin, she tells me that Java does not use pointers. No pointers? None, she answers.
Javais able to do what every programming language does, and more, without the use of explicitly

declared and manipulated pointers. A Java programmer cannot declare a pointer or access the

starting address of a data structure in any way.

WEell, well—no pointersin Javal That one statement alone is music to your codeweary ears. Y ou start

to believe that these Java engineers at Sun really know their stuff.
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Meet the Sun JDK

Y ou ask her how she compiles and links this program. She reminds you that Java compilesinto a
platform-neutral dataformat called bytecodes. Y ou knowingly nod in agreement. Sheisusing a
WinTel box to compile her Java source. She tells you that the marketplace is rife with Java tools and
serious Java folk have an arsenal of tools to help with Java development. For now, she explains,
shelll use the standard tool suite, or Java Development Kit, available from Sun Microsystems (the
developers of Java). She opens up a DOS window and compiles the program. Next, she executes the
program. Figure 1.1 shows the DOS window after compiling and running the bubble sort.

The javac command invokes the Java compiler. In truly sparse computer geek fashion, a successful
compile provides no diagnostics. A successful Java compile produces a class file—in this case,
BubSort.class. Next, the java command executes the program. The java command passes the
previously created classfile, in Bytecode format, to the Java Virtual Machine for execution. The
result of the execution is seen in the DOS window previously.

WEell, well, you think. This certainly beats the pants off of submitting batch compiles and links. Y ou
enter source code in an appropriately named dataset, switch to a DOS window where you do your
compiles, and repeat until you get a clean compile. Next, you execute your program in the very same
window.

Y ou note that you need a program to execute your Java program. Y ou ask her where the executable
fileis produced by the linker. Actualy, you ask her where and how she did the link. Y our Java guide
tells you that she did not link the Java code; she did not produce an executable. The java compiler,
javac, produced a class file composed of bytecodes. The bytecodes are interpreted by the java
command.

Y ou ask her how much these Java tools cost—the compiler (javac), the program that executes the
bytecodes (java), and the Java Virtual Machine. Y ou would like to get a copy on your machine.
When she replies that these tools are free, you dlip off your chair. Free? How can this be? Our shop i<
used to paying afortune for any software tool.
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Figure 1.1 DOS window after compiling and running the sort.
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My guide explains that Sun provides a base set of tools, which includes the compiler. Other vendors
committed to Java provide Java Virtual Machines, or JVM's, bytecode interpreters, and applet
viewers. Shetells you that the standard Java Development Kit, or JDK, includes a documentation
generator (javadoc), ajava debugger (jdb), other tools dealing with system security (javakey), and a
way of disassembling Java classes/bytecode into Java source (javap). She adds that serious Java
developers have visual tools like the rest of the world and these visual tools cost money but anyone
can compile and execute Java programs with the freebies included in the JDK.

Y ou are a bit stunned over this, and, rightfully so. Now you get a glimpse into the hype, the
excitement that Java has caused in the computing community. This Java stuff is the closest thing to a
standard you've heard of. To top it all off, the development tools are free. Of course, you're still
reeling over the phrase, "No pointersin Java."

Y our very patient Java guide, and teacher, pauses once again to catch your feedback. A grin slowly
washes over your face as you realize that you understand nearly everything she has said. The
program you've examined makes sense in amacro sort of way. However, you're battle-hardened
enough to realize that every programming language has its quirks and oddities and that the language
syntax just have to be learned. In the middle of your reflections, something odd catches your eye.

Y ou can't help notice your humble Java guide leafing through some IBM language reference
manuals. When you ask her what she needs to know, she replies that she would like to know a bit
more about programming language constructs in COBOL, PL/I, and REXX. She wants to compare
and contrast some Java constructs with constructs from more familiar languages.

What a great idea. She likesthat you find merit in her idea. She glances at the wall clock, quickly
stands up, grabs a binder, and tells you she hasto go. Y ou want to show your appreciation for taking
the time and energy to show you stuff. As she shrugs off your offersto buy her coffee or lunch
someday, you hit upon agood idea: Y ou tell her that you could write the sort program previously in a
commonly used IBM language. She agrees that your idea has merit. Y ou ask for areference for Java
syntax, which she gladly provides. Y ou strut off to your designated work environment to fulfill your
promise.

A PL/l Version of the Bubble Sort

Y ou decide to have lunch at the cubie (not al that unusual, right?) and pound out some code. Y ou
wisely spend some time perusing the Java reference material. Y ou see that the Java JDK comes with
packages. These packages are collections of related classes that perform varied tasks from database
and file 1/0 to mathematical computations to network data movement to graphical user interface
development. Y ou get the idea that a big part of Java software development is knowing what classes
are already available for your use. The over 1,000 classes, constants, interface definitions, and
exceptions available seems daunting. Y ou put that part of the reference down for now and decide to
stick with scrutinizing the syntax to create a compatible version in a procedural language.

Y ou want to code a version of the bubble sort that does what the Java implementation previously
does but in the style and flavor of a procedural language. It takes a while to dope out some of these
Java constructs; the looping construct takes a bit of reading. Fortunately, you are familiar with the
bubble sort—a great help when you
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BubSort: Proc ( arg ) Options( Main ) ;

Dcl arg Char( 40 ) Varying

Dcl anarray ( 6 ) Fixed bin( 15 ) Init
( 3, 10, 6, 1, 2, 9) ;

Dcl idx Fixed bin( 15 ) Init( Ob ) ;

Dcl arraylLength Fixed bin( 15 ) Init( Length
( anarray ) )

Dcl Length Builtin ;

Call sort( anarray ) ;

Do idx = 1 to arraylLength ;
Put Skip List( anarray( idx ) ) ;

End ;
Sort: Proc( a ) ;
Dcl  a (%) Fi xed bin( 15 ) ;
Dcl  arraylength Fixed bin( 15 ) Init( Length( a ) ) ;
Dcl  idxl Fixed bin( 15 ) Init( Ob)
Dcl  idx2 Fixed Bin( 15 ) Init( Ob)
Dcl  tenp Fixed Bin( 15 ) Init( Ob)
Dcl  swapped Bit( 1) Init( "1'B) ; /[* TRUE */

Do idx1l = arraylength to 1 by -1 ;
swapped ='0'B; /* FALSE */
Do idx2 = 1 to idxl
If a( idx2 ) > a ( idx2+1 ) Then

Do ;
tenp =a ( idx2) ;
a( idx2) = a (idx2 + 1) ;
a( idx2 +1)=tenp ;
swapped ='18B;
End ; End ;
if ( "“swapped ) Then return
End ;
End Sort ;

End BubSort ;
Listing 1.4 PL/l implementation of a bubble sort.

want to code an implementation. Listing 1.4 isaPL/l implementation you've written during a greasy
Tuesday taco lunch.

There is no significant difference between the Java and PL/l implementations. Both pieces of code
sort the declared and initialized array and list the sorted array elements
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at the terminal. The PL/I code could have Begin/End block delimiters to mimic the functionality of
Javas curly braces. For example, you could have coded:

If a( idx2 ) > a ( idx2+1 ) Then
Begi n;

Dcl tenp Fixed Bin( 15 ) Init( OB)

temp =a ( idx2 ) ;
a( idx2) =z a(idx2 + 1)
a ( idx2 +1)=tenp ;
swapped ='18B;

End ;
But you know that PL/I programmers hardly ever code in this style.

Asyou look at this PL/I code, you can't help but see the remarkable similarities with the Java code.
You redlize that, all the hype about Java aside, at the heart of this Java stuff is Java, the
programming language. This programming language is very similar to programming languages you
already know. Y ou think about how much you've learned about Javain afew short hours; it gives
you awarm feeling of satisfaction.

Meanwhile-Back at the Desk . . .

Sadly, your redlity as a mainframe programmer creeps back and you check out your ever-growing,
never-diminishing queue of change requests. Here's a change request to modify areport created by a
COBOL application so old you can carbon-date it. Asyou flip through the mostly worthless
documentation for this application, you can't get Java and the object worldview out of your mind. As
you search the source code and compiler listings looking for variable references, you wax woefully
that this application does not exploit object technology. None of this data is encapsulated or hidden
in any way; every routine that accesses this data has the possibility of changing it. Y ou need to find
and analyze all references to this data across several separately compiled modules.

Oh well, someday you may get to use Javainstead of coding PERFORM statements and looking at
JCL job streams. In the midst of your reverie, your boss strolls by and summons you into the
conference room for an impromptu staff meeting. Y ou grab your day-timer and march quickly into
the conference room; you don't want to be left standing.

Y our boss announces a new strategic initiative pushed down from the rare air of executive row. The
big boys approved the new customer information system. The twist is that the big boys want this
system developed with object technology. Y our boss asks the assemblage if anyone present knows
anything about this stuff.

No sooner than the echo from your boss mouth fades, the department loudmouth boomsin
obnoxiously. The loudmouth knows all about this stuff, he says. He says he's read much about C++
and that is the direction this project, nay, the whole company, should move toward. The meeting
attendees seem impressed. Y ou, of course, know better.
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Opportunity Knocks

"If you want to do real object-oriented stuff, Javaisthe way to go," you say. You explain that Javais
source code compatible across platforms. Y ou continue by citing that Java devel opment tools are
free, including documentation generators (that seems to get everyone's attention). Also, you don't
have to mess around with all those pointers because Java has no pointers.

The loudmouth barks that Javais supposed to be cool and all that but it isinterpretive. "Can we take
the performance hit?' The Database Administrator adds to the discussion by saying that the
application will likely be I/0O bound and that application execution speed may not be a bottleneck.

Attention now shifts back to you. Y ou can't believe that everyone, including the loudmouith, is
hanging on your every word. Y ou confidently lean forward. With eyebrows triumphantly arched, you
continue.

Java comes with packages, which are collections of related routines, that enable the programmer to
create interface screens, read databases, and talk over the network. In addition, you cite, the industry
is behind Java with the major players offering development tool suites. Javais far, far more than the
"Language of the Internet." Also, Training and Development is developing an in-house course on
Java programming.

Y ou sense that your boss needs some action items for the meeting. Y ou suggest that your boss call
the manager of Training and Development to get the take on this Java versus C++ business. Y our
boss adjourns the meeting.

After the obligatory post-meeting chitchat with fellow wage slaves, you hunker down in your bunker,
seeking variable references to this COBOL application to implement this change request. Y our mind
wanders. You can't help but wonder if thisis the last change request for an ancient COBOL
application you'll do. Y ou understand the excitement and fervor of the object disciplesin general,
and the Java evangelists in particular. Can the disciples and evangelists be right? I's procedural
programming athing of the past?

The only constant in thisworld is change. Y ou cannot escape the Internet and the impact Internet
technologies have in business and society. Dot-coms advertise on the Super Bowl and place highway
billboard ads. Business pundits talk about downsizing, outsourcing, reengineering, and the new shape
of Information Systems. Y ou hear the latest buzzwords and clichés. Y ou hear your management
buzzing with these clichés. It's pretty scary.

However, you're off to agood start. Y ou have some understanding of the hype, the hoopla, even
some of the buzzwords and clichés! Now, the time has come for you to learn how a data processor
skilled in writing COBOL and PL/I programs can master Java.

In Summary

The world of Java covers every facet in data processing from client, single-user programs to large,
enterprise-wide distributed systems. As you learn more and more about the brave new world, you'll
encounter numerous references to odd-sounding
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technologies, including directory and naming services, remote method invocations, and Enterprise
JavaBeans. Any understanding of these and other Java technologies start with understanding the Java
programming language.

Here you are, with book in hand. Y ou've taken a big step—but you knew that already—into a
different realm. Good luck on your Javatrek. If you persevere, you'll be coding Javain no time flat,
and this book will help.
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CHAPTER 2
What | s Java?

Here, you'll read a bit about the history of Java's development, some of the guiding principles of the
creators of Java (Sun Microsystems), and what may be in store for Javain the near future. This
chapter touches on the similarities and differences in concept between Java and familiar mainframe
programming languages. This chapter also discusses why knowing Javais akey skill for adata
processor, be that data processor a programmer, analyst, project manager, or |S management.

A Brief History of Java

Sun Microsystems, a company you'll hear much of in this book, created the progenitor to Javain the
old days of the early 1990s. Believe it or not, Sun initially had thisidea of using what would be
called Javato control household appliances. Bring on those interactive microwave ovens. Can you
see the ad campaigns: "The future is bright with Sun Microsystems' programmabl e toasters?’

Perhaps the time is not right for smart, computer -controlled washing machines and the like.
Apparently, Sun Microsystemsis ahead of itstime. In any event, this programming language, now
dubbed Java, designed to control appliances had some interesting properties:

= Programs written in Java had to be small, or not require many resourcesto run. After all, you
don't want to outfit your TV with many megabytes of memory, right?
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= Programs written in Java had to be put on different devices, or run on different hardware.

These two properties make Java programs ideal for running on the Web. The creators at Sun realized
thisand, in 1994, demonstrated Java use on the Web by writing Java programs, called applets that
ran with abrowser, al'so written in Java. The applet is a piece of Java code that gets downloaded to a
Web page (like an image) and executed. When you leave the page by clicking on alink, the applet is
terminated.

Java struck a chord with the folks at Netscape, so much that Netscape licensed Javain 1995. The
world started to see Java applets appear in Web pages. Recall that the Web was still fairly new in
1995; those days, the corporate world did not alow Internet access on the job and only the
enlightened few amongst us had an Internet connection at home. Even so, Sun realized that Java was
ahit and cranked up their Java devel opment efforts. Java had become worthy of coveragein severa
trade rags. Java usage began to spread over the Internet with applets appearing on Web page after
Web page. Java version 1.0 was officially born. Javawas on its way.

To encourage Java development, Sun makes its Java Devel opment Kit (JDK), available at
http://java.sun.com, at no charge to anyone who wants to write Java. Because Sun is the owner of
Java (Javais not "open source"), you can count on the Sun JDK to work with the latest and greatest
Javaversion. You'll read more about the JDK later and use the JDK,, if you like, to compile and run
some of the Java programs in this book.

Yes, thisisall well and good. However, if all Javadoesisrunin abrowser window, you'd not hear a
tenth of the hype and, in all likelihood, would not be reading this book. Fact is that Javais much
more than the applet language of the Internet. And, in early 1997, with the release of Javaversion
1.1, the Java community realized that fact. The Javalanguage itself changed very little from version
1.0to 1.1; Javaversion 1.1 is afaster, more robust, and featured version of Javathan version 1.0.
The newer version included application programming interfaces (APIs) for remote access, database
access, printing, encryption, and more. The JDK for this release included tools that generated
documentation, a command line debugger, disassembler, and others. In short, Javaversion 1.1 took
Javafrom the applet language of the Internet to a full -featured language that can be used to develop
applications, on or off the Internet.

Most of the hype surrounding Java deals with the new features and capabilities arising from Java
version 1.1. Javaversion 1.0, used for ayear or two, has demonstrated its effectiveness and Sun has
demonstrated a commitment to Java. The industry stood up and took notice. The big industry players
began to get on board with Java. Various consortia formed in an attempt to create some sort of
standards for Java technology, although some say that these consortia formed as a defense against,
well, you-know-who. Software tool vendors, such as Borland, Symantec, IBM, and Sun began to
offer commercia Java development tools. Companies were getting things done with Java version
1.1

Sun's Java division pressed onward with the next release of Java, which Sun originally called Java
version 1.2, officially released in late 1998, and dubbed Java 2. The leap from Javal.1to Java2is
not as far as the leap from Java 1.0 to Java 1.1. However, Java 2 contains significant enhancements
over Javal.linthe areas of event handling and user interface construction, to name afew. The JDK
that supports Java 2 was called JDK 1.2.
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TheWorld of Java Today.

These days, Javafolk do not speak of Javalanguage versions too much. Javafolk speak of platform
versions. For example, Sun has a Java Standard platform (J2SE for Java 2 Standard Edition), which
Java savvy programmers could use to devel op applets and small applications. Sun also has a Java
Enterprise Platform (J2EE for Java 2 Enterprise Edition), which Java savvy programmers could use
to develop large applications across a distributed (enterprise) computing environment. Also, Sun has
aJDK for each platform and sets of APIsthat are peculiar to each platform (or just peculiar,

perhaps).

Today, the Javaworld isrife with acronyms, or TLAS (that's Three Letter Acronyms) like JSP, EJB,
and RMI, to name afew. If you check out http://java.sun.com/products you'll see dozens of
acronyms—some FLA's like INDI and JDBC, too.

Java as a programming language, apart from programming dishwashers, is five or so years old.
Considering that there exists over 1,200 books on Java and the TLA's and FLA's mentioned
previously is somewhat remarkable. A cursory search on the Internet for "Java Source Code" yields
thousands of hits. The interested computer person could subscribe to various magazines and ezines
that report on Java devel opments. Sun Microsystems makes available lots of Java source code. Y ou
can participate in online chats with Java experts and authors. In short, seemsthisisagreat timeto
learn Java

Java: The Programming L anguage

At the heart and soul of all thistalk about platforms and the seemingly endless stream of TLAs and
FLAsis Java, the programming language. Java has several features that make it the choice of
programming languages in this heavily distributed computing environments we find are the norm
these days. What are these features, you ask? Let'slook at afew.

Java: The Object-Oriented Programming L anguage

Chapter 7, "Class and Object Representation,” describes object oriented software features in general
and the Java implementation of object oriented features in particular. Here, let's make a quick
compare and contrast of calling COBOL modules and calling code written in Java.

When coding in COBOL or some other third generation programming language, you conceptualize
your application as a set of program units often called modules. These modules interact with one
another through a set of interfaces. Remember structure charts with the hollow ended and filled
arrows? If this sounds like structured programming, you're on the money.

Structured programming stresses a separation of data from process. In theory, a piece of PL/I or
COBOL code need only know the structure of data (20-byte character,
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for example) to act on it. The semantics of the data does not come into play at the language level. For
example, a COBOL compiler and linker would not choke on the following snippet:

Cal i ng Program Cal | ed Program ' COBEX
01 ZI P- CODE Pl C(9) 9. LI NKAGE SECTI ON.

*Addi tional Code
CALL ' COBEX' USI NG ZI P- CODE. 01 SSN Pl C(9) 9.

Because both calling and called programs are passing a nine-digit number, everything's kosher. Of
course, this program will not execute properly; module COBEX is expecting asocial security
number (SSN) but is getting a nine-digit zip code.

In contrast, when coding in Java, an object oriented programming language, you conceptualize your
application as a set of application units called objects. Unlike modules, an object is not separate from
data-quite the contrary. An object is a happy amalgam of data and program code that acts on that
data. The code that acts on the data defines the alowable operations on that data. In fact, the program
code is part of the object, as much a part of the object as the data.

In an application developed with an object oriented programming language, the previous scenario
with the zip code and SSN could not easily happen. Y ou would assume that zip codes and SSNs have
different semantics; an operation done on a zip code would not be likely to be done on a SSN.

In Java, (asin all object oriented programming languages) objects come from aclass. When you call
code written in Java and pass objects as arguments, the class of the argument in the calling code and
the called code must match. For example, the code shown in the following simply won't fly:

Calling Program Call ed Program ' JavaEX

Zi pCodeCl ass nyZip; voi d JavaEX( SSNCl ass aSSN) {
/] Addi ti onal Code

JavaEX( nyZip )

Here, the calling routine passes an argument object of class ZipCodeClass to aroutine that expects
an argument object of class SSNCL ass. The previous code will not compile, much |ess execute.
Having argument mismatches caught at compile time relatively early in the software devel opment
process, bodes well for those of us who make aliving by writing software.

As previously mentioned, Chapter 7 has much more to say about Java's object oriented features.

Java: The Portable Programming L anguage

Portability, the ability of software to execute on different platforms without source code
modification, has long been a sought-after feature of many a programming language designer.
Traditionally, you bust code then pass your source to a compiler that creates machine code for a
particular platform. If you wanted to put your program on



Page 27

adifferent platform, you'd have to recompile your source with a compiler on the different platform,
which produces machine code for that platform. After working out the subtle and not so subtle
differences between the platforms, you just might get aworking application.

The Java programmer does not suffer this fate. Java, you see, does not compile into machine code.
Java compilesinto aformat called bytecode. The bytecode format is the same for all operating
systems. Y ou compile a Java program on a Macintosh, you get some bytecode; you compile the same
Java source on a Windows or OS/390 machine, you get the same bytecode. The ten-dollar phraseis
that bytecode is architecturally neutral.

How do the different operating systems understand this bytecode stuff? The answer is that the
operating system needs to have a Java virtual machine (JVM) installed to interpret the bytecode.
Sometimes the VM is called the Java runtime or the Java interpreter . Whatever you call it, the VM
is the operating system specific software that interprets the architecturally neutral bytecode into
executable code.

Asyou'll read later, IBM offers a Java compiler called the High Performance Java compiler that
produces native OS/390 code instead of bytecode. Code produced by the High Performance Java
compiler does not require a VM for interpretation. The tradeoff is that code produced by this
compiler only runs on OS/390. Of course, IBM also has a Java compiler that produces bytecode and
requires aJVM specific to the OS/390 platform.

Another Java feature that helps ensure that Java programs are portable across platformsis that Java
does not have any platform-specific data types. Some programming languages change the size of
data types depending on the operating system. For example, the C programming language uses
integers of 16, 32, or 64 bits depending on the operating system. Java has one size for its data types-
an integer is 32 bitsin size. If you need bigger numbers, you declare a different type or class.

Remember Sun's slogan, "Write Once, Run Anywhere."

Java: The" Pointer-Less' Programming Language

Java started life as a contender for controlling appliances and rapidly evolved as alanguage for
creating applets. Today, Javais used to create applications-both on and off the Web. The Java
language supports the familiar and some unfamiliar language constructs. The familiar include loops,
decision, case, and function constructs. The unfamiliar include error handling and language
constructs for multitasking.

One programming language feature notably absent from Javais pointers. As you know, apointer isa
memory address, typically 4 bytes, that indicates the starting location of a data structure in memory.

The COBOL programmer typically does not use pointers much; the PL/l programmer uses pointers
now and then. Hence, you may feel that the previous dissertation on the disallowance of pointer use
may fall under the category of "No Big Deal." If so, read on to see why being pointerlessis such a
big deal.
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Y ou know the programmers who often use pointers; they can be identified by adull haze over their
faces, a nervous twitch in one of their eyes, and a strange rash. These programmers get that way by
performing arithmetic on pointers to generate memory addresses, passing arrays of pointers as
arguments to procedures, or (gasp!) using pointers to pointers to reference data.

You'll never see a Java programmer suffer the previous ailments for the simple reason that the Java
Programmer cannot use pointers. Put differently, the Java language does not support pointer use.

Y ou cannot declare a pointer in Java and you have no way of accessing the starting memory location
of any data structure.

By eliminating pointer use, Java programs are not fodder for a host of memory related bugs. Tasks
like dynamically alocating memory for various structures such as linked lists and trees are tedious,
error-prone, and extremely dependent on the current execution environment. Asyou'll read in later
chapters, Java handles memory management for you. Java detects when objects are no longer in use
and automatically frees memory for later use in your program. As you've guessed, there's aten-dollar
phrase for this process—garbage collection.

A side effect of eliminating pointer use is that a Java program is safer than programs that use
pointers. Because a Java program cannot directly access memory, a Java program (or applet) cannot
use pointers to get outside a string or an array's memory. The pointerless feature of Javaisasimple
yet effective defense against malicious hacks wanting to do you and your precious computer harm.

While on the subject of security, Java has security-conscious features other than being pointerless.
Unknown Java programs, including applets, are placed in a"sand-box" where the program can do
what it will inside this box. For example, untrusted Java appl ets cannot access the local file system.
Java has features that enforce security at the program level. You'll take alook at the Java security
package, java.security, in Chapter 10, "Interfaces."

Java: The MultiThreaded L anguage

Most mainframe programs execute in alinear fashion, with asingle flow of control. Of course,
programs take branches based on inputs and various environmental conditions. However, the
program itself isnormally doing one thing at any one time. Let's call programs of this sort
singlethreaded programs.

Most COBOL and PL/I programs are singlethreaded. PL/I has language support for multiple tasking
(threading) under OS/390. However, the typical mainframe program normally does not require any
sort of multiple threading mechanism. Batch jobs don't call for any sort of multithreading. Even
conversational programs requiring user interaction written to execute under IMS or CICS can get
away with single threading.

Web based programs can be quite the opposite. Imagine getting online, downloading afile, then
clicking on alink. Y ou notice that the browser continues your file download while displaying your
newly requested page at the same time. We use the term multithreaded to describe this state of two
or more processes (downloading the file and displaying the page in this case) simultaneously.
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Common sense will tell you that a programming language that is used to develop Web applications
should make the creation of multithreaded programs somewhat easy. Java contains a class
specifically developed to ease thread use. Also, Java has the synchronize keyword, which helps the
Java programmer control when certain pieces of code should be executed.

Y ou'll see some examples of multithreaded code in this book.

IBM's Java Efforts

Since 1995, IBM has worked, and continues to work, closely with Sun and other industry heaviesin
defining and refining various Java technologies. IBM realized early in the game that Javais simply
too good to ignore. IBM supplied vital input into the development of Java technologies back in the
"old days' that helped make this technology suitable for enterprise application development. The
result of IBM's laborsisafull suite of Java development programs, support channels and tools well
suited for developing enterprise class applications for OS/390 system and AS/400 systems.

Big Blue customers have a need to access years worth of data housed on their mainframe systems
with Web technologies. IBM has developed Java related technol ogies with this goal in mind. IBM
has made several enhancements to make Java fit into its OS/390 mainframe environment. For
example, IBM has Java packages-you'll read more about Java packages later-that enable a
programmer to perform record based I/O, to read and write VSAM datasets and to access IMS
databases. Section I, devoted entirely to accessing data using Java and IBM technologies, has
material and sample code that does all of this.

IBM has its own Java development tool suite called Visual Age for Java, which has both a client and
aserver side flavor. Other IBM Javatoolsinclude a Java compiler called the High Performance Java
Compiler that bypasses the interpretive/JVM execution by compiling Java source code into machine
code.

For the full skinny on IBM's Java efforts, you may want to check out http://ibm.java.com.

Java versus COBOL and PL/I: A Brief L ook

A respectable part of Part 1 of the book compares Javato older, procedural programming languages
still in use today. Check out the following chart to see a quick look at language features and wherein
the book these features are covered in detail.

Here are afew words on some of these table entries:

Application structure. At ahigh level, a Java application is a set of files called class files. Each
classfile contains code that defines needed data and code to define objects of that class. One of
these class files has aroutine, or method, called main. The Java application works by calling
code from these, and other, class files during execution. Chapter 3, "Creating Y our First Java
Program," where
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LANGUAGE
FEATURE

JAVA COBOL

PL/I

Application structure

One or more files
containing source

One or more files, one of
which has a main method

One or more files, one of which
has a main procedure

Variable types and
typing mechanism

Primitive data types
(variables) Custom data
types (objects) Strong typing

Representative

Representative, some special
types (file, complex, for
example)

Aggregate data Arrays Arrays, records Arrays, records
structures supported
Argumentspassed by  Internal reference (objects) Reference Reference, value

Value(primitive types)

Variable scope

Local, class Global to module

Local, global to module, global
to program

Declared variable and
object attributes

Modifiers (visibility, other) Storage alignment

Storage class, storage
alignment, others

Object support? Yes No No

Pointers supported? No Yes Yes

Programmer No. Memory management  No features for dynamic Yes. Memory

manipulation of done for programmer data structures Allocate/Deallocate, and so on.
dynamic data

structures?
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Table 2.1 Language Features in Java versus Procedural Languages (continued)

LANGUAGE JAVA COBOL PL/I

FEATURE

Subprogram types Internal and external External subroutine Internal and external
methods (may return object, subroutines and functions
primitive type or void)

ExceptionHandling?  Yes (throws, catch) No Yes (signal, on)

Multithreading Yes No Yes

language support?

Preprocessor, No Some Yes

conditional

compilation?

Built-in-functions? No No About 100
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you'll take alook at some simple Java programs, is where you'll read more about Java
application structure.

Variabletypes and typing mechanism. Javais an object oriented programming language. In
addition, Java also supports variables declared as a primitive data type. Java variables
correspond closely with variables declared in COBOL, PL/I, and other procedural
programming languages. Asyou'll read later, Java often treats variables differently than
objects.

= \/ariable typing comesin four flavors. strong, weak, none, and representative. Strong typing
means that variables must be of the same data type for use in expressions. Weak typing
means that you can mix and match variables of different typesin expressions. None (no
typing) means that you don't declare variables of atype at all. Representative means that
variables are declared a type that mirrors its machine representation, such as a packed
number. Read Chapter 5, "Declaring and Defining Data," for more on how Java deals with
declaring variables.

Aggregate data structures supported. Java supports arrays of any type or object. Java does not
support record structures like you frequently use in COBOL and PL/I. However, thisis not
much of a hardship because Java, with its support for objects, can easily emulate record
structures.

Arguments passed by. Programs can pass arguments to subprograms by reference or value. A
program that passes arguments by reference passes the starting address of the variable. A
program that passes arguments by value passes a copy of the variable. Several differences exist
between the two passing mechanisms. The most visible and important is that a subprogram can
change the value of an argument passed by reference (because the subprogram and program
access the argument by its memory location) and cannot change the value of an argument
passed by value (because the subprogram works with a copy of the original).

= Java uses two separate argument passing mechanisms. Java passes primitive types by value
and passes objects by using an internal reference, not an address Chapter 7, devoted
entirely to Java's class and object representation, covers passing object referencesto
methods in detail.

Variable scope. The scope of a declared variable defines where in the program that variable can
be accessed. Java uses arelated concept called variable and object visibility (see the following)
to address variable scope. Here, we mention that Java has support for local variables and class
variables. Let's defer any discussion of class variables to Chapter 7, okay?

= | ocal variables are declared within, and are only known within, ablock of code. This code
block could be a method or a"do" or "if" block. Chapter 5 has more information on local
variable use.

Declared variable attributes. Some programming languages enable you to further define the
qualities of avariable by supporting various attributes. For example,
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PL/I supports a storage class attribute and COBOL and PL/I enable you to declare variables that
line up on byte, word, or doubleword boundaries.

= Java goes far beyond its distant procedural language cousins by supporting a variety of
attributes called modifiersin Java-speak. Java supports a class of modifiers called visibility
modifiers. The visibility modifier dictates where a variable or object (or method or class)
can be seen. Using visibility modifiersisatopic in and of itself, which you'll read about in
Chapter 7.

Java allows for other modifiers, which (you guessed it) you'll seein Chapter 7.
Object support. Theline on the chart saysit all.
Pointers supported. Ditto.

Programmer manipulation of dynamic data structures. Can you use dynamic data structures,
such as binary trees and circular linked lists, in Java? Why, certainly. Does Java force you, the
programmer, to deal with the details of allocating memory for nodes, affixing the memory to
addresses, checking if the memory allocation was successful, freeing up unused nodes of your
structure? Why, certainly not.

= Java provides classes that let you use certain dynamic data structures without the muss and
fuss of memory management. If you've ever had the pleasure of tending to those mundane
programming details listed in the preceding paragraph, you could develop that dull haze
over your face, anervous twitch in one of your eyes, and that strange rash.

Subprogram types. The procedural terms for subprogram are subroutine and function; the object
term for subprogram is method. A subroutine isablock of code that contains its own data and
logic; afunction is a subroutine that returns a value to the calling program. Y ou can replace a
function invocation with a variable of the function's returned data type and the code "makes
sense.”

= Javais able to use methods declared internally, in the same classfile, or externaly, in
different classfiles. A Java method can return pretty much anything (behave like afunction)
or nothing at al (behave like a subroutine).

Exception handling. Java gives you the ability to trap various conditions and (depending on the
condition) affect repair or exit gracefully. Exceptions in Java are objects that contain (like
other objects) data and methods. As such, exceptions can be used like objects; they can be
passed as arguments to methods, for example. Chapter 12, "Exception Handling and Thread
Basics," is devoted to this exciting topic of handling exceptionsin Java.

Multithreaded language support. We've covered this ground earlier in this chapter. No need to
be repetitious.

Preprocessor, conditional compilation. Java has no preprocessor or conditional compilation
because it has no need for these features. Preprocessors and conditional compilation are mostly
used to generate platform-specific code. Asyou
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know, Java has no need for such nonsense. Java doesn't need to physically include source code,
like the COBOL COPY or PL/l %lInclude, because Java identifies files by their location in the
system (thislocation is set by an environment variable) and the class name.

Built-in functions. A built-in function is afunction that is part of the language definition. For
example, PL/I has a substr function that returns part of a string, or alength function that
returns the size of a string. Java does not support built-in functions per se, as part of the
language definition. However, Java has methods for common classes. Java has substring and
length methods that do the same thing as the PL/I functions cited previously.

In Summary.

So, what is Java? Is Javathe silver bullet we data processors have been awaiting? Will Java render
the existing world of JCL job streams obsolete? Javais well accepted by major industry players.
New information about Java emerges as soon as the ink dries on existing information. One thing is
certain: Javais not going away anytime soon. So, perhaps a good answer to the previous question is
that Javais a suite of technologies that, smply put, cannot be ignored and has to be reckoned with.

Happy reckoning!
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CHAPTER 3
Creating Your First Java Program

In this chapter, you'll use some of the programs available for download from the book Web site,
www.wiley.com/compbooks/marco, to create a ssmple Java program on awintel machine. (The
software required to create a program on the mainframe is a bit too complicated for a"get up and go"
exercise.) You'll make slight changes to the program and use downloaded software to execute
modified versions. This chapter serves as a good segue into the next chapter.

|_NOTE| Here, you'll use Sun's Java Development Kit (JDK), version 1.3. Chapter 4 describes
some of the programsincluded with thisrelease of the JDK. For now, the goal isto get a
simple Java program up and running on your machine, learn a bit about Java by
dissecting this program, and compile and run a few variations. Once you get the hang of
using the JDK, you'll be ready for therest of the chaptersin this section.

I nstalling the JIDK

Installing the Java Development Kit isfairly straightforward. Here's what you do:

= Seeif you have 50 MB or so to spare for the JDK installation. Truth be told, you can get away
with about 30 MB. However, you'll have the option of installing a
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lot of Java source code—the source code for the Java language itself. Y ou don't need this source
to use the Java compiler or the runtime, but you might actually learn a thing or two by having
the source code handy!

__TIP| If you have a tough time scraping 50 MB on your hard disk, perhapsitstimeto get rid
of all those cheesy e-mail animations, electronic cards, and off-color picturesyou haven't
looked at for awhile.

= Download the latest JDK from the Sun Java Web site http://java.sun.com/j2se.

= \\/hen you download the latest IDK version from the Sun Web site, you should check to
ensure that you got the entire file. The Web site has the size of the file. After you've
downloaded the JDK, check the file's size by displaying its properties.

= Assuming the file size found on Sun's site and the file size found by investigating the file's
properties agree, just double-click the downloaded file and follow instructions. The defaults
will work fine.

If the file sizes disagree, you should attempt another download. Y ou need a working JDK to use the
examplesin this book; if your file sizes disagree, you'll encounter problems down the road.

Isthe JDK Installed Properly?

Before you get into this chapter, you should ensure that you have correctly installed the JDK.
Fortunately, this check isfairly easy. All you need to do is open a Command window (a DOS
window, really) (Start Menu -> Run-Enter "Command") and type:

java -version

This command invokes the Java interpreter with an option to report the Javaversion installed. If you
successfully installed the JDK, you may see a message similar to:

java version "1.3.0"

java(TM 2 Runtime Environment, Standard Edition (build 1.3.0-Q
java HotSpot (TM Client VM (build 1.3.0-C, nixed node)

Or, you may see a message indicating a minor release, such as:

java version "1.2. 2"
Classic VM (build JDK-1.2.2-001, native threads, syntjit)

If you leave out the dash in front of "version," you'll see:

Exception in thread "min" java.lang. NoCl assDef FoundErr or
ver si on
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Without the dash, the Javainterpreter thinks you want to run a previously compiled Java program
named version.java that compiled into version.class.

If you misspell "version,” you'll see:

Unr ecogni zed option: -voision
Coul d not create the Java virtual nachine.

Just be more mindful of what you type and try again.
Y ou don't want to see this:
Bad command or file nane

If you do, you'll have to reinstall the JDK.

Compiling and Running the Program

Assuming you've successfully conquered the JDK installation challenge, it's time to enter a small
Java program into atext editor. Java programs, like those of other programming languages, are
streams of text. Any text or word processor program capable of saving your Java source as plain, old
text will be fine.

You'll be entering the old, classic standby of programming language examples. HelloWorld. Open
your word or text processor and enter the Java sourcein Listing 3.1.

Of course, you need to enter the Java code exactly as shown. Pay particular attention to
capitalization. Java programmers follow naming conventions that govern capitalization; you'll read
the full skinny on these conventionsin Chapters 5, 6, and 7. Later in this chapter, you'll see an
example of what happens when you do not pay attention to proper capitalization.

Save thefile as Helloworld.java. Y ou'll see that the Java compiler cares little for the name of the
source code file; the compiler, however, isrealy interested in the name of the class that you used.

Open a DOS window and check the directory referenced in the window to ensure that the directory is
the same as the one where HelloWorld.javaresides. Once thisis done, type:

javac Hell oWwrl d.java
class Hell oWorl d {

public static void main (String[]commndLi neArgs) {
Systemout.println ("Hello World!'") ;
}

}
Listing 3.1 The classic HelloWorld example.



Page 38
After your hard disk spits and spurts for a second or two, you will see the DOS prompt again. The
Java compiler, javac, will not report any diagnosticsif you have a successful compile. If you see any
diagnostics, you've made an error. Eventually, you'll have a successful compile. To run the program,
enter the following in the same DOS window:
java Hel l oWorld
Not surprisingly, you'll see:

Hel |l o Wor |l d!

No surprise here, right? Let's spend a bit of time on what's going on with the compile and run,
followed by an examination of this tremendously exciting and complicated program you've just
entered, compiled, and executed.

Figure 3.1 isashot of a DOS window showing the execution of the Java compiler and the Java
runtime.

Note the paucity of diagnostics. Remember, the invocation of the Java compiler was without options
and the program merely spits out atext string. Let's face it—not much is going on here, right?

However, looks can be deceiving. The Java compiler and interpreter are extremely busy even when
compiling and running an extremely simple program. Y ou'll see thisin the next section.

Compiling and Running Java Programs. A Second L ook

The Java compiler, javac, located your Java source file HellowWorld.java and checked out your source
for references to other Java classes. Even a program containing nothing but a method signature
would require additional Java classes for a successful compile.

"2 M5-D0S Promgt

T eezo Ee B @2fF Al

Hicrozoft<R> Windows 98
CCoCopyright Microsoft Corp 19E1-1998.

C:oLou's FoldeesWritingg~Java for HF DPersz Book Folder~Book ChapterzsChapter 3 ¥
our First dava Progranijavac hellowoeld . java

Cisbhou®s FoaldersWritingssJava Foar HF DPers Book PoldersBook ChapteressChapter 3 ¥
our First Java Progranijava Helloborld

Hello World t

rihliou® s FoldersHritingssdava for MHF DPers bBook FoldersHook ChapterssoChapbers 3 %
ppur Firzt Java Programd

Figure 3.1 Running the HelloWorld Java program.
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Anyway, the Java compiler picks up class references and makes the referenced classes available to
your program.

Listing 3.2 isacompiler listing showing javac loading the classes needed for a successful compile.
The invocation of the Java compiler is bolded. Note the use of the -verbose option to generate the list
of classes |oaded during the compile (yes, the leading dash is required).

Once javac finds and loads the classes you've referenced in your source, javac compiles the source
into bytecode. The Java compiler doesn't care what the name of the source fileis; you could have
saved the file as doodah.java and the code would compile successfully. However, you are advised to
pay close (redly close!) attention to the capitalization because most Javatools pay close (really
close!) attention, and as a programmer, you should be truly concerned about the behavior of the
language and tools. Coming from the case-insensitive mainframe world of COBOL programming,
you are hereby warned!

Running the Java compiler sans options will produce no diagnostics when the compile is successful.
Thisis quite a change from the world of mainframe compilers! However, who in the big iron world
runs compilers without options? Here, we've used the -verbose option to see javac loading the
classes. In Chapter 4, you'll look at the rest of

Javac -verbose helloworld.java

[ parsed Hell oWworld.java in 660 ns]
[l oaded C:\JDK1.2.2\JRE\lib\rt.jar
(javal/l ang/ Obj ect.class) in 50 ns]

[ checking class Hell oWrl d]

[loaded C:\JDK1.2.2\JRE\lib\rt.jar
(javal/lang/ String.class) in 60 ns]
[l oaded C:\JIDK1.2.2\JRE\lib\rt.jar
(javal/iol/ Serializable.class) in 0O
ns]

[l oaded C:\JDK1.2.2\JRE\lib\rt.jar
(javal/l ang/ Conparabl e.class) in O
ne]

[l oaded C:\JDK1.2.2\JRE\lib\rt.jar
(javal/l ang/ System class) in 0 ns]

[l oaded C:\JDK1.2.2\JRE\lib\rt.jar
(javalio/PrintStreamclass) in 60
ns]

[l oaded C:\JDK1.2. 2\ JRE\lib\rt.jar
(javaliol/FilterQutputStream cl ass)
in 0 ns]

[l oaded C:\JDK1.2.2\JRE\lib\rt.jar
(javaliol/ QutputStreamclass) in 50
ns]

[l oaded C:\JDK1.2. 2\ JRE\lib\rt.jar
(javaliol/l OException.class) in 0 ns]
[l oaded C:\JDK1.2.2\JRE\lib\rt.jar
(javal/l ang/ Exception.class) in 0 ns]
[l oaded C:\JDK1.2.2\JRE\lib\rt.jar
(javal/l ang/ Thr owabl e. cl ass) in 0 ns]
[wote C:\Lou's Folder\Witings\Java for M- DPers Book Fol der\ Book
Chapt ers\ Chapter 3 Your First Java Program Hel | owrl d. cl ass]
[done in 1480 ns]

Listing 3.2 Compiling HelloWorld.java with the -verbose option.
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the options that you may use with the Java compiler on the Sun JDK. In practice, you'll use some
options when you compile your Java programs.

Y our source and included classes come in the Java compiler; a class file goes out the Java compiler.
The classfile is composed of the platform-neutral bytecode that you've heard so much about. This
classfile can run on any machine that has a Java runtime installed. The class file will reside in the
same directory as the Java source unless you tell javac otherwise by using a compiler option.

When you pass this classfile to the Java interpreter (or Javaruntime, if you prefer), you are
executing your Java program. The Java runtime looks for all of the classes requested by your
program and loads them dynamically into your system's memory. Listing 3.3 is an abbreviated list of
the Java runtime loading classes from the Java runtime library during the execution of
HelloWorld.class.

Looks like the Java runtime is extremely busy even for asimple program! Note the bolded Hello
World! included in Listing 3.3. That's the actual output of the program intermingled with the
diagnostics.

Recall that Javaisinterpretive. You do not link Java programs to produce native executable code.
(However, some companies, IBM for example, offer a Java compiler that produces native OS/390
code.) After a successful compile, you're ready to load and go.

Figure 3.2 shows the process in pictures.

clags HellowWorld [
._I"I""'I Fublic statlc vold maln[String[] comnandLlinsArgs] |
“:::'rLlI:I System.out.println{"Hella Weorld!") ; He llowsor d java
Source ]
Classes Cited
Java In Source
(=LK =
-:;.:.|'|'||:.i|.§-r Javac Halloword. java
EyteCode Helloworld.class
Rurtime Classes
Java
RunTime Javac HallioWwaord Hello World!

Figure 3.2 Compiling and running a Java program.
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java -verbose Hellowrld

[ Opened C:\JDK1.2. 2\JRE\lib\rt.jar in 50 ns]

[ Opened C:\JDK1.2.2\JRE\lib\il1l8n.jar in 0 nB]

[ Loaded j ava. |l ang. NoCl assDef FoundError from

C\JIDK1. 2. 2\ JRE\lib\rt.jar]

[ Loaded java.lang.Class from C.\JDK1.2. 2\JRE\lib\rt.jar]

[ Loaded java.l ang. Object from C:\JDK1.2.2\JRE\lib\rt.jar]

[ Loaded java.lang. Throwable from C:\JDK1. 2. 2\JRE\lib\rt.jar]
[ Loaded java.io.Serializable from C\JDK1.2. 2\JRE\|lib\rt.jar]
[ Loaded java.lang. String from C:\JDK1. 2. 2\JRE\lib\rt.jar]

[ Loaded java.l ang. Conparable from C:\JDK1.2.2\JRE\lib\rt.jar]
[ Loaded java.io. ObjectStreantClass from C.\JDK1. 2. 2
\JRE\lib\rt.jar]

[ Loaded java.i 0. Obj ect StreantCl ass$bj ect StreanCl assEntry from
C\JDK1.2. 2\JRE\lib\rt.jar]

[ Loaded java.l ang.ref. Soft Reference from C:\JDK1. 2. 2
\JRE\lib\rt.jar]

[ Loaded java.lang.ref.Reference from C \JDK1. 2.2
\JRE\lib\rt.jar]

[ Loaded java.io.ObjectStreanrield from C. \JDK1. 2. 2
\JRE\lib\rt.jar]

[ Loaded java.i 0. Obj ect StreanCl ass$Conpar eCl assByNanme from
C\JDK1. 2. 2\JRE\lib\rt.jar]

(Anot her 100 or so cl asses get |oaded)

[ Loaded sun. net.ww. URLConnection from C.\JDK1. 2. 2
\JRE\lib\rt.jar]

[ Loaded java. net. URLConnection from C:\JDK1. 2.2
\JRE\lib\rt.jar]

[ Loaded j ava. net. UnknownCont enHel | o Wor | d!

tHandl er from C:\JDK1.2. 2\JRE\lib\rt.jar]

[ Loaded java. net. ContentHandl er from C.\JDK1. 2. 2
\JRE\lib\rt.jar]

[ Loaded sun. net.ww. MessageHeader from C.\JDK1. 2. 2
\JRE\lib\rt.jar]

[ Loaded java.io.FilePerm ssion fromC:\JDK1. 2.2
\JRE\lib\rt.jar]

[ Loaded java.io. Fileperm ssion$l from C.\JDK1. 2.2
\JRE\lib\rt.jar]

[ Loaded j ava.l ang. Runti nePer m ssion from C:\JDK1. 2. 2
\JRE\lib\rt.jar]

[ Loaded j ava.l ang. SecurityException from C: \JDK1. 2. 2
\JRE\lib\rt.jar]

[ Loaded java.security.cert.Certificate from
C:\JDK1.2. 2\JRE\lib\rt.jar]

[ Loaded [Ljava.security.cert.Certificate;]

[ Loaded Hel | oWor | d]

[ Loaded java.lang.ref.Finalizer$3 from C \JDK1. 2.2
\JRE\lib\rt.jar]

Listing 3.3 Executing HelloWorld.class with the -verbose option.

Y our Java source, located in HelloWorld.java, is passed to the Java compiler (the javac program).
Javac includes needed classes during the compile and produces bytecode known to your system as



helloworld.class This completes the compile process. To execute your program, pass the classfile to
the Java runtime (the Java program). The
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Javaruntime will require additional classes to successfully execute your program. These required
classes are loaded dynamically during program execution. Once all required classes are brought to
bear, your program successfully executes. Here, the program outputs the time-worn phrase, Hello
World!
Notice that you must observe case sensitivity when invoking your Java program. The class name

coded in your source must match the argument passed to the Java runtime program. Keep reading for
more details.

Watch out for Those Class Names.

Here's where the case sensitivity comesinto play, big time. Y ou want the name and the case of the
classfile produced by the compiler to be the same as the name of the classin your Java source.
Figure 3.3 shows a screen shot of a compile and execute where this sagely advice is not heeded.
What a mess! The black text iswhat our "advice-ignorer" entered. Note that after this person entered

javac helloworld.java

DOS comes back with a prompt and no diagnostics; the compile was successful. However, when this
is entered in the DOS window:

java hel l oworl d

5 MS-DOS Prispt

ez d Em B =[F Al
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our Firast Java Progranrjavac helloworld. java

o+ Low®s Foldep«WritingzssdJava for MF DPerz Book Folder~Book ChapterssChapter 3 Y
wur First Java Progranijava helloworld
Fxcept fon in thread “main' java. lang .HoGlassDef FoundError: hellowvorld Cwrong nam
2 Helloborld?

at java.lanyg.Classloader.def ineClazz@CHative Methodl

at java.lang.ClagsLoadew.defineClacs(ClaceLoader. javaz442
y at Jjava.securlty.SecureClassloader.def ineClass{SecureClassloader. java-18
4

at java.net URLClasshoader . def ineGlass (IKELGlassloader . JavaiZ 36 »

at java.net URLGClasslaader.aceessS1 (ARG lasshoader. java 2162

at java.net.URLClazsLloader$l.run<URLClassLoader.javazl197}

at java.zecurity.AccecsController. doPrivileged{Hative Method)

at Jjava.net.URLClazszloadew . FindClacs (URLClacsLoader. java-1%13

at Java_lang. Claszsloader_ loadClass{Classloader. java:278%

at sun.mizec . LhauncherSAppGlazssloader . loadGlass Claanc her . javaz 2862
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Figure 3.3 Not listening to good advice.
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the Javainterpreter has athing or two to say. For now, we can concentrate on the first line of the
diagnostic:

Exception in thread "main" java.l ang. NoCl assDef FoundError:
hel l oworl d (wong nane: Hell oWorl d)

It doesn't take a rocket scientist to deduce that the Java runtime (or Javainterpreter, if you prefer)
reported an exception called NoClassDefFoundError and the class definition that was not found is
called helloworld. The Java runtime even reported the class that should be used!

Therest of the diagnostics dumped onto the DOS window show the location (line number) of several
Java classes that you didn't even realize were being used in your three-line program. Believe it or
not, after you read Section |, you'll understand what this string of diagnostics mean.

What Doesa Compile Error Look Like?

Good question. Face it—you want to make compile errors; the more compile errors you make, the
more Java you're doing, right? Anyway, let's change your work of art above by omitting the closing
guote. Here is the offending line of Java source:

Systemout.printin("Hello Wrld!)

And the ensuing compiler output:

hell oworl d.java:5: String not term nated at end of Iline.
Systemout.println("Hello World!)
N

hel l oworl d.java: 6: ')' expected.

2 errors

Not too shabby, right? Looks like javac is able to hone in on the problem with good accuracy. Of
course, compilers have this nasty habit of cascading compile errors. That's why this faulty compile
shows two compile errors where, in fact, only one true error exists.

Notice that the compiler reports on the problem source lines by number. Flipping back a page or two

reveals that the Java compiler counts blank lines. Ergo, line 5 is not the fifth line of Java source; line
5isthefifth linein the sourcefile.

Let'sLook at the Helloworld Program

Now that you have seen what this mammoth program does, let's examine it line by line. The program
isrepeated in Listing 3.4 with comments as line numbers for convenience.
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[* */
| * * [ }
Listing 3.4 The classic HelloWorld, once more.

[* 1 */ class Hellowrld {
[* 2 *]
[* 3 *] public static void main(String[]comandLi neArgs) {
[* 4 *] Systemout.printin("Hello World!") ;
[* 5 %] }
6
7

Note that Java can use PL/I style comments. Java supports other comment styles, which you'll read
about in Chapter 6.

Every Java program consists of a group of cooperating classes. Y ou can create (or code, if you
prefer) several classes per dataset, but let's stick to creating one class per dataset for now. Line 1
shows the name of the class. Also, line 1 exhibits an opening block construct, better known by a
curly brace; the closing block construct ison line 7. A block defines a scope where declared entities
are known. In other words, entities declared between Java's block construct can be referenced and
changed on any line between the curly braces. In this sense, Java's block construct is somewhat
similar in function to PL/I's block constructs Begin/End and Proc/End.

Line 2 isacomment. Comments may span more than one line. As previously mentioned, Chapter 6
has the full scoop on Java comments.

A Quick Diversion into Method Headers

Line 3isadeclaration of the main method. Actually, this method is special because it isthe main
method of the class. For those of you who are familiar with PL/I, think of "Proc Options(Main)."

Every Java program has a main method as previously declared. That is, you need the words public
static void main(String[] aL egalJavaVariableName) to denote this once-in-an-application main
method. The bolded part, containing the method name and the argument description, is called the
method's signature. For the main method, the italicized words are required. The word
"alegalJavaV ariableName" can be any legal variable name; in our example, we've used
commandLineArgs.

Figure 3.4 shows a closer look at the method header used here.

Going left to right, here's afew words describing the components of the above header.

Public iscaled a visibility modifier. In Java, you can control what classes/methods access other
classes, objects, methods, and variables. The public keyword makes the method accessible to any

classin your application. The main method must be declared public.

The static keyword denotes the existence of a class method. The object-oriented world view is that
you create objects from classes (the ten-dollar word is instantiation, or you
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Figure 3.4 The anatomy of a method header.

instantiate an object from a class, or an object is an instance of aclass). The classes serve asa
template for similar objects. However, sometimes you need a method, but you do not want the
method to come from an instance object. The main method is such a method. Y ou can have only one
main method and this method is not invoked from any instance of aclass. In other words, only one
version of aclass method exists per class.

Methods may return avariable, an object, or nothing. Think of a PL/I function witha RETURN
statement and a PROC statement listing out the returned data type. The void keyword means that the
method does not return a variable or object. If a method does return something, thisis where you
would code the data type or class name corresponding to the type or class of the returned entity. The
method would also contain one or more return statements.

Methods must have a name so make sure to give them one.

Methods, like functions and subroutines, may accept arguments. Think of the LINKAGE SECTION
in COBOL, where you would define the order and type of passed arguments to subroutines. Java
requires you to code the data type or class name followed by an argument name for each argument
passed into the method. The main method requires a parameter list of an array of strings. Soon,
you'll change the HelloWorld program to accept and use parameters. Java enforces type consistency;
the data type or class name used in the statement that evokes the method (calls the method, so to
speak) must agree with the data types and classes coded in the method's signature.

Y ou must also supply variable names for your arguments. These names are not significant beyond
the accepted Java naming conventions. They are used only in the body of the method.

Thisis not the full story on method headers. To keep things straightforward, afew optional keywords
are omitted. Remember that the goal of this chapter isto get a simple Java program up and running
and to describe what's going on with the Java compiler and runtime. Y ou'll have more to read about
signatures and naming conventions in following chapters.
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Back to Our Program

Note the presence of an opening curly brace at the end of line 3. Every method requires apair of
curly braces, open and closed, to serve as method code delimiters. Line 5 contains the closing curly
brace corresponding to the open curly brace on line 3. Everything sandwiched between the opening
and closing braceis called the body of the method. Asyou'll see later, you'll code pairs of curly
braces within methods for various programming language constructs.

Line 4 invokes the System.out.println method to write output to the console or the default output
stream. The System class has several objects and methods; the println method pumps output to the
default output stream. The System.out.println method does what the DISPLAY verb in COBOL and
the PUT SKIP LIST statement in PL/I do. Thislineisthe entire body of the main method.

A quick recap: Every Java program requires at |least one class and one and only one main method in
one and only one class. Curly braces delimit code blocks.

Let's Change the Program

L et's change the infamous HelloWorld program by allowing the program to accept a parameter and
write that parameter to the default output stream. Listing 3.5 shows this change.

After a successful compile, here's how you would run the program:

java Helloworld Lou

Here's your output:

Hel |l o Lou

What's going on here, you ask? We've passed a parameter value, Lou, to the main method on the
command line. The changed line creates an output string by concatenating the word "Hello" with the
first argument passed to the method. Java uses + as

class Hell oWorl d {

public static void main(String[]commandLi neArgs) {
/* Changed */
Systemout.println("Hello " + conmmandLi neArgs[0]);
}
}

Listing 3.5 The HelloWorld classic with atwist.
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the string concatenation operator. Note that Java references arrays from position 0. In other words,
we say that Java uses zero-based arrays. Thisisin contrast to mainframe programming languages
that default to using one-based arrays.

In Summary.

You'veinstaled aJDK on your machine. Y ou've compiled and executed some simple Java
programs. Y ou've read a bit about how Java loads classes dynamically during compile and execution.
Y ou've seen some compile and execution errors. Y ou've also seen a method signature up close, but in
brief. Y ou've taken apart and changed a Java program. All in all, you've been pretty busy! In the next
chapter, you'll read about the JDK you've just used.
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CHAPTER 4
The Sun Java 2 Basic JDK Tools

This chapter describes the programs, or tools, included in the Sun Java Development Kit (JDK).
Some programs, like the Java compiler (javac.exe) and the Javainterpreter (java.exe), you've already
seen. Some programs, like the security (keytool .exe, for example) and remote invocation programs
(rmic.exe), you'll seein later chapters of the book. Some programs, like idltojava.exe, are not
included with the Sun JDK distribution.

Sun classifies the tools as Basic Tools, Remote Method Invocation Tools, Internationalization Tools,
Security Tools, and Java IDL Tools. You'll read about the basic tools in this chapter. You'll read
more about particular toolsin later chapters.

Basic JDK Tools

Truth be told, you'll probably end up using tools that pack more punch than the Sun JDK tools. The
professional Java crowd demands tools with graphical interfaces, screen builders, and modeling
capabilities; when you join the crowd, you'll be no exception. However, as a mainframe programmer,
you may be used to submitting batch compiles and not having any tools to generate documentation.
The JDK tools enable interactive compiles, debugging, and documentation generation, among other
things: a step up from running batch jobs, to be sure! Plus, these tools are free, gratis, and on the
house. Also, the Sun JDK always works with the latest release of the JDK. So, don't dismiss these
tools out of hand just yet.
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You'll use these toolsin Table 4.1 to code, execute, and debug applications and appl ets.

Here's more information on the basic JDK tools.

Appletviewer

The appletviewer tool lets you view applets without running a browser. Y ou specify one or more
options followed by one or more URLs. The URL s should reference a Web page that contains a
reference to the applet; if they don't, the appletviewer issues a diagnostic to that effect. Note that
appletviewer does not display the Web page. The appletviewer tool uses the APPLET, EMBED, or
OBJECT tagsin the page to get parameter information and window size for display.

The syntax is:

appl et vi ewer <options> URL; URL,...URL

n

If you forget the syntax, just enter appletviewer at the command prompt. Appletviewer will respond
asfollows:

No input files specified.
usage: appletviewer [-debug] [-J<javaflag>] [-encoding <character
encoding type> ] url|file ...

Table 4.2 lists the options you may pass to the appletviewer tool. All of these options are case
sensitive If you want to see appletviewer in action, open this folder on your desktop.

Jdk1. 3\ demp\ appl et s\ nol ecul evi ewer

Table 4.1 The One-Line Descriptions

aAppletviewer  View appletsin a browser-like window (but not a browser)

jar Combines multiple filesinto a Java Archive (JAR) file
extcheck Check if aJava Archive (JAR) conflicts with other JAR files
java Execute Java applications (but not applets)

javac Compile Java applications and applets

javadoc Generate Java documentation

javah Generate C header files for use in writing native code methods
javap Disassemble Java source from class files

jdb Debug Java programs and applets




Page 51

Table 4.2 Appletviewer Options

-debug Start the Java debugger (jdb). Later, you'll
read more about jdb.
-J <somestring> Pass <somestring> to the Java runtime. Use

this option only if you truly know what you are
doing as these strings impact the Java runtime

environment.
- encoding <Encoding The encoding scheme of the URL s passed as
Name arguments to appletviewer.

Thisfolder contains some sample applets and was copied onto your disk when you installed the JDK.
Once thisfolder is open, open a DOS window. Y ou should be in the directory corresponding to the
previous folder. If not, change the directory to match this path. Enter this command at the prompt:

appl et vi ewer exanpl el. htm

You'll see a DOS window somewhat like the one shown in Figure 4.1.

Examplel.html has a reference to the applet in the form of an <applet> tag. Listing 4.1 shows the
<applet> tag coded in Examplel.html.

Notice that appletviewer has a menu. The applet menu includes options to rel oad the applet, to call
Start() and Stop() methods (which are special methods in applets), and to show information about the
HTML tag that references the applet.

jar

You usethe jar utility to combine one or more Java class files with other files that your classfiles
reference (such as images and sounds) into one file called a Java Archive File. The jar tool also
compresses thefiles.

A common use for jar filesis to package class files representing applets with other resources into one
file. An applet packaged this way can be downloaded to a browser in a single request, as opposed to
making the browser go back and forth to grab each file. Furthermore, because jar files are
compressed, they download faster than their uncompressed brethren.

Jar files contain a manifest file, which contains information about the filesin the archive. The jar tool
automatically creates a manifest file during packaging. Optionally, you may use the javakey tool to
provide a digital signature, thereby ensuring that the files contained in the archive were not tampered
with since their creation.

Here's an overview of the syntax for jar:

jar <options> <manifest-file> jar-file-nanme <input-fil es>

The jar tool contains ten options that may be combined in various ways. Here are some examples of
how jar is commonly used.
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Figure 4.1 Running an applet with appletviewer.

<appl et code=XYZApp. cl ass wi dt h=300 hei ght =300>
<par am narme=nodel val ue=nodel s/ Hyal uroni cAci d. xyz>
al t="Your browser understands the & t; APPLET&gt; tag but isn't
runni ng the applet, for sone reason."”
Your browser is conpletely ignoring the & t; APPLET&gt; tag!
</ appl et >

Listing 4.1 Example applet tag.
This is perhaps the most common way to usejar:

jar cf aJarFile *.class
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This command creates afile called aJarFile,jar from al filesin the current directory with the

extension "class." The c option directs jar to create a new archive; the f option tells jar the name of
the new archive.

jar creates a manifest file named META-INF/MANIFEST.MF and includes thisfile as thefirst in the
archive.

If you want to see what files are contained in your archive, enter this variation of the jar command:
jar tf adarFile.jar

The t option tellsjar to list the file names in the archive; the f option tells jar the name of the archive
to operate on.

If you want to add afileto an existing archive, code:
jar uf aJdarFile.jar another.class

The u option tellsjar to update ajar file; the f option names the jar file to be updated. If you want to
extract the files that make up ajar, code:

jar xf adarFile.jar

Because jar uses the ZIP compression format, you may use any tool that operates on ZIP files to
extract filesfrom ajar archive.

Entering jar without parameters yields the helpful information in Listing 4.2.

One final point: The options you use with jar are case sensitive. Notice that -m and —M are different
options.

extcheck

The extcheck utility checks extension jar files for conflicts with currently installed jar files.
Extension jar files are stored in your jréllib\ext directory. The extcheck utility isagood way to
ensure that you don't replace aversion of some needed jar file with an older version (yes, it's been
known to happen!).

Extcheck uses the information in the jar's manifest file for the compare. Extcheck compares title and
version information found in the manifest against the manifest files for al jars found in the extension
directory. If extcheck finds any earlier (more recent) versions of the jar, it issues a nonzero return
code; if not, extcheck returns zero.

Here's the syntax (thisiswhat you would see if you entered extcheck without parameters):
ext check <-verbose> aJarFile.jar
The sole option used with extcheck is the verbose option. Verbose lists the jar files found in the

extension directory checked against the jar file argument to extcheck. Verbose will also report on the
extension jars found conflicting with the jar file argument to extcheck.
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Usage: jar {ctxu} [vfnDM [jar-file] [manifest-file] [-Cdir] files

Opti ons:
-c create new archive
-t list table of contents for archive

-x extract named (or all) files fromarchive
-u update existing archive
-v generate verbose output on standard out put
-f specify archive file nane
-m include manifest information from specified manifest file
-0 store only; use no ZI P conpression
-M Do not create a manifest file for the entries
-C change to the specified directory and include the follow ng
file
If any file is a directory then it is processed recursively.
The manifest file name and the archive file name needs to be specified
in the same order the 'm and 'f' flags are specified.

Exanple 1. to archive two class files into an archive called
cl asses.jar:
jar cvf classes.jar Foo.class Bar.class
Exanple 2: use an existing manifest file 'mymani fest' and archive al
the files in the foo/ directory into 'classes.jar':
jar cvimclasses.jar nymanifest -C foo/

Listing 4.2 jar command help.

java

You've already used java, the Java runtime, or Javainterpreter. Y ou use javato execute, or launch,
applications from a command line. Listing 4.3 iswhat you'd see by entering java at the command
line.

Y ou can execute an application by specifying the name of aclassfile that contains a main() method
(JAVA. EXE [-options] class [args . . . ]) orby specifyingajar file containing a
classwithamain() method (JAVA. EXE -jar [-options] jarfile [args . . . ]).
So far, you've used the first syntax form for invoking the Javainterpreter.

Y ou code option flags between the java command and the class name or after the-jar flag. The args
coded after the class name or the jar file name are strings passed into the main() method. (Remember
main(String[] commandLineArgs) from the previous chapter?) These options are case sensitive. Let's
take alook at these options.

The -cp or -classpath options enable you to specify a search path for user written classes (as
opposed to system classes) or other files required by your application. Recall from
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Usage: JAVA.EXE [-options] class [args . . . ]
(to execute a cl ass)
or JAVA EXE -jar [-options] jarfile [args . . . ]

(to execute a jar file)

wher e options include:

-cp -classpath <directories and zip/jar files separated by ;>
set search path for application classes and resources

- D<name>=<val ue>
set a system property

-verbose[: cl ass| gc|jni]
enabl e verbose out put

-version print product version

-? -help print this help nessage

-X print help on non-standard options

Listing 4.3 java command help.

the previous chapter that the Javainterpreter loads classes dynamically as required for the proper
execution of your application. Java.exe knows where to fetch these system classes. If your
application requires classes that you or someone el se has written, you may need to tell java.exe
where to find the classes. If you put these classes in a directory that is not on the search path, you
need to tell java.exe, the directory containing these classes with the -cp option. For example, to tell
java.exe that you want the runtime to look in myclassdir to find user written classes, you'd invoke the
interpreter as follows:

java -cp c:\sonedir\nyclassdir M/App
The -D option enables you to set a system property. In the wintel environment, you set system
properties by assigning an environment variable to some value. The example given in Sun's
documentation is how to set the JAVA_COMPILER option to either disable a compiler (use the
interpreter) or use adifferent compiler. Check it out:

java -Djava. conpil er=adi fferentconpil er MyApp
Notice the absence of a space between -D and the system property; thisis no accident or typo.
The -verbose option displays information on loaded classes and other events of interest to a Java
environment. Y ou can tell what information you want by coding a suboption. Here are some

examples.

java -verbose: cl ass My App or
java -verbose My App
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The Java runtime will list information about the classes being dynamically loaded. Y ou may recall
from the previous chapter that you saw a partial listing of the -verbose option replete with loaded
classinformation.

java -verbose: gc My App

The Java runtime will report on garbage collection events. Y ou may recall reading a bit about Java's
ability to collect unused memory blocks using a process charmingly named garbage collection. If
you want to know when your application is taking out the trash, use this option.

java -verbose:jni My App

jni stands for Java Native Interface. The jni enables you to create methods in programming
languages other than Java (C is the most commonly used jni language). Theideais that for some
applications, performance may be key. A Java application, which isinterpretive, cannot hope to
match the speed of a compiled language (although the gap narrows with each new release of the
JDK). Use this option if you want to know when your application is making a call to anative
language program.

The -version option tells you what version of the JDK you're using. Y ou may recall using this option
to verify that your JDK install was correct.

The -? or -help options display the help information shown in Listing 4.3.

The -X option displays help information on the nonstandard Java runtime options. Y ou can interpret
nonstandard as "not as much used as standard" for the time being. Listing 4.4 shows what you'd see
if you entered this command.

java - X

Xboot cl asspat h: <directories and zip/jar files separated by ;>
set search path for bootstrap classes and

resources
- Xnocl assgc di sabl e cl ass garbage coll ection
- Xne<si ze> set initial Java heap size
- Xnk<si ze> set maxi nrum Java heap si ze
-Xrs reduce the use of OS signals
Xcheck: j ni perform addi ti onal checks for JNI functions
- Xrunhprof[: hel p]|[: <option>=<value>, . . . ]
perform heap, cpu, or nonitor profiling
- Xdebug enabl e renote debuggi ng
Xfuture enabl e strictest checks, anticipating future
def aul t

The -x options are non-
st andard and subject to change wi thout notice.

Listing 4.4 Help screen for java -X (nonstandard options).
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Here are some notes on these rarely used options.

The -Xbootclasspath option is similar to the-cp option except that -Xbootclasspath enables you to
et the search path for system classes.

If aclassisno longer being used, the Java Virtual Machine (JVM) will collect its memory. If your
program creates an instance of this dropped class, Java resurrects the class. This constant
purging/resurrecting could take atoll on performance. If you want to disable garbage collection for
classes, perhaps to try to improve application performance, you can turn off class garbage collection
with the -Xnoclassgc option.

-Xrs reduces signal's sent to your application from the host operating system. Y ou may want to tone
down operating system signals during application development to simplify matters.

-Xdebug enables remote debugging—a handy feature where you start your application while in the
debugger and issue debugging commands—even if on a different machine! Y ou'll find further details
in the section that describes the Java debugger (jdb).

The -Xrunhprof option enables you to peek at application profile information. Like the -X option, the
-Xrunhprof option provides yet another list of suboptions. Y ou'll see the table of optionsillustrated
in Listing 4.5 when you enter:

java - Xrunhprof: help

For example, if you want a handle on where in your program the CPU is blowing cycles, you can
receive a description of CPU usage by invoking the Java runtime with options like the example
shown at the bottom of Listing 4.5.

Hpr of usage: - Xrunhprof[: hel p]|[<option>=<value>, . . . ]

Opti on Nane and Val ue Descri ption Def aul t
heap=dunp| si tes| al | heap profiling al |
cpu=sanpl es|times|old CPU usage of f
noni t or =y| n nonitor contention n
format=a| b ascii or binary output a
file=<file> wite data to file j ava. hpr of
(.txt for
net =<host >: <port > send data over a socket ascii)
dept h=<si ze> stack trace depth wite to file
cut of f =<val ue> out put cutoff point 4
i neno=y| n [ine nunmber in traces? 0. 0001
t hread=y| n thread in traces? y
doe=y| n dunmp on exit? n
y

Exanpl e: java -
Xrunhprof: cpu=sanpl es, fil e=l og. t xt, dept h=3 FooCl ass

Listing 4.5 java hprof values.
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Asyou can see, the Java runtime certainly has alot of options! This chapter is not the place to
explore these myriad options in detail. Indeed, you should have a bit of battle-hardened Java
programming experience under your belt before delving into some of these options. The good news
isthat most visual environments provide easy ways to turn on and view the results of these options.

One last point: the Sun JDK contains the program javaw, which is identical to java except that it does
not open a command window. If you want to run your Java application without seeing a command
window, use javaw. All the options for the java command work with javaw. For example, this
command does not produce any visible output.

j avaw - Xrunhprof: hel p

Of coursg, if you used javainstead of javaw, you'd see Listing 4.5.

javac

javac isthe Java compiler provided by Sun Microsystems. As you might imagine, the compiler has
many options. Listing 4.6 shows what you'd see if you entered javac by itself on the command line.

Usage: javac <options> <source files>
wher e <options> includes:

-g Cenerate all debugging info

-g: none Cenerate no debugging info

-g:{lines,vars, source} Cenerate only some debugging info

-0 Optim ze; may hinder debuggi ng or enl arge
class files

- nowar n Generate no warni ngs

-ver bose Qut put messages about what the conpiler is
doi ng

- deprecation Qut put source | ocations where deprecated APIs
are used

-cl asspat h <pat h> Specify where to find user class files

-sour cepat h <pat h> Specify where to find input source files

-bootcl asspath <path> Override l|ocation of bootstrap class files

-extdirs <dirs> Override location of installed extensions

-d <directory> Specify where to place generated class files

- encodi ng <encodi ng> ?pfcify character encodi ng used by source

iles
-target <rel ease> Cenerate class files for specific VM version

Listing 4.6 javac help listing.
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The javac program enables you to compile more than one source file per invocation. For example,
you could list your Java source files one after another on the command line as follows:

javac JavaSrcl.java JavaSrc2.java JavaSrc3.java

This command would compile three Java source files and create three class files in the same
directory asthe sourcefiles.

If you want to compile alarger number of files, you could put the Java source code file namesinto a
text file and direct the Java compiler to compile all the fileslisted in thistext file. For instance,
assume the file srcs.txt contained this information:

JavaSrcl. java
JavaSrc2.java
JavaSrc3.java
JavaSrc4.java
JavaSrch. java
JavaSrc6. j ava
DiffSrcl.java
DiffSrc2.java
DiffSrc3.java

Y ou could tell javac to compile al these files as follows:

javac @rcs.txt
It's the @ sign that makes the difference.

The -g optionstell the java compiler to place debugging information in your bytecode. For those of
you who are familiar with PL/I, this option is similar to the PL/I's TEST(ALL,SYM) compiler option.
If you run the debugger (jdb) without first fetching debugging information with the -g option, all
you'll have access to in your program is the line number and the source code. The -g option enables
you to access local variable information. Y ou can gather specific debugging information by coding
the lines, vars, or source keywords to add line number, local variable, or source code debugging
information, respectively. To create alean bytecode dataset, you can turn off debugging information
with the -g:none option.

The -O option performs certain code optimizations that improve the performance of your code at the
possible expense of code size. For example, the -O option may expand small methods inside your
classfile (inline methods), which results in faster execution but alarger file size. One side effect of
performing code optimizations is that the code is not suited to debugging because the optimized code
may contain inline methods that you didn't code. In essence, using the -O option may result in a
different program (but an identically functioning one—don't be alarmed!).

The -nowarn option suppresses warnings from the compiler. If you're supremely confident of your
Java programming abilities or are sick of getting certain diagnostics, this compiler option isfor you.
Think of setting a COBOL compiler to suppress informational messages (return code = zero or four)
and you will understand the idea of the -nowarn option.
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Use the -verbose option to receive information on each class file loaded into your application. Y ou've
seen the -verbose option in action in the previous chapter, remember?

The -deprecation option lets you know where and how your program is using deprecated methods or
classes. In brief, a deprecated method or class is one that was used in past releases of the JDK, but its
function has been taken over by one or more recent methods. Often, your application will still work
with some deprecated methods or classes. Having said that, using deprecated methods or classesis
the mark of the amateur. Considering that the Java compiler can tell you where and how these
deprecated methods and classes are used, you would be remissin not trying to correct the situation.

S0, should you code - deprecation for every compile? Well, not really. Y ou see, the default behavior
of javacisto tell you the source files that use deprecated methods or classes. Once you learn that
your application uses such methods and classes, you can use the -deprecated option to hone in on the
exact usage and take corrective action.

The -classpath option for javac serves the same function as the -cp or -classpath option for java, the
runtime. In case you forgot, the -classpath option enables you to specify a search path for user
written classfiles. If you don't set the CLASSPATH environment variable or you don't use the -
classpath option, javac will expect any of your classes needed for this compile to reside in the current
directory.

Guess what the -sourcepath option does? Y ou need not have three Ph.D.'s to figure out that this
option enables you to specify a search path for source files. If you do not code the -sourcepath
option, javac expectsto find your source in the user class file search path. In other words, using the -
classpath option without using the -sourcepath option tells javac to look on this path for user class
files and Java sourcefiles.

Just when you thought you've read the entire story on search paths, along comes yet another path-
setting option: the -bootclasspath option. This option enables you to set a search path for Java system
classes.

One important point regarding all these path-setting options is that these options require a semicolon-
delimited list of directories, jar files, or ZIP files.

The -extdirs option is yet another search path setting option. This option lets you direct the Java
compiler to adirectory (directories) containing class files that represent system extensions. In
Chapter 1, you read a bit about the extcheck utility. These extensions are what you would use
extcheck with.

The -target option lets you create bytecode that is compatible or incompatible with different versions
of the VM. The default behavior of javac, version 1.2, isto generate bytecode that is compatible
with version 1.1. By coding target 1.2, you can direct javac to generate bytecode that is incompatible
with version 1.1.

The last three options discussed enable you to target Java bytecode to adifferent VM. The -target
option is not enough to do this. If you code the -target option without coding the -bootclassbath and -
extdirs options, you may get a clean compile, but fail during execution when your bytecode loads a
system classfile or uses a system extension from the other (default) VM.

The -d option lets you place the compiler output, or classfiles, into a specified directory. By default,
javac places the output in the same directory as the source file. The accepted wisdom in the Java
world is that you should have your classfilesin different directories than your source. So, get used to



coding this compiler option!
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Another good reason to code -d for your java compilesisthat the -d option causes the directory
structure of your classfilesto reflect your package structure. Y ou haven't read much about packages
yet. For now, think of a package as a set of related classes and other Java software constructs.
Assume you've created a package com.myPackage.MyClass and you code the javac command as
follows:

javac -d c:\nmycl assfiles MyCl ass.java

javac names the resulting class file in c:\myclassfiles\com\mypackage\myclass.class. The interesting
and valuable feature is that javac creates all required subdirectories. Put another way, using the -d
option is asmart, easy way to maintain the structure of your classes.

The -encoding option enables you to specify an encoding scheme. The default is whatever encoding
schemeis used by your system. Unless your application has international concerns, you could
probably get away with not coding this option for along, long time.

Do you remember the section on the java runtime with the nonstandard options? Well, the Java
compiler has afew of those aswell. Listing 4.7 illustrates what you see when you enter this code at
the command line:

javac -X
A few words about these options are in order.
When you code - Xdepend, you are telling Javac to search for and recompile Java source used in your
application. If you need to recompile java source because some source kept in a different file has
changed, the -Xdepend option will find and recompile the source.
Usually, javac sends error messages to whatever file or resource is mapped to System.err. Using -
Xstdout directs javac error messages to System.out, the default output stream. Many times,
System.out and System.err refer to the same stream anyway.
-Xver bosepath provides information on where javac looks for class files and other source files. When

you use this option, javac responds by listing the source path and the classpath.

Xdepend Recursively search for nore recent source files to

reconpile

- Xst dout Send nmessages to System out

- Xver bosepat h Descri be how pat hs and standard extensions were
sear ched

-J<runtinme flag> Pass argunent to the java interpreter

The -X and -J options are non-
standard and subject to change wi thout
noti ce.

Listing 4.7 Nonstandard javac compiler options.
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Finally, the -J option enables you to pass an option to the java runtime that gets invoked when you
run the Java compiler. The option you pass would be one of the options described in the section
"Java' above. The appletviewer tool also uses this option.

Y ou can see that the java compiler has numerous options. Fortunately, you can get alot done by
using only afew, if any, of these options.

Javadoc

The javadoc tool generates documentation (yes, documentation!) in HTML format for one or more
Java source files. Javadoc can accept package names, Java source code files, or both. Javadoc
actually invokes part of the Java compiler to parse your Java method declarations. Because javadoc
uses method headers to generate documentation, it does not even require that the methods be
implemented!

Javadoc will search for all referenced and loaded classes, including system classes. Therefore,
javadoc needsto locate all these classes. As you might imagine, you can code options to direct
javadoc to the directories holding the required classes and packages.

Listing 4.8 is an example of a piece of Java code passed to the javadoc tool and some of what
javadoc generated.

Here's the command.

j avadoc queryBean

Figure 4.2 shows some of the HTML output.

Now, thisis pretty good! javadoc pulls out all of those objects, provides a cross reference via
hyperlinks to additional descriptions of the objects (fields), puts the descriptive portion in aframe,
and slaps an index atop the page for depreciated methods, tree view, and an alphabetical index. This
HTML pageisone of nine (!) pages, including a Cascading StyleSheet (CSS) used to format the
HTML pages.

Javadoc is a robust application with numerous options. Space prevents us from giving it afull
treatment. To get an idea of the numerous javadoc options available, Listing 4.9 shows what you'd
seeif you entered this code at the command line:

j avadoc -help

Although you can generate documentation with javadoc without using any options, you'll likely use
several. Y ou may use the -sourcepath option to tell javadoc where loaded classes reside. You'll also
likely include an author tag with the -author option. Perhaps you'll want your own window title to
appear in your HTML documents by using the -windowtitle option. Maybe you want a separate
HTML document for each alphabetical entry (one HTML page for A, onefor D, and so on) by using
the -splitindex option.

Y ou can use special comments with javadoc called doc comments to include documentation for
software objects. A doc comment starts with /** and ends with */. Now, the Java compiler treats doc
comments like any other comment. However, javadoc picks up on doc comments for additional
processing.
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i mport java.sql.*;
i mport java.io.*;

public class queryBean extends sql Bean

{
String nmyCustQuery = "select * from Custoners where CustonerlD = ";

Resul t Set myResultSet = null;
public queryBean() {super();}

public bool ean get Custonerlnfo{String custlD} throws Exception

{
String myQuery

myCust Query + "'" + custlID + "' ";

Statement stnt = myConn.createStatenment();
nmyResul t Set = stnt.executeQuery(nmyQuery);

return (myResultSet !'= null);
}
public bool ean get Next Custlnfo() throws Exception
{
return myResul t Set. next () ;
}
public String getColum( String inCol) throws Exception
{
return nmyResult Set.getString(inCol);
}

}
}
Listing 4.8 Some Java source.

Y ou may use tags to tell javadoc to include certain information, such as the author and version, and
to establish hyperlinks (think " See Also <someURL>"). For example, this doc comment contains a
few tags.

/** This class creates Low-Pass filters that
snmoot h i mages.

@ut hor <a href="http://loushonepage. htm "
Lou Marco </ a>

@ee <a href="http://imgeenhancementinfo. htm "
| mage Enhancement Information Site </a>

L S R
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*

*  @ee "The Big | mage Book"
*/

Note that the comment starts with two asterisks, but ends with one—a doc comment. The @author
tag adds an author entry to the HTML page. Note the use of HTML coding in the doc comment.

The @see tag displays the text "See Also" in big, bold type. When you use the @see tag, you
probably want a hyperlink, so code one. The second @see tag also displays "See Also" in big, bold
type. This tag does not have an accompanying hyperlink; the text in quotesis displayed under "See
Also."

Today, javadoc supports 13 tags. Tomorrow, javadoc will likely support more. javadoc uses a default
format for its generated HTML pages like the one in Figure 4.2 called the standard doclet. Looking
at Listing 4.9, you see that a good chunk of javadoc options are available when you use the standard
doclet. Y ou can create your own

3 Generabed Dacerseetaion (Lsdfed) - Bcrosoft deraet Explorer provided by Set Bhcro Softeare, inc

| Be Ed Yew Froier Tods Heo -
=, L@ [ o @ W@ D 9 m o, (=]
Hack o Glop  Aehesh  Home  Geawh Fawoses  Hisdog Mai Pl Edit Dikecuisn |
| Pieness [ 7] C:\Lowrs Fridertioitngeswea for W [P Book Frbdstilack ChapterssChapter & The SurJ D W Codeindes hind | #Ee
All Clasges [EEEE] Tree Deprecated Index Help
iy FREMELASS HELT CLags FRAMEE RO FESWES
SUMBARYT: HHER |HELD | COHZTE | THOL DETAIL FELD| HITE | MET I
Class queryBean

e, Lang , db ] eot
|
+——aqlEean
|
+=—uEryBean

poblic class queryBoan
exterds sglBean

Finlds inherited from class sylBean
myConn

Constructor Summary

gL i )

Method Summary

Fema-bama Seminy| gnt.Colume (] rea. lang. Foring inGoll

|l

2] Eb by Dorrquiter

Figure 4.2 Theindex page of javadoc HTML documentation.



usage:
[@iles]
-overview <fil e>
- public

- protected

- package

-private

-hel p

-docl et <cl ass>
-docl et pat h <pat h>
-1.1

-sourcepath <pathlist>
-classpath <pathlist>

j avadoc [options]

[ packagenanmes] [sourcefil es] [classnanes]

Read overvi ew docunentation from HTM. file
Show only public classes and nenbers
Show prot ected/ public classes and nenbers
(default)

Show package/ protected/ public classes and
nmenber s

Show all classes and nemnbers

Di splay command |ine options

Generate output via alternate docl et
Specify where to find doclet class files
Generate output using JDK 1.1 erul ating
docl et

Specify where to find source files
Specify where to find user class files
Override location of class files |oaded

boot cl asspath <pathlist>by the bootstrap cl ass | oader

-extdirs <dirlist>
-ver bose

-l ocal e <nane>

- encodi ng <name>
-J<fl ag>

Override location of installed extensions
Qut put nmessages about what Javadoc is doing
Locale to be used, e.g. en_US or en_US WN
Source file encodi ng name

Pass <flag> directly to the runtine system

Provi ded by Standard docl et:

-d <directory>

- use

-version

- aut hor

-splitindex

-wi ndowtitle <text>

-doctitle <htm -code>

- header <htm - code>
-footer <htm -code>
- bottom <htnl - code>
-link <url>

Destination directory for output files
Create class and package usage pages

I ncl ude @ersion paragraphs

I ncl ude @ut hor paragraphs

Split index into one file per letter
Browser window title for the docunentation
Include title for the package index (first)
page

I ncl ude header text for each page

I nclude footer text for each page

I nclude bottomtext for each page

Create links to javadoc output at <url>
Link to docs at <url> using package |ist at

l'i nkoffline <url> <url 2><url 2>

group <name> <pl>:<p2>.

overvi ew

- nodepr ecat ed

- nodepr ecat edl i st
-notree

- noi ndex

- nohel p

Group specified packages together in

page
Do not include @leprecated informtion
Do not generate deprecated |ist

Do not generate class hierarchy

Do not generate index

Do not generate help |ink

Page 65
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- nonavbar Do not generate navigation bar

-serial warn Generate warni ng about @erial tag

-charset <charset> Charset for cross-platformview ng of
generated docunent ati on

Listing 4.9 The plentiful options for the javadoc tool.

doclets by using Java's doclet Application Program Interface (API). Y our doclets don't have to
generate HTML; XML, RTF, or some other document format is fair game! Also, your custom
doclets can use custom tags.

Here, we've only scratched the surface. Javadoc is constantly improving with each new version of the
JDK. You can find out what's happening with javadoc by checking out Sun's javadoc's page at
http://java.sun.com/j2se/1.3/docs/javadoc.

javah.

The javah tool generates C header and source files that you use to create native methods programmed
in C. These native methods written in C can communicate with your Java classes. Even though you
may never code any native methods or write C code, afew words about javah are in order.

Javah generates header files (think of header files asa COBOL COPY or PL/l %lInclude files)
containing C structs that correspond to the instance variables of the class or classes supplied as
parameters (think of structs asa COBOL record variables with multiple levels). These header files
are placed in the same directory from which you ran javah.

Listing 4.10 shows the list of options you can use with javah. As aways, these parameters are case
sensitive.

Notice the path setting options commonly used by the JDK tools.

javap

You use javap to get Java source from aclass file. Now, you'll not get the code exactly as entered.
You'll not get comments, but because so few programmers enter comments, you've lost little, right?

Here's a sample of what javap gives you out of the box. Refer to Listing 4.7 in our discussion of
javadoc of the Java class Vidtype. Enter this command while at the same directory asthe classfile.

j avap Vi dt ype

Figure 4.3 shows a screen shot of what javap returns.
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Usage: javah [options] <cl asses>

where [options] include:

-hel p Print this help nessage
-cl asspath <pat h> Path from which to | oad cl asses

- Path from which to | oad bootstrap
boot cl asspat h <pat h>

cl asses
-d <dir> Qut put directory
-0 <file> Qutput file (only one of -d or -
o may be
used
-jni Generate JNI -
styl e header file (default)
-old Generate old JDK1.0-style header file
- st ubs CGenerate a stubs file
-version Print version information
-verbose Enabl e verbose out put
-force Always write output files

<cl asses> are specified with their fully qualified nanes (for
i nstance, java.l ang. Object).

Listing 4.10 javah options.

" MS-D0S Prompt ME E

i Low's Foldes-WritingswJava for MF DPerz Book FoldewsBook ChaptevswChaptew 4 T
he Sun JDHsSource Code X javap guerypliean
Gompiled From querygBeon .. javna
public clazs gqueryvHean extendzs sglEsan <

Jawa.lang . Eteing myCustQuery;

Java.zgl. Resultfet myResultfet;

public guerypBesndl;

public jawa.lang.8tring getColumnd java. lang.5tring? throws joava.lang. Excepti
o 5

public beelean getCustonerinfocjava.lany.Stpring? throws java.lang.Exception;

public hoolean getHextCoztinfold theows java_ lang Exception;

b

C:wLow's Foldepr~WritingswJava for MF DPFerz Book Folder-Book Chapteps»Chapter 4 I
he Sun JOE3owece Codel

Figure 4.3javap default output.

Y ou may want to compare the Java source with what javap returns. Notice the absence of comments
and values used for initialization.

Y ou use javap as aquick way to see what parameters a method requires (called the signature of the
method) or what data type/class a method returns (if any). Sometimes,
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entering javap <classname> is quicker than looking up the method signature on paper or by other
means. Having said that, most Java-integrated development environments have method signature
information a mouse click away.

Now, take alook at the Java debugger (jdb).
jdb

Jdb isaline-oriented debugger. If you've used graphical debuggers like SmartTest for COBOL or
PLITEST for PL/I, you'll be disappointed with jdb. Having said that, jdb is a useful tool for finding
errorsin your Java programs.

The basic mode of operation isto invoke jdb for an application or applet by substituting jdb for java.
In other words, instead of invoking the Java runtime with java.exe, invoke the debugger with jdb.exe.
To debug applets, you need the -debug option of the appletviewer tool (remember?). Also, you
should use the -g option when you compile to include all debugging information.

Y ou know the drill, right? Listing 4.11 shows what you'll see when you enter:

Important! Note the last line of the above listing. When you are in the debugger, you can get a quick
list of al jdb commands. Later, we'll do just that.

jdb -help
Usage: jdb <options> <class> <argunents>

wher e options include:
-hel p print out this nessage and exit
-version print out the build version and exit
-host <hostname> host machine of interpreter to attach to
-password <psswd> password of interpreter to attach to (from -
debug)
-dbgtrace print info for debugging jdb

options forwarded to debuggee process:
-D<nane>=<val ue> set a system property

-classpath <directories separated by ";">
list directories in which to ook for classes
- X<opti on> non- st andard debuggee VM option

<class> is the nane of the class to begin debuggi ng
<argunments> are the argunents passed to the main
() nmethod of <class>

For conmmand hel p type 'help' at jdb pronpt
Listing 4.11 jdb options.
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Y ou probably won't be doing much remote debugging, but aword or two about the -host and -
password options is appropriate. Y ou use these options when you are debugging an already started
javainterpretive session from afar. Whoever started the javainterpretive session must use the -
Xdebug option to generate a password. Y ou would use this password to gain access to this session.
Note the presence of the all too familiar -classpath option. The - X option enables you to enter the
same nonstandard options allowable for the java command. This makes sense because the jdb
command replaces the java command; hence, the jdb command takes some of the same options as
the java command.
Without further ado, Listing 4.12 lists the jdb debugging commands.
To view thislist, you must run jdb, then enter help at the jdb prompt (>).
Using jdb

Let's use jdb to debug a small program. Well use a variation of the bubble sort implementation
shown in Chapter 1 with a modification to cause an error. Listing 4.13 shows the source.

And here's the result of the execution.

QOWONEFE W

1
Looks like we have a problem!

Let's run the program under jdb. First, compile the program with the -g option to include all
debugging information.

javac -g BubSort Md. java

What follows is a sample session showing some of the debugging commands with commentsin
italics on what the debugging commands do. Human entries are in boldface; to the left of the
boldface is the jdb prompt. Y ou would not see these comments during debugging. Here's how you
crank up the debugger.

j db BubSort Mod

Initializing jdb..
Oxaa: cl ass(BubSort Mod)

Stop the program at the sort method.

> stop in BubSort Md. sort
Br eakpoi nt set in BubSortMod. sort
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> hel p
** command |ist **
t hreads [t hreadgroup] -- list threads
thread <thread id> -- set default thread
suspend [thread id(s)] -- suspend threads (default: all)
resume [thread id(s)] -- resunme threads (default: all)
where [thread id] | all -- dunp a thread's stack
wherei [thread id] | all -- dunp a thread's stack, with pc info
t hr eadgr oups -- list threadgroups
t hr eadgr oup <nane> -- set current threadgroup
print <id> [id(s)] -- print object or field
dump <id> [id(s)] -- print all object information
| ocal s -- print all local variables in current
st ack
frame
cl asses -- list currently known cl asses
nmet hods <cl ass id> -- list a class's methods
stop in <class id> <nethod>[(argunent _type, . . . )] -- set a
breakpoint in
a net hod

stop at <class id> <line>-- set a breakpoint at a line

up [n franes] -- nove up a thread' s stack
down [n franes] -- nove down a thread's stack
cl ear <class id> <nethod>[(argument_type, . . . )] -- clear a
br eakpoi nt
in a method
clear <class id>:<line> -- clear a breakpoint at a line
step -- execute current |ine
step up --

execute until the current nethod returns
toits caller

st epi -- execute current instruction

next -- step one line (step OVER calls)

cont -- continue execution from breakpoi nt
catch <class id> -- break for the specified exception

i gnore <class id> -- ignore when the specified exception
list [line nunber|nethod] -- print source code

use [source file path] -- display or change the source path

menor y -- report nmenory usage
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gc -- free unused objects

| oad cl assnane -- load Java class to be debugged

run <class> [args] --
start execution of a | oaded Java cl ass

I -- repeat last command

help (or ?) -- list conmmands
exit (or quit) -- exit debugger
>

Listing 4.12 jdb debugging commands.

cl ass BubSort Mod {

public static void main( String args[]) {
int anarray[] = {3,10,6,1, 2,9} ;

sort( anarray ) ;
for (int idx = 0; idx < anarray.length; idx++ )
Systemout.println( anarray[ idx ] ) ;

}

static void sort(int a[]) {

for (int idx1l = a.length; --idx1>=0; ) {
bool ean swapped = fal se;
for (int idx2 = 1; idx2<idxl; idx2++) {
if (a[idx2] > a[idx2+1]) {

int T = a[idx2];
ali dx2] = a[idx2+1];
a[ i dx+1] =T

swapped = true;

}

if (!swapped) return ;

}
Listing 4.13 A faulty bubble sort implementation.



Continue execution until the program hits the first breakpoint.

> run

run BubSort Md
running ...
mai n[ 1]

Br eakpoi nt hit: BubSortMd. sort (BubSort Md: 13)

List out local variables and method parameters.

mai n[ 1] | ocal s

Met hod ar gunents:

Local vari abl es:
this = BubSort Mod@9bcdc7d
a=1{3, 10, 6, ... }
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Note that jdb does not list out the entire array. Also note that the prompt indicates the program

location. Determine the array's length.

mai n[ 1] print a.length
a.length = 6

List some source code surrounding the line where jdb stopped the program.

mai n[ 1] |ist

9 }

10

11 static void sort(int a[]) {

12

13 => for (int idxl = a.length; --idx1>=0; ) {

14 bool ean swapped = fal se;

15 for (int idx2 = 1; idx2<idxl; idx2++) {
16 if (a[idx2] > a[idx2+1]) {

17 int T = al[idx2];

Run the program to the next breakpoint.

mai n[ 1] run
run BubSort Mod
running ...
mai n[ 1]

Breakpoi nt hit: BubSortMd. sort (BubSort Md: 13)

Execute the program one statement at a time.

mai n[ 1] step
mai n[ 1]

Br eakpoi nt hit: BubSortMd. sort (BubSort Md: 14)
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Take a look to see where we are in the program.

mai n[ 1] |ist

10

11 static void sort(int a[]) {

12

13 for (int idxl = a.length; --idx1>=0; ) {
14 => bool ean swapped = fal se;

15 for (int idx2 = 1; idx2<idxl; idx2++) {
16 if (a[idx2] > a[idx2+1]) {

17 int T = a[idx2];
18 ali dx2] = a[idx2+1];
mai n[ 1] step

mai n[ 1]

Br eakpoi nt hit: BubSortMd. sort (BubSort Md: 15)
mai n[ 1] step

mai n[ 1]

Breakpoi nt hit: BubSortMd. sort (BubSort Mod: 16)

List the value of a variable used here.

mai n[ 1] print a[1]

a[1] = 10

mai n[ 1] |ist

12

13 for (int idxl = a.length; --idx1>=0; ) {
14 bool ean swapped = fal se;

15 for (int idx2 = 1; idx2<idxl; idx2++) {
16 => if (a[idx2] > a[idx2+1]) {

17 int T = a[idx2];
18 al i dx2] = a[idx2+1];

19 a[ i dx2+1] =T,

20 swapped = true;

mai n[ 1] step

mai n[ 1]

Br eakpoi nt hit: BubSortMd. sort (BubSort Md: 17)
mai n[ 1] run

run BubSort Mod

running ...

mai n[ 1]

Br eakpoi nt hit: BubSortMd. sort (BubSort Md: 13)

Check out the calling chain, or the stack trace.

mai n[ 1] where 1
[1] BubSort Md. sort (BubSortMd: 13)
[2] BubSortMd. main (BubSort Mbd: 6)
mai n[ 1] print idxl
idxl =5



Execute until the program gets to the statement immediately after the method invocation.

mai n[ 1] step up

mai n[ 1]

Br eakpoi nt hit: BubSortMd. mai n (BubSort Mod: 7)
mai n[ 1] i st

List the array to be sorted-are we close?

mai n[ 1] print anarray
anarray ={ 3, 1, 2, ... }
List the last array el ement
mai n[ 1] print anarray|[5]
anarray[5] = 10

Note that jdb is smart enough to report on out of bounds references.

mai n[ 1] print anarray| 6]
6 is out of bounds for { 3, 1, 2, ... }

Continue execution and stop at the statement immediately following the method invocation.

mai n[ 1] run

run BubSort Mod

running ...

mai n[ 1]

Breakpoi nt hit: BubSortMd. sort (BubSortMd: 13)
mai n[ 1] step up

mai n[ 1]

Br eakpoi nt hit: BubSortMd. mai n (BubSort Mod: 7)
mai n[ 1] print anarray

anarray ={ 3, 1, 2, ... }

List out the array elements not shown by the above print command.

mai n[ 1] print anarray[3] anarray[4] anarray][5]

anarray[3] = 6
anarray[4] = 9
anarray[5] = 10

fdx ] )

3 public static void main( String args[]) {

4 int anarray[] = {3,10,6,1,2,9)

5

6 sort( anarray ) ;

7 => for (int idx = 0; idx < anarray.length; idx++ )
8 System out.println( anarray|

9 }

10

11 static void sort(int a[]) {
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Looks like the first element of the array isnot "moving." Is the sort method referencing the first array

element?

mai n[ 1] run

run BubSort Mod

running ..

mai n[ 1]

Br eakpoi nt hit: BubSortMd. sort (BubSort Md: 13)
mai n[ 1] |ist

9 }

10

11 static void sort(int a[]) {

12

13 => for (int idx1l = a.length; --idx1>=0; ) {

14 bool ean swapped = fal se;

15 for (int idx2 = 1; idx2<idxl; idx2++) {
16 if (a[idx2] > a[idx2+1]) {

17 int T = a[idx2];

Check out line 15. Shouldn't the index variable idx2 start at zero? Clear out breakpoints and

complete execution.

mai n[ 1] cl ear BubSort Mod. sort

Br eakpoi nt cleared at BubSort Mod. sort

mai n[ 1] run
run BubSort Mdd
running ..
mai n[ 1] 3

1

2

6

9

10

Current thread "main" died. Execution continuing

>
BubSort Mbd exited

Changing this program at line 15 to:
for (int idx2 = 0; idx2<idxl;

corrects the problem.

i dx2++)
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In Summary

Y our quick tour of Sun's basic JDK toolsis over. Hope you enjoyed the show. Part of the reason Java
has, is, and will enjoy wide acceptance and success in the computing community is the availability of
these and other tools. Although some may gripe about the nonvisual nature of these tools, few can
argue that they do a pretty good job for free tools. These days, if you can get something that works
for free, what's there to complain about?

Y es, when you get into the real world of Java development, you'll be using avisual tool suite (if not,
go work for another company!). Another point worth mentioning is that the Sun JDK tools work with
the latest release of Java. If you want to check out a Java feature available with the |atest release,
you'll have to use the Sun JDK or wait until the new Javarelease is supported by your tool vendor.
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CHAPTERS
Declaring and Defining Data

Before you can do anything with a piece of datain Java, you have to make this piece of data known
to your program. No surprise here, declaring datafor use in a program is one requirement that is
shared by most programming languages. Here, you'll read how to define data in Java and see how
Java data declarations compare with like data declarationsin COBOL and other IBM mainframe
programming languages.

This chapter describes how a programmer defines data items to Java programs. Here, the
comparisons between Java, COBOL, and PL/I increase. This chapter spends some time discussing
strong language data typing (Java) versus weak datatyping (REXX) versus representative data
typing (COBOL). Javas distinction between primitive data types and reference datatypesis covered,
aswell as how the concept of primitive and reference data types are expressed in the language of the
mainframe programmer. Various Java code snippets are shown here to illustrate these concepts.

Java Primitive Types

Java supports the object-oriented style of programming. Therefore, you will use objectsin your Java
programs. However, Java also enables you to declare variables that do not behave like objects. These
variables behave like, well, variables. We Javafolk say that these Java variables are declared with a
Primitive Type. Let's defer discussion of objects to Chapter 7, "Class and Object Representation,”
okay?

Just what are these primitive types, anyway? Table 5.1 provides that information.
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Table 5.1 Java Primitive Types

PRIMITIVE TYPE DEFAULT SIZE RANGE OF VALUES
TYPE REPRESENTS VALUE SIZE
A
boolean True, false fase 1 bit true, false
byte Signed integer 0 8hits  -128,,t0127,,
char Unicode 0 16 0000, to FFFF ¢
character bits
double Miniscule or 0.0 64 4.94065645841246544 *
gigantic number bits 103 to
1.79769313486231570 *
10308
float Extremely 0.0 32 1.40239846 * 10 to
small or large bits 3.40282347 * 10%
number
int Signed integer 0 32 -2147483648,, to
bits 2147483647, ,
long Signed integer 0 64

bits 9223372036854775808,,

to
9223372036854775807

short Signed integer 0 16 -32768,, to 32767,
bits

Java primitive data types have a fixed size regardless of the platform. Why is that, you ask?
Remember, Javais platform neutral; code written on one platform must successfully execute on
another platform, as long as both platforms have the same version of the Java runtime.

How do these primitive types compare to types declared in COBOL and PL/I? Table 5.2 provides
that information.

Now, COBOL and PL/I declaresfor Java primitive types are not exact. Y ou will learn about the
differences as you read about each following primitive data type. However, you should first read a
bit about this business of variable typing in general.

A Few Wordson Variable Typing

Y ou may recall some discussion from Chapter 2, "What is Java?," on variable typing. In particular,
programming languages usually follow one of four variable typing classifications: Srong, Weak,
None, and Representative. The typing classification governs how variables of different types may be
used together in expressions.

Strong typing means that different variables used in the same expression must be of the same data
type. Also, there must be a match between the data types used as arguments to a subprogram, and the
parameters of that subprogram. Realize that the lan-
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Table 5.2 Java, COBOL, and PL/I Variable Declares of Primitive Types

PRIMITIVE COBOL

TYPE JAVA DECLARE DECLARE PL/| DECLARE
boolean boolean aBool; Can't be done! Can't be Done! *

byte byte aByte; ABYTE PIC 'X.. Dcl aByte Fixed Bin(8);
char char aChar; Can't be done! Can't be done! **
double double aDoub; ADOUB COMP-2 Dcl aDouble Float(64);
float float afloat; AFLOAT COMP-1 Dcl aFloat Float(32);

int int anint; ANINT COMP. Dcl anint Fixed Bin(31);
long long along; Can't be done! Can't be done!

short short aShort; ASHORT COMP. Dcl aShort Fixed Bin

(15);

* PL/I usesthe BIT type to mimic booleans (Dcl aBit BIT(1)), but BITs are not Booleans.
** PL/I supports a double byte character set with the GRAPHIC attribute, but DBCS is not Unicode.

guage compiler enforces this forced matching of datatypes. The fact isthat errors are lesslikely to
creep into your program when you must use variables of the same type in expressions and
subprogram calls; at least you'll not be combining apples and oranges in a strongly typed language. If
you declare two data types as integers, you will not be able to add variables of these types together
without additional coding. The Pascal family of languages (Pascal, Modula 2, and Ada) is strongly
typed.

Wesak typing means that you can combine variables of mostly different typesin expressions.
Understand that the semantics of the expression need not make sense. For example, some weakly
typed programming languages enable you to add characters to numbers. Some weakly typed
languages enable you to quickly get a small application up and running without the extra effort
involved in enforcing variable type consistency; others are just as difficult, if not more so, than some
strongly typed languages. Several flavors of BASIC and C are examples of weakly typed languages.

None, or no variable typing, or untyped, means that you don't declare variables of atypeat all. You
just "code and go." Untyped programming languages are often interpretive, trading ease of coding
for runtime performance. Such languages are often used very effectively as scripting languages,
because the success of a script rarely depends on runtime performance. REXX is an example of an
untyped programming language.

Representative typing means that variables are declared to be atype that mirrors the machine
representation of the data. Two often-used examples of a representative data type are packed and
binary. In the mainframe world of OS/390, datais stored in packed format; some programming
languages used on the mainframe enable for variables declared in packed format, ditto for binary
data. COBOL and PL/I are the most often used programming languages that follow a representative
data-typing scheme.
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Variable Type Casting

One obvious question is evident: What do you do if you want to use two numeric variables of
different types in the same expression when you're programming in a strongly typed language? For
example, if you have a hypothetical, strongly typed language that permits declares like

| nt eger anl nt eger
Deci mal aDeci mal

25. -- Integer data type
50. 75. -- Decimal data type

How would you perform a simple arithmetic operation like the following without generating type
mismatch errors?

Deci mal theSum = anl nteger + aDeci nal.

The programming language could convert anlnteger into an equivalent variable of type Decimal and
perform the addition. However, this seems to violate the reason for having a strongly typed language
in the first place, right? Y ou want the compiler to catch what may be an oversight on your part.

Maybe you should have declared aninteger as a Decimal data type and avoided the problem.
Unfortunately, you may have need of aninteger as an Integer type later on in the program. It seems
slly to have two variables that represent the same thing in a program, but being of different data
types. Thisisn't what most sane folk would call agood programming practice!

What you need is away of explicitly coercing avariable to a different data type for asingle
statement. By explicitly coding some construct, you will not dip and inadvertently mix datatypes. In
addition, you can use the same variable where you need it without having to declare copies of
different data types.

The answer isto code a construct calied a cast. Most strongly typed programming languages support
this, and even some weakly typed ones as well. The common form of the cast operator isto enclose
the type you need in parenthesis before the variable is declared with the "offending” type. Observe
how the cast works in our hypothetical language.

Deci mal t heSum = (Deci mal ) anl nt eger + aDeci mal .

The cast operator does not change the variable that is being cast! What is happening previoudly is,
for this statement only, the cast operator creates atemporary variable that has the same value as
aninteger only of type Decimal. With the data types agreeing, the arithmetic can be performed.

Of course, the reason for this diatribe is that Java supports the cast operator for primitive types and
for objects. Now, realize that you cannot cast any variable of a certain type to any other type; there
are limits. You will read about casting rules for objects in Chapter 9, "Inheritance." In this chapter,
you'll read about casting rules for primitive types.
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Java Variable Typing

Right now, you are wondering, where does Java fall into this variable-typing scheme? Java has a
hybrid data typing mechanism. For primitive types, Javais weakly typed for some expressions and
strongly typed for others. For objects, you'll have to wait until Chapter 7 for the full explanation.

Java enables you to mix primitive, non-boolean types provided that the target of the expressionisa
datatype that can contain the largest number of any components of the expression. Yes, that is quite
amouthful. Perhaps the examplein Listing 5.1 will break the mouthful into bite-sized morsels.

However, the expression demonstrated in Listing 5.2 causes a Java compile error.

Here isthe compiler error:
I nconmpati ble type for declaration. Explicit cast needed to convert

double to fl oat.

float aFloat2 = anlnt + aDoub + aByte;
N

Oddly enough, javac pointsto the target of the expression while saying that you need to explicitly
need to cast thedouble to afloat. Ergo, this change gets a successful compile:

float aFloat2 = anInt + (float) aDoub + aByte;

OR

fl oat aFl oat2 (float) (anlnt + aDoub + aByte) ;

i nt anl nt = 325 ; // Range from-2% to 231
fl oat aFl oat = 21.25f ; //Range a whol e | ot bigger
byt e aByt e = -56 ; // Range from -128 to 127
/**

The float variable aFloat2 can contain the | argest numnber
fromany of the addends bel ow.
As an aside, notice how the floating point variable was
initialized.

**/

f 1 oat aFl oat 2 = anlnt + aFloat + aByte;
Listing 5.1 Java can deal with mixing these primitive types.
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i nt anl nt = 325 ; // Range from-2% to 2% 1

byt e aByte = -56 ; // Range from-128 to 127

doubl e aDoub = 31E10d ; //Range far bigger than
/11l oat

/**

The float variable aFloat2 cannot contain the | argest
nunmber from the abDoub addend bel ow. Note that aDoub was
initialized well within the allowable range for a Java
fl oat variabl e.

As an aside, notice how the double vari abl e was
initialized.
**/

fl oat aFl oat 2 = anlnt + aDoub + aByte;
Listing 5.2 Java cries out for a cast when mixing these primitive types.

Should the previous operand be cast, or should the target of the result of the expression to a number
declared with the double primitive type be cast? Y ou cannot intelligently answer that question
without knowing the full use of these variables in a program.

In the following, more information about each of Java's primitive typesis listed.

The boolean Primitive Type.

Java supports a boolean data type, which has only two values: true and false. Java booleans cannot
be cast into anything. Java booleans are not integers like they arein C, or bit switches like they arein
PL/1. Hence, booleans cannot be used in any arithmetic statement in a meaningful way; javac will
stop such foolish attempts.

The previous dissertation concerning casting of primitive typesdoes not apply to booleans. Use Java
booleans for true and false values, and forget about "boolean tricks" you used in other programming
languages, like setting up multiple bit switches to represent boolean values.

Literal boolean values can only be true or false, no other options exist. In the following, the declares
are listed:

bool ean aTrueBoo
bool ean aFal seBoo

true ;
fal se ;
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Thechar Primitive Type

Y ou may think you know what data a variable of type char holds, but you're probably wrong. Y ou'd
expect a char to hold a character, which is astring of bits that represents a member of a character set,
like EBCDIC or ASCII. Well, that's correct. However in Java, the character set is called Unicode,
and each character in the Unicode character set is 16 bits, or two bytesin size. The closest available
option in the mainframe world is the Double Byte Character Set (DBCS). Unicode is not the same as
DBCS,; all they shareisthe fact that both character sets consist of 16 bit characters.

The good newsis that you need not concern yourself with Unicode if al you're working withis
garden-variety ASCII or EBCDIC. Java hides the messy details of working with Unicode characters
from you. Actually, the first 8 bits of the Unicode character set is the same asthe Latin-1 or 8-it
ASCII character set.

Mainframers experienced at working with the EBCDIC character set will have to translate to ASCI|,
like they have always done when mainframers have needed to access any non-IBM platform.

If you have C programming experience, the following Java statement will not be surprising. If not,
you'll be scratching your head.

i nt anlnt = 32 + 'a' ; [lanlnt = 129

It seems odd to be able to add the letter 'a’ to the integer 32, doesn't it? Here's another one:
char aChar =32 + 'a'" ; [//aChar = "'?

By and large, Java treats char variables as integers. However, if you cast char variables to byte or
short variables, you may get unexpected results. As you might imagine, the concept of asigned
number, common for integers, is meaningless for char variables. The smart approach is to use char
variables as characters and integers as numbers.

Thistreatment of char variables as integers is a hangover from the world of C programming. Y ou
don't have to use char variablesin this way, but you should know about such usage; you will likely
see it done by other Java programmers.

Character literals are either single characters between single quotes, character escape sequences,
octal and hex escape sequences, and Unicode escape sequences. Check out the Java declare
statements bel ow:

char aCharl nQuot es
char aChar EscSeq
char aUni codeEscSeq

‘a'; //Just a character in gquotes
"\n'; /I Escape sequence (new ine)
"\ul0oDl';//Uni code sequence (????)

Often-used escape sequences are shown in Table 5.3.

Ergo, the line of code,

Systemout.println( "Hello" + '"\n" + "How Are You?");
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Table 5.3 Common Escape Sequences
ESCAPE SEQUENCE THE CHARACTER

\n Newline

\b Backspace

\t Tab

\r Return

\\ Backslash

\' Single Quote
\" Double Quote

produces the following output:

Hel | o
How Are You?

Integer Primitive Types

In Java, you can lump together the byte, short, int, and long primitive types as integers. Asyou've
previoudly read, the char primitive type is considered an integer by many; however, we'll not
perpetuate such a consideration. All these types can be cast to one another. Unfortunately, what you
see may not always be what you get. Here's an example:

i nt anl nt = 70000;
System out. println( (short) anlint )
/[** Java Prints out 4464111 *x/

Here, we're casting an integer (32 bits) into a short integer (16 bits). Important things are happening
here that are worthy of passing note. First, the compiler, javac, does not complain in any way, even
though the initialized value of anlnt exceeds the maximum value for a short integer (32767). Second,
the runtime does not choke; it actually spits out a number.

The moral of the story isthat you must be careful when you cast integer types. Javais very forgiving
initsuse of integer primitive data types. Keep in mind, or have a chart handy, of the min and max
values or the bit size of the primitive integer types.

Y ou've seen some examples of coding integer literals. In case you have areally poor retention,
additional examples are listed in the following:

i nt anl nt
short aShort

4000 ; /[l1nteger, 32 bits
1000 ; //Short, 16 bits
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Il ong along
byte aByte

40001 ; //Long, 64 bits. Note the '1'
40 ; //Byte, 8 bits

Mainframe languages have no integer support past 32 bits; hence, Java's long primitive type has no
direct analogue in COBOL and PL/I. If you need numbers larger than 15 digitsin a COBOL program
(15 significant digits), you'd have to use a floating-point data type (COMP-1 or COMP-2).

Floating Point Primitive Types

Java supports two floating point types: float and double. Although mainframe programming
languages have floating point types, these types are rarely used; mainframers have access to non
integers by using packed numbers, declared with a number of decimal digits. This capability goesto
the heart of COBOL 's representational data typing, where the mainframe contains machine
instructions to manipul ate packed numbers.

The COBOL programmer could declare the number 3.556 without using a floating-point type,
whereas the Java programmer is required to use either afloat or a double to represent such a number.

Floating-point literals are declared as follows.

1. 0012f
1.0012d ;
1.0012 ; //d not needed for double

fl oat af | oat
doubl e aDoubl e
doubl e aDoubl e

Java floating-point types have some unusual behavior. For example, check out the following line of
code.

Systemout.println( aFloat/0 + " "+ -aFloat /0)
The output islisted in the following.
Infinity -Infinity

Y es, you're reading this correctly. When you divide afloat by zero, you get Infinity; when you divide
a negative floating-point number by zero, you get . . . Infinity.

By the way, you cannot divide a number declared as an integer type by zero. You'll get the familiar,
expected response.

Okay, here's another example of odd behavior. The codeis:

fl oat aFloat2 = 0. O0f
System out.println(-(aFloat - aFloat) + " " + aFl oat 2/ aFl oat 2)

Theoutput is

-0.0 NaN
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Y es, Javawill generate such athing asnegative zero. If afloat were avariable of an integer type,
Javawould output 0. The "NaN" stands for "Not a Number," which is an unordered quantity that
compares false to all numbers and itself.

The moral of the story isto keep an eye on those floating- point numbers; they can act in unusual
ways!

Character Stringsin Java

Character stringsin Java are an instance of class Sring. Strings are not a primitive data type. That
said, the creators of Java understood that strings are such a common and often used data structure,
and that Java should make it easy for the programmer to create and use strings. Stringsin Java are
straightforward, as the following example shows.

String astring = "H Ho, Cherrio!" ;

In other words, strings "look like" a primitive data type. Java converts all occurrences of stringsinto
an object of class String. However, this conversion has minimal impact on the Java programmer.

The String class has an assortment of utility methods that reach into a string to pull out a substring,
look for one string inside another, and determine the string's length.

Java Reference Data Types

Java draws a distinction between primitive data types and reference data types. Whereas primitive
types are passed to methods by value, the reference types are passed by reference.

What is the difference? Well, when an argument is passed to a method by value, a copy of the
argument variable gets shipped to the method. When an argument is passed by reference, the starting
address of the argument is passed to the method. In Chapter 2, you read portions about this burning
issue; you'll briefly revisit thisterribly exciting topic of passing by value and by reference in Chapter
7.

The reference data typesin Java are arrays and objects In Chapter 7, you will read about objects;
here, you'll read about arrays.

Java Arrays

An array is an aggregate data structure where every member of the aggregate is of the same data
type, and every member of the aggregate can be referenced by an index. If you've has experience
programming, you've seen arrays. That said, Java arrays have afew interesting characteristics not
found in COBOL or PL/I. Let'stake alook.

A few array declarations are listed in the following.

i nt anlntArray [] = {12, 24, 36, 4 * 24, anotherlnt} ;
String astring [] ={"H", "Ho", "Cherriol"} ;
i nt aTable[] [] = {
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{12, 24, 36},
{23, -45},
(12345}

} o

Note that the first declaration includes a cal culation and a reference to another variable (let's assume
this other variable exists and has a value, okay?). The array elements are separated by commas,
included in curly braces.

The third declaration is an array of arrays. Note the pairs of nested curly braces. Also note the
dimension of the array aTable. How many of you readers caught the first "row" of the table to have
three elements, the second "row" to have two, and the third "row" to have one? Because Java
implements multidimensional arrays as arrays of arrays, you do not need to have your typical
rectangular arrays. Try thisin COBOL or PL/I.

Notice that the third declaration is described as an "array of arrays,” as opposed to a
multidimensional array. What's the difference, you ask? Look at the previous declaration for aTable.
ATableisnot multidimensional; itisnota2 x 3,2 x 2,2 x 1, or anything x anything. ATableisan
array of three elements; the first element is an array of three elements, the second is an array of two
elements, the third is an array of one element. The term for this sort of structureis an array of arrays.
Of course, you may implement multidimensional arrays by coding a3 X 3 or 100 X 100 X 100 array,
or any array where the dimension sizes are the same. Not to make adeal about it, but Java arrays are
more flexible than arrays declared in other, procedural languages that are limited to multidimensional
arrays.

Another feature shared by these three declaresisthat all of these arrays areinitialized. Y ou cannot
code

i nt anlntArray []

because Java would not know how much memory to allocate for the array. If you do not have initia
values, you can declare your arrays as follows:

i nt anlntArray [] = new int[200]

Here, you use the new operator, commonly used to create objects, to create arrays without initial
values. Y ou can declare multidimensional arrays with new, as shown in the following:

String astringTable[] [] [] = new String [10] [20] [200]

Actualy, you could even leave out some of the dimension sizes when declaring an array. Observe
the following:

String aStringTable[] [] [] = new String [10] [] [] ;

How can this be? How can Java know how much memory to allocate for this array? Well, Javalooks
at this structure as asingle dimensional array of 10 elements; each element is atwo dimensiona

array.
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Java also accepts this syntax:

int[] anlntArray = {12, 24, 36, 4 * 24, anotherlnt} ;
String[] astring = {"H ", "Ho", "Cherriol"} ;
int[] [] aTabl e ={

{12, 24, 36},

{23, -45},

(12345}

-

Now you get the picture of a datatype of an array of integers, or a datatype of an array of strings. By
using the concept of an array as a data type, Java enables a construct like the following:

int[] anl nt Array ;//Data Type is an array of integers
anlntArray = new int[ 200 ];//Make anlntArray hold 200 integers
anlntArray = new int[ 30 ] ;//Make anlntArray hold 30 integers.

Y ou know how to reference arrays, right? Probably not, because in COBOL and PL/I, arrays
normally start with 1, whereas in Java, arrays start with 0. Ergo, referring to the arrays on the
previous page:

anlntArray [ 1] = 24 ;
astring [ 0 ] ="H" ;
aTable[ 1 ] [ 0] = 23 ;
aTable[ 2 ] [ 1] is out of bounds

If you wanted to refer to the last element in aTable, the correct referenceis

aTable[ 2 1 [ 0] = 12345 ;

Arraysare abig part of any programming language and Java is no exception. Java enables you to
create arrays both like and unlike those in COBOL and PL/I. In Java, arrays are zero-based (afact
worth repeating).

Java Naming Conventions

Before we leave the subject of defining data, a few words about the naming of Javavariablesis
appropriate. Java enables variables of any practical length. A Java variable does not start with a
number; it starts with alower case letter, underscore, or adollar sign. The start of each new word is

capitalized all other letters are lowercased. All but the first position of the name can be letters,
numbers, and some special symbols. In addition, variable names should be nouns.

Java objects follow the same naming convention as variables of primitive types.

1. Java classes begin with a capital letter, with the start of each new word capitalized.
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2. Use nouns with the occasional adjective to name Java classes, objects, and primitive variables.
Y ou remember "person, place, or thing," right?

3. Java methods follow the same naming convention as variables: Start with lower case and
capitalize each word. However, Java methods should denote some sort of action, or, put
differently, Java methods should contain a verb.

Pretty straightforward, right?

In Summary

The Java programming language provides support for familiar data types and data structures. The
Javatreatment of primitive types and data usage may seem unusual to the mainframe programmer,
especialy the blurring of the int and char data types. However, the similarities between the Java

treatment of primitive types and the mainframe programming language treatment of most data types
are more telling.
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CHAPTERG
Java L anguage Syntax

This chapter covers the majority of Java language features and constructs, including the following:

= Assignment statements

= Operators

= Arithmetic

= Boolean

= String

= Bit

= Object

= Java Arithmetic Anomalies

= | oop constructs

= Decision statements
Every language feature is compared to identically (where possible) functioning language features of
COBOL and PL/I. Also, language features present in mainframe programming languages that have
no Java analogue, such as pointers, COPY /header files, and preprocessor, statements are discussed.
Rounding out the chapter are discussions on the short-circuiting of boolean expressions and

miscellaneous Java syntax items.

This chapter contains plenty of code and tables highlighting the similarities and differences between
Java and the mainframe programming languages. Y ou may want tc
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enter some statements similar to the examples in a Java source file; then you should compile,
execute, and observe the results.

Miscellaneous Java Syntax |Items.

A couple of syntax items in Java are different than more familiar mainframe programming
languages. Let's discuss these items first.

Java Source Code | s Case Sensitive

Unlike COBOL, PL/I and a host of other programming languages used on the mainframe, Java, are
case sensitive. Case sensitivity may be a source of frustration for the COBOL and PL/I programmer
who is used to coding everything in upper case. As discussed in Chapter 5, "Declaring and Defining
Data," Java programmers should follow the previously discussed naming convention for their
program entities, such as variables, constants, classes, objects, and methods. Y ou'll have no choice if
you want to use an existing entity (which will occur 99.999999999999999 percent of the time); you
must observe the case of the entity name in your programs. Hence, get used to being aware of the
disposition of the shift key as you enter your Java source.

Java Statements Terminated by a Semicolon

Not much to add to this, right? Think COBOL with the period or PL/I with the semicolon and you
will understand the idea.

Java Supports Multiple Comment Styles

In most languages, a comment is a comment is acomment. Thisis not so in Java, which supports
three comment styles.

Thefirst isasingle-line comment that starts with a double-slash (//) and continues to the end of the
line. This comment style has no closing comment delimiter.

The second example is a multi-line comment style that starts with /* and ends with */. Thisisthe
comment style used by PL/I, REXX, and C programmers. Unlike PL/I and REXX, Javawill not
permit you to nest, or place one inside another, comments.

The final example isa special, Java-only style comment that starts with /** and ends with */. This
comment styleis called a doc comment. Doc comments can be processed by a Java utility called
javadoc, a program designed to generate documentation, in part, from comments written in source
code. See Chapter 4, "The Sun Java 2 Basic JDK Tools," for additional information on javadoc.

Now, PL/I, REXX, and C programmers would recognize this style to be the same as the multi-line
comment style. Actually, you could code this style comment in your Java programs. To put it another
way, the Java compiler reads /** the same way as/*. By the way, acomment that starts with /** and
ends with **/ is not a doc comment.
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Because Java multi-line and doc comments do not nest, you should get used to coding the single-line
(/) comment variety. Thisway, if you want to comment out blocks of code, you can do what PL/I
programmers do—code a /* before the block and */ after the block.

Java Has No COPY or Include Statement

Java has no feature to bring in external source for compile, like COBOL's COPY or PL/I's %lnclude
statement. Java counts on a strict file naming convention for Java classes. If your program needs
methods or other entities from a classfile, Javawill be able to locate it. Java does not have to bring
in the source code from other class filesinto your program.

Java Has No Pointers

Y ou've read this before: Java has no pointers. Java has no support for anything related to pointers; it
automatically handles referencing and dereferencing objects.

Y ou cannot manipulate pointers or memory addresses by performing pointer arithmetic, casting
objects to primitive data types, or computing or changing the byte size of any primitive object.

Fortunately, the engineers at Sun who developed Javarealized that pointers, their use and especially
their abuse, are a heinous source of software bugs. By eliminating pointers from the language, the
creators of Java, in one fell swoop, permanently removed a persistent source of bugs.

Another factor to consider is that pointers enable a programmer to get into the bowels of a machine.
The devel opers of Java were security conscious. Pointers and pointer arithmetic could enable a
nefarious programmer to circumvent any security mechanism in place. Removing pointers strikes a
blow for system security by keeping the system's internals removed from programmers.

Java Has No Preprocessor

PL/I and C programmers are familiar with a preprocessor . The preprocessor generates source code,
which, in turn, gets passed to the particular compiler. Although COBOL's COPY statement adds
source code, COBOL does not support a preprocessor.

One common reason for preprocessor useisfor conditional compilation. Java, being platform
neutral, certainly has no need for platform specifics to successfully compile.

Reserved Words Exist in Java

Like most programming languages, Java uses reserved words. Y ou must use these words in their
proper syntactical and semantic context. Table 6.1 showsthe list of Java's reserved words.
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Table 6.1 Java's Reserved Words

abstract else int static
boolean extends interface super
break fase long switch
byte final native synchronized
byvalue finally new this
case float null throw
cast for operator throws
catch future outer transient
char generic package true
class Goto private try

const If protected var
continue implements public void
default import rest volatile
do inner return while
double instanceof short

Note that all of Java's reserved words are in lowercase Of course, the Java compiler (and you)
recognizes a difference between the reserved word fal se, and some program entity named False.

Some of the reserved words have no syntactic or semantic meaning. These words are shown in Table
6.2.

Java has the audacity to reserve the previous table of words, but has no current use for them. Y ou,
however, are forbidden to use these words in your Java programs. Note that goto is areserved word
in Java, but Java does not support a goto statement.

The method names of Java's root class Object are not reserved, but these method names warrant
special treatment. Asyou'll read in Chapter 7, "Class and Object Representation,” every class inherits
methods from class Object. Unless you intend to override such a method in your class, you should
not use these method names for your own methods. Table 6.3 is the list of method names from class
Object.

The more astute readers out there will take note of the use of the naming convention used in the
naming of these, and other, Java methods. Y es, it's the same one discussed in Chapter 5, "Declaring
and Defining Data.”

If you do any REXX, you know that REXX has some so-called reserved words that aren't really
reserved. For example, the word RC, which represents a REX X variable that holds the return code
value of an operating system call, should not be used in a different context. However, the lame
REXX programmer could code
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Table 6.2 Java's Meaningless (for Now) Reserved Words

byvalue generic outer
cast goto rest
const inner var
future operator

Table 6.3 Java's Pseudo-Reserved Words

clone getClass notifyAll

equals hashCode toString

finalize notify wait

RC = "l sure am a Lane REXX Progranmer!"

The REXX interpreter or compiler would not gag, although your fellow REXX programmers sure
would.

Java, t0o, isforgiving on the use of these pseudo-reserved method names. For example, if you coded
this method:

void toString( int a ) { //toString is one of 'those' words
int x =5 ;
if (( x >a)

System out . println("Hah!")

}

or coded this variable declaration:

int toString = 10 ;
javac, the compiler, would be very forgiving; Java, the bytecode interpreter, would also be very
forgiving. Y ou would bear the brunt of all the jokes of your fellow Javaians if they caught you using

these method names from class Object in a manner inconsistent with their existence. Also, you'd get
no sympathy from this corner.

Java lsaFree-Form Programming Language

Back in the days when the Earth was cooling, compiler engineers thought it would be smart to make
matters easier for the compiler by forcing programmers to code various
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things in specific columns. Those of us who remember Woodstock, remember early versions of
Fortran where you had to code between columns 8 and 72. Of course, the most serious offender of
the "force programmers to code in such and such column” is COBOL. There exists a nearly
uncountable number of COBOL statements coded in the A and B margins.

Since Java was developed after the Cambrian Era, Java does not impose column restrictions on code.
Y ou can start and end your Java code in any column you like.

Java Assignment Statements

Assignment statements in Java have some surprises and can behave differently than assignment

statements in other programming languages. Let's look at what Java assignment statements have in

common with other programming languages.

Java supports the expected, usual, common, and garden-variety assignment statement:
aJavaVari abl e = aJavaExpression ;

whereaJavaVar i abl e isapreviously declared variable and, well, you understand.

Y ou have seen in the previous chapter that you can assign avalue to a Java variable (or object) upon
declaration. To wit:

char aChar Var
Mycl ass anQbj

B - [IPrimtive Type
new MyCl ass() ; //Qbject

COBOL enables you to initialize a variable with the Value clause; PL/I enablesyou to initialize a
variable with the Init option.

That is pretty much the entire gamut of commonality between Java assignment statements and
COBOL or PL/I assignment statements. We'll have more to say about Java expressions later in this
chapter.

The most dramatic difference between Java assignment statements and those used in mainframe
programming languages is Java's assignment with operator statements. This chapter contains more
information about these and the rest of Java's operators. For now, know that Java enables you to
perform an operation and assign the result to a variable in one operation. Here is an example, with
the promise of several more examplesincluded in the section titled Java Operators:

int anlnt = 6 ; // Just your normal variable initialization
anl nt += 6; // Add 6 to anlnt, reassign back - anlnt = 12
[/l -+, *=, and others also avail abl e

anlnt = anlnt + 6;// Functionally equivalent to anlnt += 6

C programmers out there should be quite comfortable and familiar with the "operate and assign"
family of operators.



Page 97

How about another difference between Java assignment statements and COBOL and PL/I assignment
statements? How do you think Javawould interpret this statement?

b ;

nt a,
:b:?;

[
a

This assignment statement, in COBOL Speak, is akin to a group move. In short, variablesaand b
have the value 7 after the assignment statement executes. In PL/I and REXX, the statement would be
evaluated asfollows:

a=(b=17)

The variable b would not change. The variable b is not assigned avalue; b is tested for the value 7.
Only the variable a gets assigned a value of true (if b equals 7) or false (if b equals some other
value).

When you read about Java's class and object representation in Chapter 7, you'll learn that
assignments of objectsis abit different than assignments of variables.

Java Operators

What's a programming language without operators? Y ou'll see that Java has several operators not
found in COBOL and PL/I; here, you'll take alook at Java operators. You'll learn what operators
Java have in common with COBOL and PL/I; you'll read a bit more about and see examples of the
Java operators that have no counterparts in the mainframe programming world.

Do you have the Java source code window and the DOS window open? It's probably a good
investment of your time to try out some of the examples as you read.

Table 6.4 shows Java's operators with their precedence ranking, their operand types, their
associativity, and, of course, abrief description of the operation.

The operator's precedence governs when the operation is performed in relation to other operations on
the same line. An operation of precedence 1, at the top of thetable, is performed before a higher
numbered precedence operator when both are on the same line of code. For example:

myMeager Pay = nmyTooSmal | Gross - shocki ngl yH ghTaxRate *
myt ooSmal | Gross ;

The multiplication operation is performed first, followed by the subtraction operation, and then
followed by the assignment operation.

Thisis pretty standard stuff, right? As with other programming languages, you may use parenthesis
to alter the natural order of execution as defined by the operator precedence.

myMeager Pay = nyTooSmal | Gross * (1.0 - shockingl yH ghTaxRate) ;
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PRECEDENCE OPERATOR OPERAND  ASSOCIATIVITY OPERATION
TYPE(S)
1 ++ Arithmetic R-L Unary Increment
- Arithmetic R-L Unary Decrement
+,- Arithmetic R-L Unary Plus, Unary Minus
- Integral R-L Unary Bitwise Compliment
! Boolean R-L Unary Logical Compliment
(vartype) Any R-L Type Cast
2 * [,% Arithmetic L-R Multiply, Divide, Remainder
3 +,- Arithmetic L-R Addition, Subtraction
+ String L-R Concatenation
4 << Integral L-R Shift Left
>> Integral L-R Shift Right, Extend Sign
>>> Integral L-R Shift Right, Zero-Fill
5 <, <= Arithmetic L-R Less than, Less than or Equal
to
> >= Arithmetic L-R Greater than, Greater than or
Equal to
instanceof Object, L-R Type/Class Compare
Type
6 == Primitive L-R Equal by Having Identical
Values
I= Primitive L-R Not Equal by Having

Different Values
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PRECEDENCE OPERATOR OPERAND ASSOCIATIVITY  OPERATION
TYPE(S)
== Object L-R Equal by Referring to
Same Object
I= Object L-R Not Equal by Referring
to Different Object
7 & Integral L-R Bit AND
& Boolean L-R AND
8 N Integral L-R Bit Exclusive OR (XOR)
N Boolean L-R Exclusive OR (XOR)
9 | Integral L-R Bit OR
| Boolean L-R OR
10 && Boolean L-R AND (Used in
Conditiona Statements)
11 I Boolean L-R OR (Used in Conditional
Statements)
12 ?.Boolean, Any, R-L Ternary (Used in
Any Conditional Statements)
13 = Variable, Any R-L Assignment
+=,/=,%= Variable, Any R-L Assignment With
Operation
+:'-:
<<=, >>=
>>>=
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The subtraction inside the pair of parenthesisis performed first, followed by the multiplication, and
then followed by the assignment.

In general, Java operator precedence, first to last, is the following:
1. Increment and Decrement operators
2. Arithmetic operators
3. Compare operators
4. Boolean operators
5. Assignment operators

The operator's associativity governs the order of execution when two or more operators of equal
precedence are on the same statement. If an operator has Left to Right (L-R) associativity, then two
or more of the same precedence operators on the same line are evaluated | eft to right. For example,
Table 6.4 states that the addition operator, +, has L-R associativity. Hence, the statement

sunof = addendl + addend2 + addend3;

evaluates by first adding addendl to addend2, then adding that sum to addend3.

Table 6.4 states that the assignment operator, =, has R-L. associativity. Hence, the statement
var 1=var 2=var 3=20;

evaluates by assigning 20 to var3, then assigns var3 to var2, then assigns var2 to varl.

For the most part, COBOL and PL/I, in the absence of parenthesis, use L -R associativity for same
precedence operators.

Y ou've noticed that Java has many more operators than COBOL and other mainframe programming
languages. Table 6.5 shows what operations Java, COBOL, and PL/I have in common.

L et's spend some time examining Java operators not found in COBOL and other mainframe
programming languages.

Java Operators not Found in Mainframe Programming L anguages.
The operators found in Java, but not found in COBOL or PL/I, are worthy of explanation.
Unary I ncrement and Decrement

Unary increment (++) and Unary decrement (——) operatorsare often used in Java. These operators
add or subtract 1 from avariable and assign the result back to the variable. Y ou'll see these operators
in loops where your Java code increments a loop counter.
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OPERAND COBOL PL/I

OPERATOR _ TYPE(S) OPERATION OPERATION OPERATION

++ Arithmetic Unary Increment None None

—— Arithmetic Unary Decrement None None

+ - Arithmetic Unary Plus, Unary Minus + - + -

- Integral Unary Bitwise Compliment None None

! Boolean Unary Logical Compliment NOT A

(vartype) Any Type Cast None None

* 1% Arithmetic Multiply, Divide, Remainder */,None * /,None

+,- Arithmetic Addition, Subtraction +,- +,-

+ String Concatenation None l

<< Integral Shift L eft

>> Integral Shift Right, Extend Sign

>>> Integral Shift Right, Zero-Fill

<, <= Arithmetic Less than, Less than or Equal <<= <, <=
to

> >= Arithmetic Greater than, Greater than or > >= > >=
Equal to

instanceof Object, Type Type/Class Compare None None

== Primitive Equal by Having Identical = =
Values

I= Primitive Not Equal by Having NOT EQUALS N=

Different Vaues
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OPERAND COBOL PL/I
OPERATOR _ TYPE(S) OPERATION OPERATION OPERATION
== Object Equal by Referring to None None
Same Object
I= Object Not Equal by Referringto  None None
Different Object
& Integral Bit AND None None
& Boolean AND AND &
N Integral Bit Exclusive OR (XOR) None None
n Boolean Exclusive OR (XOR) None None
| Integral Bit OR None None
| Boolean OR OR |
&& Boolean AND (Used in AND &
Conditiona Statements)
[ Boolean OR (Used in Conditional OR |
Statements)
?.Boolean, Any, Ternary (Used in None None
Any Conditiona Statements)
= Variable, Any Assignment = =
+=, /=, %= Variable, Any Assignment With None None
Operation
+= -=
<<=, >>=
>>>=
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Here are some straightforward examples:

int alnt = 10 ;

alnt ++ ; /1l alnt equals 11 (postfix)
alnt -- ; /1l alnt equals 10 (postfix)
-- alnt ; /[l alnt equals 9 (prefix)
++ alnt ; /1l alnt equals 10 (prefix)

The increment and decrement operators behave differently based on the placement of the operator.
We draw adistinction between prefix and postfix increment and decrement operators. The prefix
operators are placed before the variable and perform the operation before any assignment or
calculation takes place; the postfix operators are placed after the variable and perform the operation
after any assignment or calculation tales place. Y es, this certainly sounds like a mouthful; looking at
the four examples above, you can't see any difference in the behavior of the postfix and prefix
operators.

To see the difference between the behavior of the postfix and prefix operators, check this out:

int alnt = 10 ;

int blnt ;

bInt = alnt ++ ; /1l blnt is assigned alnt's current
/! value of 10 before alnt is increnented
// to 11. So alnt = 11, blnt = 10

blnt = -- alnt; /! alnt is decrenented from 11 to 10,
/1 then alnt's value is assigned to blnt
// So alnt = 10, blnt = 10

The increment and decrement operators, when used in assignment statements like the previous
examples, have this odd property of changing the values of variables on the right hand side of the
assignment operator. To a C programmer, these operators are standard fare; to a mainframe
programmer, these operators may seem unusual.

On the one hand, there is nothing forcing you to use these operators. Y ou could add or subtract 1

from avariable using amore familiar construct. However, you can bet the ranch that you'll see these
operators in someone else's Java code. Y ou must understand the behavior of these operators.

Assignment with Operators

The assignment with operators is a shorthand way of performing an operation on a variable and
assigning the new result to the same variable. Some examples are in order here:

int alnt = 10 ; int blnt ;

alnt *= 2 ; /1 Multiply by 2 and reassign; alnt = 12
alnt += alnt ; /1 Add alnt to itself and reassign.

bint = alnt /=2 ; /1 alnt is halved to 4 then its val ue

/!l assigned to blnt. Recall that these
/! operators have R-L associativity.
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These assignments with operators can take some getting used to, especidly if you chain them one
after another on single statements. There is no force on Earth that can make you code with these
operators. As with the increment and decrement operators, you should have afamiliarity of how
these operations work so you can cope with code that contains them.

Bit Operators

The bit operators perform the indicated logical operator on a binary representation of the arguments
in pairs. PL/I supports bit operators whereas COBOL does not. Three examples should drive the
point home:

int alnt = 10; /1l Bit pattern: 1010

int blnt = 8; /1l Bit pattern: 1000

int clnt = alnt & blnt ;// AND in pairs: 1000 = 8
clnt = alnt | blnt ; // ORin pairs: 1010 = 10
clnt = alnt ~ blnt ; // XORin pairs: 0010 = 2

The Exclusive OR (XOR), returns true when only one of the argumentsis true, not both.
Shift Operators

The shift operators also work on bit representations of integers. Also, a couple of examples should
shed some insight on the workings of these operations:

int alnt = 10; /[l Bit pattern: 1010

int blnt = alnt << 2;// Shift left two digits to 101000, or 40

int clnt =alnt >> 2 ;// Shift left two digits to 0010, or 2
The Cast Operator

The cast operator is used to change the data type of a variable or object. In Chapter 7, you'll read
about the rules governing the casting of objects. Some primitive types may be cast to different types.
Java does not permit the casting of an object to a primitive type variable or the casting of a primitive
type variable to an object.
If you enter this declaration,

float nmyFloat = .012 ;
javac will tell you that you need an explicit cast from double to float.

Some primitive types do not require an explicit cast. Chapter 5 mentions that the char data type can
be used as an integer without an explicit cast. Hence, the declaration passes javac without comment:

int anlnt = 'a'
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Chapter 5 contains more information on Java primitive data types, including the integer types.
Boolean and Conditional Operators

Y ou may be a bit befuddled and partially perplexed by the different classifications of logical
operators. The boolean operators (&, | ) and the conditional operators (& &, | |) both perform the
logical AND and OR we've come to know and love. However, there is a sneaky difference that is
illustrated by the following code:

int alnt = 10, bInt = 20, clnt = 0 ;
bool ean aBool (alnt >10) & ( bint / cInt > 0)
bool ean bBool (alnt =210 ) | ( blnt / cInt >0)

What is going to happen here? Java, in its attempt to initialize aBool, reduces alnt > 10 to false; it
then figures the quotient bint / clnt, which causes an exception—division by zero. Therefore, this
code comes to a screeching, tire-smoking halt.

WEell, no surprises here, right? Thisis the way COBOL and its mainframe kin behave. Programming
languages take a dim view toward division by zero. However, there is an unspoken tale here.

If you look at the previous statement, because alnt was not greater than 10, or alnt > 10 isfalse, there
is no chance the expression would evaluate to true. Y ou see that, right? Regardless of the boolean
value of the right hand side of the expression, there is no chance the expression would evaluate to
true.

This begs the question: Why would Java even bother to evaluate the remainder of the expression
when the outcome is not in doubt? The answer is simple: that is the purpose of the boolean operators.
The boolean operators always evaluate each and every operation before assigning a boolean value to
the target.

Now, look at the example code of assigning avalue to bBool. The operation that assigns avalue to
bBool during initialization is the boolean OR. The first part of the expression, alnt = 10, istrue;
therefore, the remainder of the expression must be true. However, Java will evaluate the second part
of the expression and, well, you know the inevitable outcome.

Now, check this out:

int alnt = 10, blnt = 20, clnt = 0 ;
bool ean aBool (alnt > 10 ) & ( bint / clnt > 0)
bool ean bBool (alnt =120 ) || ( blnt / clnt > 0)

Y ou see the difference between this and the previous example, right? This example uses the
conditional operators. As you've undoubtedly guessed by now, the conditional operators will
suppress execution of expressions when those expressions play no part in the final outcome.
Concerning the initialization of aBool, because the left part of the logical expression isfalse, the
right part cannot contribute to the final result and is not evaluated. The right part of the initialization
of bBooal, too, is not evaluated, owing to the truth of the left part.
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A 10-dollar phrase is used to describe the trait of the conditional operators. We in the know say that
these conditional operators short circuit logical expression evaluation. Some programming languages
(C and Ada) short circuit logical expressions. The mainframe languages (COBOL, PL/I, and REXX)
do not; these languages have logical operators that behave like Java's boolean operators. Java gives
you operations that enable you to short circuit or avoid short circuiting.

The String Concatenation Operator .

We've already seen the string concatenation operator (+). Thisone is a breeze. The concatenation
operator combines two strings into one string. Now PL/I has a concatenation operator, but COBOL
does not. The examples that show Java writing output to the screen with the printin() method show
the use of this operator. The concatenation operator creates along string by (pardon the pun)
stringing together two strings:

String svVarl = "Left", sVar2 = "Right",
Svar3 = sVarl + sVar?2 ; /'l sVar3 = "LeftRight"

The Ternary Operator

The last new operator you'll read about in this section is the conditional or ternary operator . This
operator is shorthand for an if-else construct. A basic template of this operator is:

| ogi cal Expression ? val ueWwhenTrue : val ueWhenFal se ;

These examples should prove to be useful:

i nt mySal ary = 999999 ;
bool ean rUMal thy = (nySalary > 1000000) ? true : false ;
char uGet Govt Cheese = (nySalary < 10) ? 'Y : 'N ;

The ternary operator comes in handy when assigning variables one of two values.

Y ou see that Java has many interesting operators with interesting subtleties. There is no substitute for
entering various expressions and seeing firsthand how Java behaves with your code. You'll learn al
sorts of odds and ends about Java operators not mentioned here or in other books.

Speaking of interesting subtleties, let's take alook at arithmetic in Java next.

Java Arithmetic Anomalies

Many programming languages treat some aspects of arithmetic in a counterintuitive manner. Javais
no exception. Here, you'll see some differences between Java and the IBM mainframe languagesin
the treatment of arithmetic.
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Mixing Primitive Typesin Arithmetic Expressions

Now, Javais considered to be a strongly typed language. However, the strong typing comes into play
with reference types (objects and arrays), not with primitive data types. Look at the following
statement. Any thoughts on how a strongly typed language should behave?

char aChar = 30 + 70 ;

Here, we are assigning the result of an arithmetic operation to a variable of type char. Believe it or
not, javac, the Java compiler, will not choke on the assignment. Actually, aChar will have the value
of d. Java performs the calculation, yielding (think fast!) 100, before interpreting 100 as an | SO-Latin
| character and converting 100 to the letter d.

The previous assignment statement does not surprise the readership with a background in C
programming. The COBOL programmer cannot get away with this. A COBOL compiler would gush
up adiagnostic if asaid compiler encountered the following:

aChar Pic X(1) Val ue( 30 + 70 )

The PL/I programmer coding this statement would get a surprise:

Dcl  aChar Char (1) Init ( 30 + 70 )

The actual result depends on the compiler settings. aChar could have the value", or could generate a
diagnostic saying that "the stringsize condition would be raised" if that statement executed.

C programmers are not surprised at Java's behavior toward arithmetic being assigned to char
variables. The conversion from a number to a coded representation is as old as C itself. If you want
to add integers, doesn't it make sense to use int variables?

It isimportant to know that Javawill change the type (if possible) of the result of calculations to
match the type of the target variable. Put another way, Javawill force the result of a computation to
fit the type of the target variable. A good programmer takes steps to use variables of the same type.

It's also important to note that the previous spiel applies to computations with variables declared with
primitive types. If you were to declare and use objectsin your calculations, Java would expect more
care. Hereis an example:

[/Primtive Data Types Obj ect Decl aration
int cPrim:; I nt eger chj
cPrim="a" + 'b" ; cObj ='a" + 'b';

Java handles the assignment statement on the |eft as follows: Java converts the character ato 97 and
b to 98 before adding the two to get (think quickly!) 195. Therefore, cPrim equals 195.
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Java handles the assignment statement on the right a bit differently. The Java compiler burps, saying

I nconpatible type for assignment. Can't convert int to
java.l ang. | nt eger.

Try it. Enter smilar statements and see the Java compiler tell you off.

L oss of Precision when Dividing Integers

A consequence of Java converting the result of an arithmetic operation on primitive types is that you
may lose precision when you divide. This precision loss problem is as old as computers. Y ou may
think that as we jet-ski into the twenty-first century, we computer folk would not be plagued with
such ancient problems. Y ou may think that Java, a modern, recently created computer programming
language, would not suffer from this age-old problem. Y ou would be both right and wrong.

Y ou would beright if you declared and used objects. Javawould not let you get away with the
mixing of object types or classes in expressions, hoping that Java would convert the result.

Y ou would be wrong if you declared and used primitive types. Java would truncate fractional results
of computations when assigning a quotient to an int variable. To wit:

//Primtive Data Types Obj ect Declaration
i nt intl =7 ; Integer 101 = new I nteger(7)
i nt int2 = 3 ; I nteger 102 = new I nteger(3)

float fPrim=intl/int2; Fl oat afl oat= new Fl oat (i 01/i02)

The code on the left, using primitive data types, compiles and executes. Here, fPrim equals 2.0 (note
the .0). The code on the right, using objects, does not compile.

COBOL and PL/I fare abit better than Javain this instance. For example,

* COBCL I* PLIT */

Intl Pic S(9) Conp Value '7'> Dcl Intl Fixed Bin(15)
Init(7) ;

Int2 Pic S(9) Conmp Value '3'. Dcl Int2 Fixed Bin(15)
Init(3) ;

FprimPic S(9.999) Conp. Dcl Fprim Fi xed Dec(5, 4)

Fprim=1Intl1 / Int2. Fprim=1Intl1 / Int2 ;

* Fprim= 2.3333 /* Fprim= 2,3333 */

Using the previous programming languages, you need to declare the quotient with your desired
precision, which cuts down on certain surprises when performing calculations. However, if you
divided integers and assigned the result to an integer in COBOL or PL/I, the result would contain no
fractional part.
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The funny thing is, just about everyone who hasn't lived in a cave for the past few decades knows
that computers can surely add up numbers. Computers can add many numbers quickly, easily, and

exactly. After al, computers can't think, but they can sure crunch numbers. Well, like most

generalizations, there are exceptions.

Let'stake alook at some code and see these exceptions:
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Something seems a bit awry here. COBOL and PL/I behave a bit better because you typically declare
the precision of your results in thee languages; also, the IBM machine instruction set includes fixed-

point decimal arithmetic. For example, these statements in PL/I produce the indicated result:
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this precision problem with floating point numbersis experienced by nearly every
programmer outside of the IBM mainframe community who uses floating point arithmetic. Floating
point arithmetic is a nightmare of sorts; to hope for an exact result when using floating point is akin
to hope for six good numbersin a
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small, state sanctioned ticket. Floating point arithmetic requires numbers being converted into a
binary representation with exponents (and mantissas—remember that word from high school math?),
and back again. The massive load of converting is bound to introduce inaccuracies.

As an aside, you could argue that we're comparing apples and oranges. The mainframe languages
have floating point types. Why not show an example with, say, a COBOL program declaring floating
point numbers and show the accuracy of COBOL's floating point arithmetic? Well, every mainframe
programmer | know (and all you know, too, I'm sure) uses a fixed decimal representation for
nonintegers. They have no need to use floating point because the IBM mainframe instruction set
provides the tools to get accurate decimal results. Simply put, the IBM mainframer has no cause to
use floating point, as opposed to fixed decimal, numbers.

If possible, try to use integer arithmetic; then, divide the result of the integer arithmetic at the end to
help guard against floating point accuracy errors. To wit:

i nt ivar = 1 ;

fl oat fvar = ivar / 10 ; /] fvar = 0.1
i Var++; fvVar = iVar / 10 ; [l fvar = 0.2
i Var++; fvVar = iVar / 10 ; /[l fvar = 0.3
i Var++; fvar = ivar / 10 ; /] fvar = 0.4

Overflow and Keep Going

Java has an interesting habit of offering extreme forgiveness toward its primitive types. For example,
when you add two integer types that exceed the range for that type, Java does not overflow, or
underflow, or generate any runtime errors, as this example points out:

int alnt = 999999999

System out.println( alnt += 999999999 ) ;//alnt = 1999999998
Systemout.println( alnt += 999999999 ) ;//alnt = -1294967299!!
System out.println( alnt += 999999999 ) ;//alnt = -294967300!!!

Recall that the allowable range for int typesin Java is-2* to 2! -1. Thefirst add and assign
operation yields a number within this range. However, the second one yields 2999999997, which is
outside this range. Javawill compile and execute these statements (try them and see). In contrast,
COBOL and PL/I will generate an error when your program exceeds the numeric bounds for a
variable.

The good news s that the Java engineers provided a solution to this and other problems by providing
the classes BigInteger and BigDecimal in package java.math. These classes enable for arbitrary
precision, do not overflow like variables of some of Java's primitive types do, and come with a spate
of methods that handle conversions. Chapter 10, "Interfaces,”" has more information on the package
javamath.

The moral of thistragic tale of obnoxious overflow isto be sure that your Java variables declared as
an integer primitive type have plenty of room to grow.

We've yet to look at Java statements that affect the program's control flow. Java supports loops,
decision statements, and case constructs. Let's now take alook at program control statements.
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Java Program Control Statements.

Y ou know that aloop isagroup of statements that either execute a fixed number of times or execute
based on the value of a boolean. Y ou also know that a decision statement is atwo (or more) way
branch that directs a program to execute statements based on the value of a boolean. I'm wagering
that you know that a case is a construct that selects a group of statements to execute based on the
value of avariable. I'll also wager that you aren't exactly sure how to code the previous three
statement typesin Java. For more on this, read on.

L oop Constructs

Here, you'll take alook at Java's loop constructs. Like most programming languages, Java supports
an iterative loop and two forms of a conditional loop. Let's see.

The Java for Loop

The for loop is Java's implementation of an iterative loop. Here is the basic template:

for (index = startval; executioncondition; changeindex ) {
/1 one or nore statenents that constitute the | oop body

}

Notice the use of semicolons inside the loop construct.

Hereis an example with a COBOL and PL/I iterative loop thrown in for comparison:
for (idx = 10 ;idx <= 15; idx++) {
System out.println("Loop index is " + idx )
}
A COBOL example follows:
Perform Varying Idx From 10 to 15.

Di splay 'Loop Index is ', ldx.
End- Perform

PL/I example:

Do Idx = 10 to 15;
Put Skip List( 'Loop Index is ', ldx )
End ;

Asyou can see, the Javafor loop has up to four parts.
1. Thelnitialization Part

The initialization part is represented by index = startval in the basic template. Y our for loop can
initialize more than one variable by separating each variable assignment with a
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comma (index1 = 10, and index2 = 15). Also, you can declare variables in the initialization part.
These declared variables are known only in the for loop (are local to the loop).

Perhaps an example will drive this point home:

for (int idx = 0; idx < 10; idx++ )
Systemout.println( "lInside loop " + idx )

Systemout.println( "Qutside loop " + idx )

Javac responds to this code with the following diagnostic:

Undefined variable: idx
System out.println( "Qutside Loop " + idx )
N

As an aside, note that this for loop does not use curly braces. Later on, you'll read more about the use
of these bracesin loops and decision statements. The short story is that when your program executes
only one statement in aloop, your program does not need the braces surrounding that single
Statement.

2. The Execution Test

The execution test, represented by executioncondition, is a boolean value that governs the execution
of the loop. Simply put, as long as executioncondition is true, the loop executes. Y our job isto look
twice to insure that executioncondition will eventually change to false, or else your loop will attain a
somewhat permanent execution status.

3. The Changing of the Loop Index

The Changing of the loop index is represented by changeindex. In afor loop, the index is connected
to the executioncondition. The usual method of changing the executioncondition is by operating on
the index in the changeindex section. The examples we've seen show the use of Java's unary
increment operator, which is arguably the most common use of this operator.

Y ou can code any expression that changes the index.
4. The Loop Body

The loop body is represented by the braces and the statements between and braces. What's aloop
without aloop body? The loop body isthe real work of the loop and will execute aslong as
executecondition istrue. You've figured out that you need to sandwich loop body statements between
curly bracesif you want these statements to execute as a unit or a block. Curly braces are Java's
block construct. We'll meet up with the block construct many atime in this chapter.

Now, you could code an empty loop, aloop without a body. For example, if you wanted to find the
first element of an array that has a certain property, you could code

for (int idx = 0;
idx < nyArray.length && hasTheProperty( nyArray[ idx ] );
i dx++ )
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For the purposes of this somewhat contrived example, assume that the method hasTheProperty()
returnstrueif the indicated array element has the property, false otherwise. Y ou recall from Chapter
5 that Java arrays start with a zero index, right? Also, you recall from Chapter 5 the length property,
right? Finally, you recall from this chapter why this example uses the conditional AND, not the
boolean AND, right?

Note the semicolon after the previous for statement. The Javafiles are replete with the sad saga of
programmers who mistakenly code a construct similar to the following one:

for (int idx = 0; idx < aNunmber; idx++)
{ Statenent,

St at ement n

}

The semicolon—yes, the big one—after the for statement, causes Java not to associate the statements
in the following braces with the for statement. In short, the previous for statement coded is an empty
loop. The statements between the braces execute once. The Java compiler will not indicate the
presence of an empty loop. However, if avariable declared in the for statement, like idx above, is
referenced in the following block, the compiler will report that idx is an undefined variable.

It isvirtually impossible to mistakenly code an empty loop in COBOL or PL/I because of the loop
delimiters used in these languages. Could you see yourself coding anything like the following?

* COBOL [* PLIT */
Perform Do ldx =1 to 10 ;
idx Varying from1l to 10. End ;

End- Per f orm

In brief, the Java for loop executes like its mainframe language brethren's loop. The initiaization
section is executed first. Next, the executioncondition evaluates. If true, the loop executes. After the
statements in the loop body execute, the changeindex part executes. The cycle of executioncondition,
followed by statement body execution, followed by changeindex part, continues until
executioncondition is false (or a program error causes a choke).

Of course, for statements may be nested. Nested loops in Java behave like their mainframe language
brethren. Nested |oops are commonly used to process elements in multidimensional arrays. Most
programming languages have alimit on the number of nested loops; PL/I and COBOL have alimit
of 16 nested loops. Java, being interpretive, doesn't seem to care; you can code 40 plus nested loops
and the compiler won't even peep. Of course, come execution time, the Java Virtual Machine and
Java Runtime will be playing a different tune.

Java supports conditional loops, or loops that execute a body of statements depending on the truth
value of aboolean condition. Now is the time to explore these useful constructs.
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Did you catch the comment about a Javafor loop having up to four parts? Well, you can omit parts
of afor loop provided you take care of the necessary details elsewhere. Actually, Java doesn't care if
you omit parts of the for loop. Y ou, on the other hand, will probably care a great deal when your
loops don't terminate or variables assume (incorrect) default values. In any event, thisisavalid Java
for loop:

int idx =0 ;

for (; idx < 10; ) {
/1 Body of the | oop
i dx++ ;

}

Note that the index variable initialization is done when the variable is declared and the index variable
increment is done inside the loop. This coding construct falls into the category of "you should know
what this looks like in case you come acrossiit."

The following will be of no surprise. Like iterative loops in most programming languages, the index
variable isincremented before the test is applied. Ergo, in this code snippet:

int idx ;

for (idx = 0; idx < 10; idx++ ) {
// Do sonething here

}

Systemout.println("outside idx =" + idx )
Java prints out 10.

The savvy programmer insures that the ignominious fate of having index variables one off by not
relying on index variables for processing outside the loop. Fortunately in Java, you can easily
enforce this by declaring your index variable on the for statement as described afew pages ago.

The Java while Loop

As the name implies, the Java while loop executes while a condition istrue. In brief, the condition is
first evaluated; if true, the loop body executes. Control is transferred to the while statement where the
condition isreevaluated; if true, the loop body executes. This cycle of condition test/loop body
execution stops when the condition becomes fal se.

The basic templateis

One or nore statenents setting the value of aConditionlsTrue
while ( aConditionlsTrue ) {

one or nore statenments that constitute the | oop body

one or nore statenents that eventually will change the
val ue of aConditionlsTrue
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Syntactically, the bare-bones while loop is

while ( aConditionlsTrue ) { code block }

However, you'll rarely see while loops like the bare-bones variety. A well formed while loop can
have four parts.

1. Statementsthat set theinitial value of the condition. The condition in the while loop,
represented by aConditionlsTrue in the basic template, must be true for the loop to execute.
The condition is evaluated first. If the evaluation resolves to true, the loop body executes. Y our
program should have one or more statements that set the initial value of the condition. Now,
these statements need not be coded immediately before the while statement, but they should be
reasonably close to the while loop itself.

2. The condition that governsthe execution of theloop. Thereis not much to add here.
Remember that you can use either boolean or conditional operators for compound conditions.

3. The Loop Body. Like the for loop previously discussed, what is aloop without aloop body?
If your loop body consists of more than one statement, you'll need the curly bracesto form a
block. Java accepts empty while loops, however, such loops will cause your program to enter a
permanent state of execution. Can you figure out why?

4. Codethat eventually changesthe loop condition. Recall that afor loop has a built-in self-
terminating mechanism if you code it properly. A bare-bones while loop has none; if the loop
condition istrue and there is no code to change the condition, the loop will execute forever .
Because nothing you do is important enough to continue forever, you should take great pains
to insure that your loops terminate.

That is why the well-formed loop has code that will, upon successive executions, change the value of
the condition.

Hereis an interesting and somewhat counterintuitive observation made over the coding of many
while loops: The code that setsthe initial value of the condition is often identical to the code that
eventually changes the condition. Here is an example:

cust Nane = get Next Cust oner Nane() ;
while ( custNane != null ) {
/! Loop Body executes here

/] Get anot her custoner
cust Nane = get Next Cust onmer Nane()

}

For the purposes of this example, assume that getNextCustomerName is a method that returns an
object representing a customer name or null if no name is available. Note that the method invocation
is used to set the initial condition and to (eventually) change the condition.
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Occasionally, you can encapsul ate various processing details in methods and really streamline your
code. One technique is to have a method return a boolean and to use that return value as a conditional
in aloop. Your opinion, please:

whil e ( weHaveaCustomerName( ) ) {
/! Loop Body executes here

}
bool ean WeHaveaCust oner Name( ) {

cust Nanme = get Next Cust omer Name()
return( custName !'= null )

}

Notice that the method WeHaveaCustomerName tends to the checking for null after the invocation
of method GetNextCustomerName( ). This technique works with any programming language that
enables you to code functions (code that returns a single value) or methods that can return boolean
values. Thistechnique will be used quite a bit in the longer examples of the book. Alas, poor
COBOL programmer, this technique is not available to you.

One point worth noting—If the code that sets the initial condition sets that condition to be false, the
loop body does not execute. In our small, previous example, this makes sense; if no nameis fetched,
there is no need to enter the loop.

Here are the analogues in mainframe programming languages:

* COBCL /* PL/T */

* Code that sets condition /*Code that sets condition */
Perform Wth Test Before Do Wiile (aConditionlsTrue);
Until NOT aConditionlsTrue.

* Loop Body /* | oop Body */

* Code that changes / *Code that changes

*  Condition condi ti on*/
End-perform End

COBOL conditional testing is based on executing statements until a condition becomes true. In
COBOL, if the condition is true, the statements in the perform group do not execute, hence, the use
of the NOT operator.

Let'slook at adifferent flavor of a Java conditional loop called a do while loop.

The Java do while Loop

This conditional loop isvery similar to the while loop previously described. The syntactic difference
is, of course, the use of the word do; the operational difference isthe location of the testing of the
condition. Java's do while loop tests the condition at the bottom of the loop.



Page 117

Hereisthe basic layout of Java's do while loop:

do {
One or nore statenments that constitute the | oop body

One or nore statenents setting and eventual ly changi ng
t he val ue of aConditionl sTrue

}
while ( aConditionlsTrue ) ;

Note that you still need some code to set and change the value of the condition used to govern the
loop's execution. Also, thereis no hard and fast rule about the placement of the condition setting

code relative to the loop body.

Y ou see, perhaps, the most important difference between the while and do while loops, right? Once
you read that the do while loop tests the condition at the bottom, it was pretty obvious. This
differenceisthat a do while loop must execute at least once, whereas a while loop may never execute
at all. This difference governs when you should use awhile loop versus a do while loop.

The PL/I and COBOL analogues to Java's do while loop are shown in the following:

* COBOL [* PLIT */
Perform Wth Test After Do Unti

Unti|l NOT aConditionlsTrue. (~aConditionlsTrue);
* Loop Body /* Loop Body */
* Code that changes /* Code that changes
* Condi tion Condition */
End- Perform End ;

Note: The use of the NOT operators in each language to create an equivalent construct to Java's do
while looping construct.

Interrupting the Normal Processing of L oops

In general, processing enters code blocks in loops from the to and exits from the bottom. However,
Java gives you the capability to code exits from the middle, or anywhere, inside aloop. Java contains
two statements that support premature loop gjection: break and continue statements.

The break Statement

Y ou have already seen the break statement used in switch statements. Y ou may not have guessed that
break statements may also be used in loops. In ageneral sense, the break statement transfers the
program's flow of control out of the currently executing block aslong as that block isin aloop or
switch statement. As with the switch statement, the
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break statement causes Javato leave the currently executing loop and pick up execution at the first
statement after the loop. A simple example should suffice:

int idx ;
for (idx = 5; idx < sonmeString.length; idx++ ) {
if (idx ==7)

break ;

Systemout.println( "lInside the Loop " + idx ) ;

}
Systemout.println( "Qutside the loop =" + idx ) ;

WEell, assuming that someString has more than six characters, Java will encounter the break
statement inside this loop. Once encountered, program control flow exits the loop and continues at
the first statement outside the loop. Therefore, this little code snippet will produce the following
output:

I nside the Loop 5
I nside the Loop 6
I nside the Loop 7
Qutside the Loop 7

When you place a break statement inside nested loops, the break statement will cause program
control to exit from the inner loop to the statement after, in the outer loop. Assuming the outer loop
will execute, your program will enter your inner loop again. The following example shows this:

int aldx, bldx ;
for (aldx = 5; aldx < 7; aldx++ ) {
Systemout.println( "Quter loop =" + aldx ) ;
for (bldx = 10; bldx < 15; bldx++ ) {
if (bldx == 12)
break ;
System out.println("Inner loop =" + bldx ) ;

}
}

The output follows:

Quter loop 5
I nner | oop 10
I nner loop 11
Quter |l oop 6
I nner | oop 10
I nner loop 11
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The continue Statement.

Another Java statement enabless a program to sidestep normal loop processing. The continue
statement, when executed, causes the program's flow of control to go to the bottom of the loop.
REXX programmers who are familiar with the REXX Iterate statement will immediately understand
how to use Java's continue statement. The following shows how the continue statement acts with
Java's three different loop types:

When used in for loops, the continue statement transfers the flow of control to the loop bottom. From
the bottom, the program flow heads to the for statement, where the increment expression is
evaluated, the test is made, and, if successful, the body of the loop executes.

When used in while loops, the continue statement transfers the flow of control to the loop bottom.
From there, program flow heads to the top of the loop where the condition in the while statement is
still true; remember—the continue statement caused your program to skip past the code in the loop
that could have changed the value of the loop conditional. Hence, the continue statement in awhile
loop will cause the loop body to execute.

When used in do while loops, the continue statement causes the same result as being used in while
loops.

Hereis another way of looking at the continue statement:

/1 Using the continue Statenent Not Using Continue
for ( int a=5; a<10; a++){ for (int a=5;a<10; a++) {
if (a == 8) continue ; if (a!=8) {
// Remai nder of the | oop /I Remai nder of the
//body is here /11 oop body is here
} }
}

It looks a bit cleaner to use the continue statement. What do you think?

Enough about loops, okay? Next, you'll read about the terribly exciting topic of decision constructs.

Java Decision Constructs

Java decision constructs fall into two categories: if statements and switch statements. Let's examine
these statementsin turn.

Java if Statements

Javaif statements areidentical to C if statements. However, you would rather know how similar Java
if statements areto COBOL or PL/I if statements. Y ou should find this out for yourself. Hereisa
basic template for a Java if statement:
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if ( aConditionlsTrue ) {
/! Execute this block of statenents when condition is true

}
el se {

/] Execute this block of statenents when condition is false
}

Notice the absence of the word then in the construct. Notice, and remember—no then in Javaif
statements.

Of course, you redlize that the else clauseis optional. You aso realize that if you want to execute
only one statement after the if or else, the block brackets are not necessary.

You aso realize that you can nest if statements as follows:

if ( aConditionlsTrue ) {
/] Execute this block of statenments when aCondition is true
}

el se
if (bConditionlsTrue ) {

/] Execute this block of statenments when bCondition is true
}

if (cConditionlsTrue ) {
/] Execute this block of statenents when cCondition is true

}

Remember the oddball ternary operator? Can you see how this operator can take the place of
constructs like the following?

/1 Simple if Construct Assignhing a Ternary Operat or

//Variable One of Two Val ues That Does The Sane Thi ng

if ( aConditionlsTrue ) aVar = aConditionlsTrue
aVar = val ueA ; ? val ueA: val ueB

el se

aVar = val ueB ;
Y ou think thereis a place for the ternary operator in your Java programming bag of tricks?
Javaif statements behave much like COBOL and PL/I if statements. There isn't much left to add

about if/else statements. Y ou've seen them before and you'll see them again. Remember to choose the
correct logical operator—the conditional versus the boolean operators to form your conditions.

Java switch Statements

Java supports a construct that enables your code to test avariable's value against alist of values. Y ou
can use a series of if/else statements as follows:
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if (sysCode == "A") //You remenber that == is the
doAMet h() ; // conmpare operator, right?
el se
if (sysCode == '"B')
doBMet h()
el se
if (sysCode == 'C)
doCMet h()
el se
if (sysCode == 'D)
doDMet h()
el se
doEMet h()

Y ou've seen this sort of stuff before, right? Y ou, of course, would never code anything so crass.
You'd use a case construct. In COBOL, the case construct is called an Evaluate statement; in PL/I,
the case congtruct is called the Sdlect statement. Java's implementation of the case construct is called
the switch statement. Listing 6.1 shows how it looks.

WEell, it looks like al the ingredients for a case construct are present. The default option—the last
option coded in the Java switch statement—is a catch all category. However, the Java switch
statement has break statements after every option.

The Java switch statement has a couple of unexpected surprises. First of all, you need a break
statement after each choice or Javawill fall into the other choices. For example, without the previous
break statements, all of the methods, doA through doE, would be invoked regardless of the value of
sysCode.

When Java hits a break statement, control transfersto the first statement after the switch closing
curly brace. That said, the case will sometimes occur when you may want the code in your switch
statement to fall through. In other words, you may not want to code a break statement for one or
more options. Let's say you want the same action(s) to take place when avariable is any one of three
values. Y ou could code your switch statement as follows:

switch (avar) {
case val 1:
case val 2:
case val 3:
TakeSomeAction( aVar )
break ;
def aul t:

}

Also, notice the null statement in the default option. If you can't think of anything to code for a
default, the null Java statement often fits the bill.

Another unexpected surprise, especialy for amodern programming language, is the limited
functionality of the switch statement. Java's switch statement can only use



JAVA
switch( sysCode )
{
case 'A':
doAMet h() ;
break ;
case 'B':
doBMet h() ;
break ;
case 'C
do DMet h() ;
br eak;
case 'D:
doDMet h() ;
br eak;
defaul t:
doEMet h() ;

Listing 6.1 Case constructs in several programming languages.

COBOL

Eval uat e

When SysCode = 'A'
Per f or m doAMet h

Thru doAMet h -
Exit.
Vhen (' B')

Per f or m doBMet h

Thru doBMet h -
Exit.

VWhen SysCode = 'C

Perf or m doCMet h
Thru doCMet h -
Exit.
VWhen SysCode = 'D

Per f or m doDiet h

Thru doDMet h -
Exit.

When O her
Per f or m doEMet h
Thru doEMet h -

Exit.

End- Eval uat e.

PL/I

Sel ect (Syscode) ;
When (' A")

Cal |l doAMet h();
VWhen (' B')

Call doBMeth();
When (' C)

Call doCMeth();
When (' D)

Call doDMet h();
Ot herw se
Call doEMet h();
End ;
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values that are castable to integers. For example, if | wanted to compare avariable'svalueto a
floating point number, | would have to use a series of nested if/elses. Java's switch statement can't
cope with nonintegral values. Before you comment on the previous example shown in Listing 6.1
using characters in a Java switch statement, recall that Java treats characters as integers.

Note that you do not need to surround the statements after the case keyword with braces. Yes, it
certainly looks strange considering that braces are used everywhere else when more than one
statement is executed as a block. Y ou could use the curly bracesif you wish; javac will accept the
code, but you don't have to use the braces.

Unfortunately and regrettably, the only operator alowable in the Java switch statement when
comparing the variable's value is equality. For example, this PL/l Select statement has no direct Java
switch statement anal ogue:

Sel ect ;
VWhen ( Retirement Money < 150000 & Age > 40 )
Put Skip List( 'You're running out of tinme')
VWhen ( Retirenent Money > 1500000 & Age > 40 )
Put Skip List( 'Whatcher waiting for?' )
VWhen ( Retirenent Money > 2000000 & Age > 70 )
Put Skip List( 'Od Folk Sure Have Al the Fun!' ) ;
O herw se
Put Skip List( 'Get back to Work' ) ;
End ;

Y ou would code if/el ses to mimic this functionality in Java.

The Java switch statement is a construct of limited functionality with quirks that betray Java's C
heritage. However, even with limited functionality, you'll be coding many switch statements.
Remember to put in that default option; the braces to group code after each option are not required.

In Summary

You've read much in this chapter. Y ou've read about Java's bizarre operators, the likes of which have
never been seen in the mainframe world. Y ou've read about the essentials of busting Java code—the
big three statement types: assignment statements, loop statements, and decision statements. Y ou've
even learned a quirk or two about Java.

This chapter is only one of abook containing 26. Y ou've read so much about Java. At this point, you
see that despite the hype hysteria and hoopla, Javais a programming language. Subsequent chapters
will deal with the object-oriented nature of Java. However, you cannot exploit Java's OO properties
without an understanding of the materia in this chapter.

After all, how can you write any methods unless you know how to code the big three?
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CHAPTER 7
Class and Object Representation

Java's Object/Class representation, arguably the heart of any object-oriented language, is discussed in
this chapter. You'll read about the makeup of a Java method, the contents of a Java class, and how to
create objects from classes. Also, you'll see how to code methods, which is the meat and potatoes of
implementing object behavior. Along the way, you'll read a thing or two about Java packages.

Anatomy of a Java Method

In Chapter 3, "Creating Y our First Java Program,” you've seen the main() method, chock full of Java
keywords. In general, Figure 7.1 shows what a method header looks like.

Not shown in Figure 7.1 is the method body, which is responsible for implementing the behavior the
method isto model.

You'll read a brief description of some keywords here and a not-so-brief description later in the
chapter.

Visibility Modifiers

Java enables you to dictate what other members (methods, classes, and packages) can access or use
your methods by coding an optional visibility modifier. The following descriptionsin Table 7.1 apply
to any member type (method, class, and package) declared with the modifier. At most, Y ou can code
one visibility modifier per member. Table 7.1 lists your choices.
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Method Signaturs

Y\

public static float doWavelet (sigArray digSigs) throws IOException
Visibility Other Retumed Method (Arg List)  throws Exoaption
Modifier  Modifier  Type Marme \ Mame
Cptional ¢ Optional
abstract Required Exception to Invoke
final Valid Java When Condition
native Marne Arises,
static
synchroni zed
Y Y Y
Opticnal Required Required
public vioid Empty Farens or
protected Prirnitive Type Type/Class—variable
Package (default if Class Mame name pairs
niot coded)
private

Figure 7.1 A Javamethod header.

Table 7.1 Visbility Modifier Overview

VISIBILITY

MODIFIER CAN BE SEEN (USED) BY:

public Every class of your application (the world)

protected The package (if one exists) that holds the class containing the

member, the class containing the member, and all subclasses of
the class containing the member

Default Package The package (if one exists) that holds the class containing the
Visibility (not member and the class containing the member.
coded)

private Every method or class within the class containing the member.
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Here's the short story on when to use which visibility modifier.
= Use public when you want free and unfettered access to the member. Period.

= Use protected when you want to keep classes from changing data in the member and you want
subclasses (Chapter 9, "Inheritance” explores subclasses further) to have full access to the
member.

= Use the default package visibility (do not code avisibility modifier) if you want only the
members in the package or class containing the member to have free and unfettered access.

= Use private when you want the only methods in the class containing the member to access the
member.

You'l return to visibility modifiersin Chapter 8, "Encapsulating and Hiding Data and Methods,"
when you read about data hiding and encapsulation (big word!).

Other Modifiers

Java enables you to declare an additional modifier. These modifiers cannot be lumped into asingle
category like the visibility modifiers. As with the visibility modifiers, these other modifiers apply to
classes and, sometimes, variables and methods. Y ou may code more than one of these modifiers, at
times, for the same member. Here'sthe list:

An abstract method is a method that contains no body; an abstract class contains one or more
abstract methods. Y ou'll explore abstract classesin Chapter 9.

A final method is one that cannot be overridden, afinal class cannot be subclassed, and a final
variable cannot be changed (constant declaration). The final modifier is the opposite of the
abstract modifier. Again, you'll read more about the final modifier in Chapter 9.

A native method is implemented in some other programming language (usually the C
programming language).

A static method is a method that models some behavior applicable to the class asawhole; a
static variable is a variable that represents a property applicable to the class as awhole. You'll
read more about static methods and variables in this chapter.

A synchronized method, class or code block (code between curly braces) causes the runtime to
lock referenced objects to prevent other processes, or threads from changing them. Threads are
discussed in Chapter 12, "Exception Handling and Thread Basics."
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Returned Types Coded in Method Headers.

Java methods may or may not return avalue. The classical distinction in procedural programming is
of afunction that returns a value and a subroutine that does not. If your Java method does not
explicitly return data using a return statement, you must code void in the function header. If your
Java method uses areturn statement, you must code the primitive data type or the class of the data
item being returned.

Method Names and Argument Lists

A Java method name can be a string of practically any length not containing spaces and not
beginning with a number. Typically, method names should be verbs that denote some action,
indicative of what they do; whereas variable names should be nouns, indicative of what they are.

An Argument list, if present, isacomma delimited list of Primitive Type/Class-variable name pairs.
If the method does not require an argument, you must code a pair of empty parenthesis. The variable
names used in the Type/Class-name pairs have meaning only within the method. Think of these
argument variables as local to the method.

As an aside, Java passes arguments of primitive types by value and arguments of objects by internal
reference. The long and the short of it isthat for primitive type arguments, Java passes a copy of the
argument to the method. Therefore, the method is free to make changes to primitive type arguments
and these changes will not be made to the corresponding parameters in the calling method. In
contrast, for object arguments, Java passes a reference of the argument to the method. Therefore, if
the method changes the argument object, the changes will be made to the corresponding parameter in
the calling method. That's why objects in Java are also known as reference types.

Thethrows Exception-Name Option in Method Headers

Chapter 12 discusses exceptions. For now, know that a method may include an optional throws
exception-name option, which specifies that if a coded class of exceptional condition(s) arise, the
condition trickles up to an error handler, where (hopefully) you've written code to tend to the
condition.

Passing by Reference and Passing by Value

Let'sfaceit; aprogram written in a procedural language is a coupled collection of procedures acting
independently on data in various formats. Each procedure does one of three things to a piece of data:
getsit into the system, transforms the data into some other data, and gets the data out of the system.
Theissueis how do you, the long suffering and humble programmer, ensure that these procedures
act only on the data you want to be acted on, and no other?

The nature of programming languages used in the mainframe world, with their representative typing
scheme, is an accident waiting to happen. Procedures in these
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languages will accept any data as long as the passed data bears a resemblance to the correct
parameters. Many programmers get into trouble because they may not fully understand how
parameters are passed to subprograms. In other words, you can pass parameters to a subprogram with
the intent of having that subprogram change the parameter value, thereby making the changed value
known in the calling routine. Conversely, you can pass data to a subprogram with the intent of not
changing the parameter value. The terms used to describe these mechanisms are passing parameters
by reference and passing parameters by value.

Y ou've read about these mechanisms in Chapter 2, "What is Java?'; no need to rehash the
information. What needs to be said here is that Java passes arguments of primitive types by value and
arguments of reference types by reference. Hence, the code snippet:

int aNum= 10 ;
doit( vStack, aNum)
Systemout.println( "aNum=" + alNum)

static void doit( VectorStack aStack, int aNunber ) {
aNumber ++ ;

Vect or St ack. pushTheSt ack( aStack, "A Stack Elenment" );

}

would list aNum = 10. The value of the parameter aNum is not changed in the method; the method
operates on a copy of the parameter. However, because the argument aStack is not a primitive type,
the invocation of the method called pushTheStack() inside method doit() changes the object.

A Word or Two about Java Packages

A Java package is a construct that contains related classes and other Java entities. Packages have two
important traits. One trait is that every method contained within has a unique name. Figure 7.2 shows
how you name methods with packages to get this absol ute uniqueness.

The first method name comes from the Java class library; the second is a method name thought up by
DigVidincLtd. Every word to the left of the class name is deemed to be the package name. In the
case of DigVidincLtd, their Web siteis http://DigVidincl td.org, which is guaranteed to be unique.
Hence, the method name is unique.

How do you make these methods known to your program? Y ou need to direct your system to look on
adirectory (local or remote) where the desired package resides. Then you code the method name,
package and al, or use the Javaimport statement. Look at the following:

public MyCl ass {
/1 Java statenents
voi d myMet hod() {
/1 Java statenents
org. Di gVi dl ncLt d. RandD. frequencyTransform fouri er (aFrane);
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Package Mame
Method Mame

Class Mame i

java.lang.Character.isDigit{)

Package Mame Class Mame Method Mame

org.DigVidincLtd. RandD.frequency Transform.fourier()

Figure 7.2 Guaranteeing unique method names.

Thisiswhat you expected, right? All you do is refer to the method name. The Java compiler and
runtime are responsible for locating the package, with alittle help from you.

The import Statement

As straightforward as the previousis, no true, red-blooded Java programmer would enter such along
method name. If all you need is one method from the package, well, maybe. However, if you need
several, you could wear out your fingers with al that typing. Fortunately, Java provides a mechanism
for dealing with this problem: the import statement.

The import statement merely provides a shorthand for referencing entities from packages. Take a
look at Listing 7.1.

The import statement does not "bring in" any code to your program. The import statement does not
behave like a COBOL COPY or PL/l %lnclude statement. Y ou can have zero to many import
statements. The presence or absence of import statements has no effect on your program's size or
execution speed.

The difference between the two forms shown in Listing 7.1 is that the first one enables the program
to use shorthand to access any class in the package, whereas the second form enables the program to
use shorthand only for the named class. Understand that you can always code the fully qualified
method name.

Some say that you should use the second form to clearly show where your classes are coming from.
Sounds like good advice. Now, if you're using 15 or so classes from one package, I'm sure the Java
style police aren't going to bust you for using the first
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i mport org.Di gVidlncLtd. RandD. * ;
/lor inport org.DigVidlncLtd. RandD. frequencyTransform ;

public MyCl ass {
/1 Java statenents
voi d nyMet hod() {
[/ Java statenents
frequencyTransform fourier( aFrame );

Listing 7.1 Using the import statement to refer to a method in a package.

form. As a programmer who has picked up someone else's code from time to time (we all have,
right?) and wished the code were better documented, you should appreciate every little mechanism
provided by the environment and programming language to document things. End of editorial
comment.

What is the other important trait? Package names mirror the directory where they are stored. This
mirroring is partly how the Java compiler and runtime can find the package. Using our previous
examples, there would be a subdirectory structure javallang (UNIX), java/lang (Windows), or
java:lang (Mac) within a group of directories called the Classpath.

The package Statement

Y ou can (and should) group related classes into packages. Look, if it's good enough for the
developers of Java, it's good enough for you. It's pretty easy to create a package. All you do is put
your (hopefully) related classes in one source code file and code a package statement as thefirst line
inthefile. To wit:

package myPackageNane ;

class MyCl assl {
/** nmethods, etc. for MyCl assl **/

public class MyClass2 {
[** Ditto **/

}
class MyCl ass3 {
[** Get the idea? **/

}

Note the absence of a curly brace; just what you see previously, okay? Y ou can use whatever
package name that will guarantee uniqueness.
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One caveat—recall from the previous that the package name must reflect the actual directory
structure where the fileis stored. Therefore, pay heed to your package name and where you put the
compiled package. Javawill look along the directory structure mandated by your package name.

Here's where the visibility modifiers come in handy. If you want classes and methods coded in a
package to be visible outside the package, you must remember to use the public visibility modifier
on those classes. Now, when you use an import statement like the following:

i mport myPackageNane. * ;
You'll import only those classes with the public modifier.

When you compile a source file with a package statement, Java creates a directory structure that
mimics the package name. Compiling the previous example would create a directory called
myPackageName. Inside the directory would be the class files MyClassl.class, MyClass2.class, and
MyClass3.class.

Anatomy of a Java class

Recall that a classis atemplate used to create objects that have the same behavior but different
properties. Every Java source code file compilesinto a class file Put differently, class files represent
the platform-neutral bytecode you've heard so much about.

Every Javaclassis a subclass of class Object. In other words, class Object isthe root class. The
upshot of every class being a subclass of Object isthat methods defined in class Object are available
to each and every Javaclass. You'll read about the Object class, and how Javaimplements subclasses
and implements Inheritance in Chapter 9.

Because a single Java class could be an entire application, you could find many Java software
elements, or members, inside aclass. Table 7.2 lists what you could find in atypical Java class.

Let's describe each of these members in more detail.

Constructor Methods and Instance Variables

When you create an object (instantiate the object) from a class, just what happens? In short, the
created object acquires behaviors from the class (the methods) and some piece of user code imbues
the object with properties (the data). Generally, the data from one object is what distinguishes it from
another of the same class (of course, two identical objects could have the same data but different
names, but that's why the preceding sentence began with "generally").

In Java, you can accomplish the previous by coding and invoking a constructor method. Let's take a
look at Listing 7.2.

Before you think you are straying from a description of theitemsin Table 7.1, fear not. In Listing
7.2, the variables autoName, model Year YYYY, and retail Value are Instance
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Table 7.2 Class Member One-Liner Descriptions

A. Members That Are Used with Objects | nstantiated from the Class

Constructor Used to implement some custom object creation process.

Methods

Instance Variables Used to hold data that describes some property that may be unique
to the object

Instance Methods Used to implement some behavior that is usually common to all

objects instantiated from the class

Finalizer Methods Used to detach resources held by some objects that cannot be
released by the system

Inner Classes Used to create objects that are wholly contained within other
objects, code blocks, or methods

B. Members That AreUsed to Describe or Implement Some Behavior Peculiar to the
Class

ClassVariables Used to hold data that describes some property of the class

Class Methods Used to implement some behavior peculiar to the class as a whole
Static Blocks Used to implement some initialization for the class

Nested Top-Level Used to group related classes within the class together

Class

Variables These variables are present with every instance of class Automobile. Put differently,
every object from class Automobile has the properties autoName, model YearYYYY, and
retailValue.

When you create an object from class Automobile, you can provide values for these properties by
invoking aconstructor method. Note the following properties of the constructor method, shared by
constructor methods, shown in Listing 7.2:

= The constructor method name isalways the same as the class name.

= The constructor method cannot have a return statement.
More often than not, constructor methods have public visibility. You'll read more about visibility
modifiers later in this chapter. For now, a member declared with public visibility means that the

member can be accessed by any class in the application.

How do you create an object? Y ou call its constructor. And, pray tell, how isthat done? Well, you
invoke the constructor with the new operator. Behold and learnin Listing 7.3.

Once the bolded statement in Listing 7.3 executes, the object myCar has its instance variables set to
the values passed to the constructor. Also, any methods defined in class Automobile are now a part
of the object myCar.
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//Here is our class . .
public class Autonobile {

String aut oName ;

i nt nodel Year YYYY ;

/[** Other variables relevant to a particular Autonobile **/
i nt retail Val ue;

/** Other variables, nethods, any or all of the stuff
listed in Table 7.1 **/
/** Here is a constructor nethod **/
public Autonobile( String aNane,
i nt aYear,
/**Cther args for other vars **/
i nt aVal ue) {

aut oNane = aNane ;
nmodel Year YYYY = aYear ;
[** O her variables relevant to an Autonpbile
obj ect set here **/
retail Value = aVal ue ;
}
}

Listing 7.2 A class with a constructor method.

public class sonmeCl ass {
/I Create an object of class Autonobile
Aut onobi |l e myCar = new Aut onobi |l e
("Roll's Royce Silver Ghost",
1942,
[** Other Parnms **/
87500 ) ;

}
Listing 7.3 Invoking a constructor method.

To refer to the instance variables for a particular object, you prefix the instance variable name with
that of the object. For example, to reference the value of the object created previously, you would
code:

myCar . retail Val ue
There's more to say about constructor methods. Y ou could have more than one constructor method

for objects of the same class. Before you ask why you would want multiple constructors, first take a
look at Listing 7.4 to see how you code multiple constructors.
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/[** Here is another constructor method **/
public Autonobile( String aNane,
i nt aYear,
/**Cther args for other vars **/

)

aut oNanme = aNanme ;

nmodel Year YYYY = aYear

[** Ot her variables relevant to an Autonpbile
obj ect set here **/

retail Val ue = 0 ;

}
Listing 7.4 Another constructor method.

This constructor has the same name as the first. Also, you would code the second constructor in the
same source file asthe first. How can Javatell them apart?

Y ou see that the signatures of the two constructors differ, don't you? The second constructor does
not take retail Value as a parameter; the car is probably too old and not worth selling. The second
constructor assigns a blue book value of 0 to all Automobiles created with this constructor.

There's till more to say about constructor methods. Y ou don't have to code one, you know. The
skinny isthat if you don't, Javawill use a default constructor with no arguments. However, most
objects will require some sort of initial data, which means that you'll need a"real" constructor of
some sort. The default constructor insures that every class has a constructor, although the default
constructor doesn't do much.

Another point about constructorsis that you cannot invoke a constructor method apart from creating
an object. Too bad, because such a capability could prove useful if you needed to reinitialize an
object. Perhaps in afuture release.

Believe it or not, there's still more to say about constructors, but you'll have to wait until Chapter 9,
where you read about superclasses and subclasses.

By the way, Java does not require you to code anything to destroy an object. Some programming
languages (C++ comes to mind) require you to code destructor methods to remove unused objects,
thereby reclaiming the memory for subsequent use. Java's garbage collection does this reclaiming for
you. In short, Java's memory management keeps track of object use and destroys those objects not in
use. If you had to write code to free memory by destroying objects yourself, you know what a relief
it isto have the runtime do this unpleasant, error-prone task for you?

Back to the subject of creating objects, you may think that you can create an object the same way as
you create a variable of a primitive data type. Why not just declare the object with the class name as
the object's type, as follows?

Aut onpbi | e soneonesCar
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Truth be told, you could code the previous and Java would successfully compile. However, you have
not created an object from class Automobile! What you've done is create a reference for an object of
class Automobile.

Let's step back. No, we're not splitting hairs here. A huge difference between the object and the
reference to the object exists. Think of the difference between a variable and a pointer to the variable
(although, as you know, Java doesn't enable the programmable use of pointers). Take alook at the
code in Listing 7.5 and anticipate the output.

Class Demol has a main() method, so we can run this and get output. Note the use of the constructor
method to create the object named yourCar. Seems you're riding fancy these days. Looking at
line//1. Y ou see that this statement does not use the constructor; this statement declares an object
reference to aCar. Line// 2 looks like it assigns the contents of yourCar to aCar. In other words, both
objects would seem to have the same data. Line // 3 changes the value of the autoName property of
the aCar object, right? Thus, the output statements should list the autoName property values of both
cars. "Dodge Stealth" and "Ford Fiesta," right?

WEell, here'swhat's going on. While line // 2 is assigning the contents of yourCar to aCar, itisaso
assigning the reference of yourCar to the reference of aCar. Now, yourCar and aCar reference the
same object. Along comesline // 3 to change the value of the autoName property of aCar and

your Car, because both names reference the same object. Now, when the output statements execute,
you'll see:

You Drive a Ford Fiesta
The Other Car is a Ford Fiesta

So much for trading up!
Pop quiz: what if statement // 1in Listing 7.5 were coded:
Aut onobi | e aCar = new Aut onpbi |l e( " Bui ck", 1993, 3000)

public class Denp {
public static void main(String[] args) {
Aut onmobi | e your Car = new Aut onobi | e(" Dodge Stealth",
1999, 56500) ;

Aut onpbi | e aCar ; /[l 1
aCar = yourCar; /1 2
aCar . autoNanme = "Ford Fiesta" ; /Il 3

Systemout.println( "You Drive a " +
your Car . aut oNane )
Systemout.println( "The Oher Car is a " +
aCar . aut oNane )
}
}

Listing 7.5 A nasty shock!
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The object aCar is now created with a"real" constructor. Would the output produced by the code in
Listing 7.5 with the new line// 1 be now? If you thought that you'd be holding onto that fancy, fast
Dodge Stealth, you'd be wrong. The behavior of the assignment of the object referenceson line// 2
does not change. The labels aCar and yourCar still point to the same object.

Do you recall that in Java, astring is an instance of class String? One consequence is that you cannot
do what you think is obvious with strings. Listing 7.6 shows some innocent |ooking statements that
behave in a counterintuitive manner.

Here's the output:

1 and 2 Equal Strings Hello There
1 and 3 Unequal Strings Hello There

What gives? The equality test does not compare the contents of the string objects; the equality test
compares the references of the string objects. Now, Javais "smart" enough to reuse the storage
allocated for stringl and string2. In essence, stringl and string2 are the same object. However, such
is not the case for stringl and string3. Java sees the initialization of these string objects resultsin
different strings and considers them different objects. However, when you change string3 to have the
same content as stringl, Java still considers them different objects. When you do the second
compare, Javartells you that these string objects are, indeed, different.

Remember that Java variables declared of a primitive type behave as expected, or behave as
variables from a procedural language. Java Objects, however, behave a bit differently.

A sober question is how would you assign the contents of one object to another of the same class but
maintain the first object's reference?

String stringl = "Hell o There"
String string2 = "Hell o There"
if ( stringl == string2)
Systemout.println("1 and 2 Equal Strings " + string2)
el se
System out. println
("1 and 2 UnEqual Strings " + string2 )

String string3 = "Hello " ;
String3 = string3 + "There"
if ( stringl == string3)
Systemout.printin("1 and 3 Equal Strings " + string3)
el se
Systemout.println("1 and 3 Unequal Strings " + string3)

Listing 7.6 Y ou know what will happen, right?
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| nstance Methods

In truth, Java provides a mechanism for assigning objects to one another by using a clone method in
the java.lang.Object class. However, by showing different approachesto rolling your own
assignment method, you will read about the different method types available to you. So, without any
further ado . . .

One solution to the previous question isto code a method like the onein Listing 7.7.

Y ou see the logic here, right? We sidestep the assignment operator that, for objects, assigns
references by assigning the object properties. The void keyword tells Java that this method does not
return avalue.

Where do you put the method? Y ou could put this method in class Automobile, under the constructor
method. Listing 7.8 shows the code for class Automobile.

Coding the assignTo() method in class Automobile makes this new method part of the "template” for
the class. Objects instantiated from class Automobile will have this new method as part of their
behavior. Put differently, this new method is an Instance method.

Now, how do you use this assignTo() method? Let's look at the Demo class with achangein Listing
7.9 that answers the aforementioned question.

WEell, this certainly looks good except for one small detail: The codein Listing 7.9 will not compile
The reason occurs because the assignTo() method, an instance method, is not attached to an object.
Java expects an object to go along with this method. Therefore, either of the following statements
will satisfy the compiler:

your Car . assi gnTo( yourCar, aCar );

aCar. assignTo( yourCar, aCar );

Now, Javais able to properly reference the method and execute the statements within.

Soon, you'll see other, better ways of implementing this assignTo() method. Before you check out
other ways, here's another example of an instance method. The behavior you need to implement isto
determine if a particular automobile is overpriced given itsretail value, name, and model year.
Assume the existence of aclass called BlueBook that has routines that return a car's blue book value
based on model year and

voi d assignTo( Autonobile src, Autonobile tgt) {

t gt. aut oNanme src. aut oNane ;
t gt. nodYear src. nodYear ;
tgt.retail Value = src.retail Val ue ;

}
Listing 7.7 A method that assigns one car object to another.
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public class Autonobile {

String aut oNane ;

i nt nodel Year YYYY ;

/[** Other variables relevant to a particular Autonobile **/
i nt retail Val ue;

public Autonobile( String aNane,
i nt aYear,
/**COther args for other vars **/

i nt aVal ue){

aut oName = aNane ;

nodel Year YYYY = aYear ;

[ ** O her variables relevant to an Autonobile
obj ect set here **/

retail Val ue = aVal ue ;

}

[** Assign one Autonpbile to another **/
voi d assignTo( Autonobile src, Autonobbile tgt) {

t gt . aut oNane = src. aut oNane ;
t gt . nodYear = src. nodYear ;
tgt.retail Value = src.retail Val ue ;

}
}
Listing 7.8 The assignTo() method in class Automobile.

public class Denp {
public static void main(String[] args) {
Aut omobi | e your Car = new Aut onmobi | e( " Dodge Steal th",
1999, 56500) ;
Aut onobi | e aCar new Aut onobi | e("Bui ck"”, 1993, 3000);

assi gnTo( yourCar, aCar );
aCar.autoNane = "Ford Fiesta" ;
Systemout.printin( "You Drive a " +
your Car . aut oName ) ;
System out.println( "The Oher Car is a " +
aCar . aut oNanme ) ;

}
}

Listing 7.9 Problem solved?
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make. Y our method compares the blue book value with the retail Price property to determine the car's
"overpriced" status. Call the method isCarOverpriced().

Y ou can see that the previous method would be peculiar to each object from class Automobile, right?
The data required to make this determination for each car comes from that car (and from method(s)
in class BlueBook). A possible implementation is demonstrated in Listing 7.10.

Place this code in the source file for the Automobile class. Notice that the method returns a boolean,
indicating whether or not the car is overpriced. Also notice the invocation of the method
getBlueBookV alue from class BlueBook; the method name is prefixed with the class name. You'll
read more about such methods soon.

To invoke this method to determine if, say, the yourCar object is overpriced, you code:

your Car.isCarOverpriced ( yourCar )

Y es, this does work. However, a hard look at the syntax reveals the clumsiness of the solution. This
invocation requires your coding a reference to the yourCar object twice: once as a prefix for the
method (because it is an instance method) and once as an argument to the method. Java, a modern
language, should be able to do better, right?

this—A Special Keyword

Because the previous invocation specifically calls the method belonging to object yourCar, you
should not have to tell Java again that you want to use the yourCar object as an argument. Java gives
you away of referring to the object whose method is being invoked within the body of the method.

Y ou use the reserved Java keyword this to refer to the object. Takealook at Listing 7.11.

Notice the changes. Y ou no longer need the argument because Java knows that the reserved keyword
this refers to the object belonging to the method being invoked, or the current object. Now, the
invocation of isCarOverpriced() becomes:

your Car . i sCar Overpri ced( )

L ooks better, right? Of course, the reserved word this must be used in the body of an instance
method.

bool ean i sCar Overpriced( Autonobile aCar) {
i nt bl ueBookVal ue =

Bl ueBook. get Bl ueBookVal ue( aCar . aut oNane,
aCar . nmodYear )

return bl ueBookVal ue < aCar.retail Val ue
}
Listing 7.10 Instance method is CarOverpriced().



Page 141

bool ean i sCarOverpriced( ) {

i nt bl ueBookVal ue =

Bl ueBook. get Bl ueBookVal ue( this. autoNane,
this.nodYear ) ;

return bl ueBookVal ue < this.retail Val ue ;

}
Listing 7.11 Instance method isCarOverpriced() revisited.

public Autonobile( String aNane,
i nt aYear,
[**Other args for other vars **/

i nt aVal ue) {
// Call the two-arg constructor in Listing 7.4
thi s( aName, aYear )

}
Listing 7.12 Another permitted use of this.

Another point about using this: Y ou may code this on the first statement of a constructor to invoke
another constructor. See Listing 7.12, for example.

Y es, such a construct is not too useful, but Java permitsit.
Do you recall the comment about implementing the assignTo() method in a"better" way than as an
instance method? Let's explore that now. Using this, you can recode the assignTo() method asin

Listing 7.13.

Notice the use of this to refer to the current object. Also notice that this method has areturn value: an
object of class Automobile.

Now, to invoke this method, you code:
aCar = your Car. assignTo()

Other waysto code assignTo exist. Let'slook at them now.

Class Methods

Asyou know, the term method is a piece of code that implements some behavior. The original
object-oriented languages required that only classes had methods that they passed to their
instantiated objects. However, experience has shown that forcing methods to be associated with
objectsis limiting in some regards. Could the class as a whole
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Aut onobi | e assignTo( ) {

Aut omobi | e target = new Autonobile( this.autoNane,
t hi s. nodYear,
this.retail Value ) ;
return target ;

}
Listing 7.13 assignTo() revisited.

have some behavior that demands implementation? How about some behavior that requires data
from more than one object? Shouldn't there be a straightforward way of implementing behaviors of
an entire class or more than one object?

What a coincidence! The issue of assigning object contents deal s with implementing a behavior that
requires data from two objects. Perhaps thisis one of those situations that is not well served by a
method that should, in theory, require data from one object.

If you think about it, why should the assignTo() method be attached to a single object? Asyou've
seen, we could have coded the method invocation with the prefix of any Automobile object.

In addition, the assignTo() method implements what car-like behavior? | never heard of a car
"assigning” itself to another car. Thisis not what object-oriented programming is all about. Even
though the coding of the assignTo() method works, we have higher standards, don't we?

What makes more sense isto think of the assignTo() method as a utility needed for applications that
use objects of class Automobile. Can we have this method available to our application by not
referencing this method from an object?

Y es, we can. We can code the assignTo() method to belong to the class Automobile, as opposed to
objectsof class Automobile. In JavaSpeak, methods that belong to a class are called Class Methods.

The change needed to change assignTo() from an instance method to a class method is pretty subtle.
You still code the method within the classfile. Listing 7.14 shows the class method assignTo().

Notice the presence of the word static in the Method header. A poor choice of aword, really, to
describe its purpose. Static is a hangover from the land of C and PL/I programming. When aC or
PL/I programmer declares a software entity as static, she tells the compiler to allocate memory for
that object, as opposed to having the runtime allocate memory during program execution. Thisis not
what the keyword static means in Java.

Y ou can think of aclass member declared as static as having only one instance or occurrence.
Members belonging to objects have as many copies as there are objects.
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static void assignTo( Autonobile src, Autonpbile tgt) {

t gt. aut oName
t gt . nodYear
tgt.retail Val ue

src. aut oNane ;
src. nodYear ;
src.retail Val ue ;

}
Listing 7.14 The class method assignTo().

The assignTo() method coded in Listing 7.10 has a single occurrence. So, how is this class method
invoked? Like this:

Aut onpbi | e. assi gnTo( yourCar, aCar );

Y ou saw the previous syntax coming, right? Y ou invoke instance methods by prefixing the method
name with a particular object; you invoke class methods by prefixing the method name with the class
name. Sounds simple enough.

The piece of codein Listing 7.9 that fetches the Blue Book value is a class method of BlueBook.
Hereit isagain, with the class name bolded:

i nt bl ueBookVal ue =
Bl ueBook. get Bl ueBookVal ue(aCar . aut oName, aCar. nodYear)

Oddly, Javatreats class methods as belonging to every object instantiated from the class. Thisis
unfortunate; such usage clouds the purpose of the class method as being a property of the class as
opposed to a property of the objects from the class. Here's an example of such usage:

your Car . assi gnTo( yourCar, aCar );

aCar. assignTo( yourCar, aCar );

This usage is the same as that for instance methods. Java accepts this syntax for class methods,
bowing to the treatment of class methods belonging to every object. Looking at the two previous
invocations, you'd be hard pressed to know that assignTo() is a class method. Y ou could (likely)
believe that the application has a need to include the behavior implemented by the assignTo()
method to objects. Looking at the invocation prefixed by the class name, you couldn't miss the fact
that assignTo() is aclass method.

Why confuse the issue? If you want to use a class method, make it easier on those long-suffering
programmers that will follow in your codesteps by prefixing the method name with the class name.
Regardless of how you invoke a class method, you'll have only one copy in your application.
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Use a class method when the desired behavior does not apply to a particular object but to the class as
awhole or to multiple objects. Use a class method when the implementation of said behavior
requires data from multiple objects from the same class.

Use an instance method if the behavior applies to a particular object. Use an instance method when
the implementation of said behavior requires data from a single object.

Finalizer Methods.

Java, as you know, reclaims memory from unused, or dead, objects by using a garbage collection
scheme. If you have a need to perform some activity between the time the garbage collector
recognizes an object as garbage and the time the memory for that object is reclaimed, you can code a
finalizer method. Some resources, such asfile locks, may be held even after an object representing a
fileis garbage collected.

All finalizer methods must have this signature:
protected void finalize() throws Throwabl e

When you read about threads in Chapter 11, "Java Event Handling Basics," you'll revisit finalizer
methods, but not that much—you won't use them all that much.

Class Variables

Objects have behaviors that are relevant to their being implemented as instance methods. Classes
have behaviors that are relevant to the class as a whole implemented as class methods. Objects have
properties that describe particulars about the object stored as instance variables. Classes have
properties that describe particulars about the class as a whole stored as class variables.

For example, the number of carsin class Automobile is a property of the class, not any particular
object. Java provides a mechanism for declaring variables that belong to the class. All you need do is
use the static modifier. Look at Listing 7.15.

Notice that you can use the class name to reference the variable.

Y es, thisworks. Do any of you astute readers see a problem with this technique? Here's a hint: The
problem is not with the declaring and use of the class variable in class Automobile; the problem isin
the access of this variable in class Demo.

You'l revisit this situation of improper access of class and instance variables in the next chapter.

Static Blocks

Java enables you to code blocks of code that are not part of any method. Recall that a block is one or
more statements enclosed in curly braces. To code blocks that do not belong to a method, merely
affix the modifier static to the start of the block, as follows:

static {
/] Sonme code
}
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Cl ass Autonobile {
/] O her Statenents
//Here is the Class Variable
static int nunmber&fCars = 0 ;

[ ** Here is a constructor nethod **/
public Autonobile( String aNane,

i nt aYear,

i nt aVal ue) {
aut oNane = aNane ;
nodYear = aYear ;

retail Val ue aval ue ;
/1l Tally up the new Autonpbil es
nunber O Car s++ ;

}
/I Remai nder of class Automobil e
}
Cl ass Denp {
[/ Ot her Statenents
System out.println( "Nunber of Cars =" +

Aut onobi | e. nunber Of Car s )
I/ Rest of class Denp

}
Listing 7.15 An example of using and referencing a class variable.

The code must be inside a class (not between a package statement and a class or between two
classes) and outside all methods.

Static blocks execute only once when the class loads. Y ou cannot invoke static code like you would a
static method. Indeed, if you need to invoke the code yourself, you cannot use static code.

Static code is good for initializations when you must guarantee that some activity relevant to the
class takes place only once and at the start of the classload. Also, static code can access only static,
or class, variables. Although instance variables are coded outside of any methods, these variables are
still off-limitsto static code blocks.

Nested Top-Level Classes and Inner Classes

The last topics on Table 7.2 are the Nested Top-Level and Inner Classes. Sometimes, you may find it
convenient to include one class wholly within another. The nested top-level class mechanism enables
you to declare a static class within another class. Y ou may find using a nested top-level class a handy
way of organizing significant data that is tightly coupled to the enclosing class. The only
requirements for a nested top-level
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class are that you must use the enclosing class name when referring to objects of the nested top-level
class outside of the enclosing class. For example:

cl ass Mai nCl ass {
/] Statenments
static class NestedCl ass {
/I Vari abl es, nethods, etc - sanme old stuff
}

/| Ref erence object of NestedCl ass within enclosing class
voi d aMet hod() {

Nest edCl ass obj Nest edCl ass = new Nest edCl ass()
}

} // of MainClass

Recall that everything you code in Java has to be contained within some class. Some feel that this
requirement, not specific to Java, is aflaw with object-oriented programming. If you want to code an
itty-bitty utility method, you need to create a class before coding the method inside this class. Of
course, to use this utility, you need to ensure that this class can be located (on the CLASSPATH)
when you compile.

Inner classes help you out here. Y ou can code a class inside an existing class. The syntax depends on
the type of inner class you want. In JavaSpeak, three types of inner classes exist: Member classes,
Local classes, and Anonymous classes.

Y ou code member classes like top-level nested classes except that you omit the static qualifier. Thus,
member classes are associated with every instance of the enclosing class. Think of objects from the
member class like other members associated with objects of the enclosing class. The inner class can
reference membersin its enclosing class. The enclosing class needs to declare objects from the
member class before using the inner class methods.

Member classes are rarely required. These classes are often a convenience. The member classes are
not visible outside the enclosing class.

Here's a sample declaration and invocation of a member class:

cl ass Mai nCl ass {

/] St atenent s
cl ass Menber Cl ass {

[/ Variables, nmethods, etc - sane old stuff
}

/I Ref erence object of NestedCl ass within enclosing class
voi d aMet hod() {

Menmber Cl ass obj Menber Cl ass = new Menber Cl ass()
}

} // of MainC ass

Local classes are another type of inner class. The difference between a member class and alocal
classisthat aloca classis defined within a method. The common use for alocal classisto
implement some behavior for agraphical interface object. An anony-
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mous class is a refinement of the local class. Thisform of inner class combines the class definition
with an instantiation of the class.

You'll read about local and anonymous class usage in Chapter 11 on events.

In Summary

Y ou've read much about how Java represents objects and classes. However, the best is yet to come.
In the next chapter, you'll read about that infamous object property of encapsulation. In Chapter 9,
you'll read about the nefarious object property of inheritance. That will pretty much describe how
Java implements the object-oriented view of programming.
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CHAPTER 8
Encapsulating and Hiding Data and M ethods

This chapter explores Java's technique for data hiding by way of visibility modifiers. Java code
samples showing the effects of declaring objects and variables with different visibility modifiersis
included. Encapsulation goes hand in hand with data hiding, and this chapter has examples of objects
with protected attributes accessible by interface code only. Thistoo is a concept that may be
unfamiliar to the reader.

This chapter also includes PL/I code that, at first glance, seems to implement encapsulation. This
PL/I code is compared and contrasted to Java code that successfully encapsulates object properties
and behaviors. The chapter ends with a discussion on get and set methods, which enable users of
your classes to have controlled access to instance variables.

Encapsulation

Encapsulation. Quite a twenty-dollar word! For our uses, encapsulation is the mechanism that
prevents a variable from one class to be inadvertently modified by a method in another class.
Encapsulation isamajor property of object-oriented programming in general, and Java programming
in particular.

Think of a class as a capsule surrounding the classes data and methods. This capsule shields the
contents of your class from outside, prying eyes. You allow access to the data and methods in the
class by coding awell-defined interface. In other words, programmers do not know how you've
implemented your classes and, as a consequence, cannot rely on intimate, implementation details
when accessing your classes
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data. In addition, you are free to change the underlying class implementation without affecting how
others access your class (this is where the well-defined interface comes into play).

This capsule offers protection against data being improperly changed and methods being illegally
invoked. The strength of this capsuleis directly proportional to the features of the programming
language that support encapsulation. Put in the language of the systems analyst, the capsule binds
related data and operations that imbue data with behavior into a highly cohesive object.

Asyou'll read soon, Java has al the essentials to firm up that capsule wall and gives you, the humble
programmer, compl ete control over what code can touch or access your class.

Hand in hand with encapsulation is the concept of data hiding. Data hiding is the strategy for
implementing an encapsulation mechanism. Essentially, data hiding enables you to protect data from
changes by hiding this data from unauthorized classes. Sometimes, the terms encapsulation and data
hiding are used interchangeably.

Why Encapsulate and Hide Your Data and M ethods?

It's all about control.

The reason you want to encapsulate your classesisto give you control over who, what, and where
your classis accessed. Given this control, you are free to change your classes implementation
without fear of breaking existing code. In addition, you can relax, knowing that someone cannot
mistakenly change your object's data because you have enforced access to this data by way of awell-
defined interface.

Before going into the details of how to encapsulate your classes and hide your datain Java, afew
words on how data can be unwittingly and erroneously changed in a Java program are in order, and
what Java features help prevent such unwanted changes.

Preventing Unwarranted Changesto Your Data

Preventing unwarranted changes to your data touches on a few issues: variable scoping, the
parameter passing mechanism supported by the programming language, and the features availablein
the programming language to hide your data and encapsulate your classes. The first two items are
issues to reckon with in procedural languages as well as Java.

Variable Scoping

Variable scoping iswhere avariable is known in a program. If avariable is known in a program, the
value of the variable can be changed. At times, the variable is unknowingly or mistakenly changed
by a piece of code that has no business making such changes.
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In COBOL, variables global to the compile unit are truly the rule; in PL/I, local variables are actually
the exception. A telling clue is that compilers in these languages have options to produce variable by
statement number cross-reference listings because variables can be used (and changed) on practically
any statement in the compile unit. For compile units consisting of thousands of lines of source, no
practical way exists for amere mortal to keep track of what gets accessed and changed where.

Naturally, a program unit changing variables throughout its 5,000 line code is quite the mess.
Commonly, COBOL and PL/I applications used in today's data intensive industries contain anywhere
from 100 to 1,000 such compile units; each compile unit contains hundreds of declared variables,
swimming in a sea of code.

Maybe this explains the sky-high maintenance budgets of the legacy DP shop.

Limiting variable use, or limiting the scope of avariable, to a subprogram makes sense because now,
amere mortal can keep up with variable changes. Now, a particular variable, more properly scoped,
can be changed on, say, 100 lines as opposed to 5,000 lines. If a problem in the application can be
tracked down to a compile unit, these more properly scoped variables can, in al likelihood, be
removed as Suspects.

Java enforces variable and object scooping with the block construct. You've aready read that by
declaring a variable or object within apair of curly braces, the block construct, you've limited the
access to that variable or object to that block. The COBOL programmer has no blocking construct;
the PL/I programmer has two.

Some scoping examples follow. Any thoughts on what Java would do with the code snippet in
Listing 8.1?

Notice that the loop index variable is declared within the loop. As an aside, you recall that the
brackets used in the loop are optional, right? Well, here's what the Java compiler, javac, hasto say
about this piece of codein Listing 8.2.

Notice that the variable idx is not known outside the loop. The lingo is that the reference to the
variable idx falls outside the variabl€'s declared scope. Javac will not report the diagnostic by
referring to scope; javac just tells you it cannot locate a definition for the referenced variable.

public class Scopi ngExanmpl e {
public static void main(String[] args) {

for (int idx = 0; idx < 5; idx++ ) {
System out. println
("idx Known in loop " + idx )

}

System out.println
("idx Known in method " + idx ) ;

}

}
Listing 8.1 What will Javac and Java do?
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Scopi ngExanpl e. java: 8: Undefi ned variable: idx
System out.println
("idx Known in method " + idx )

1 error
Listing 8.2 Javac's response.

Mai n: Proc (aStringArgunment) Options( Main ) ;
Dcl aStri ngAr gunent Char( 40 ) Varying

Begin ;
Dcl i dx Fixed Bin(31) Init( 0) ;
Do idx =0 to 5

Put Skip List ("idx known in loop " || idx )

End ;

End ;

Put Skip List ("idx known in nethod " || idx )

End Main ;

Listing 8.3 A PL/I version of the above Java code.
As acomparison, Listing 8.3 shows how you'd code the previous (well, close enough!) in PL/I.

Asan aside, PL/I will compile this example and provide a default value and data type for the variable
idx referenced outside the Begin block.

One more example is demonstrated in Listing 8.4.

This main() method has two separate variables named idx. Each variable is defined in a separate
block; therefore, each variable has its own scope. Put differently, each variable is known (and can be
changed in) different parts of the program.

Now, you don't have to be especially brilliant to realize that using the same variable name in
differently scoped areas of the same method is, quite frankly, the mark of the amateur.

Pop quiz: How many blocks are present in Listing 8.4? Thislisting has four blocks: the block
defined for the class, the block defined for the main() method, the block defined in the for loop, and
the block defined by the interior curly braces.

The previous examples showed scoping of Java primitive type variables; the same scoping rules
apply to objects, or reference data types as well.
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public class Scopi ngExanpl e {
public static void main(String[] args) {

for (int idx = 0; idx < 5; idx++)
System out.println
("idx Known in loop " + idx )

{//Block defines part of the nmethod with unique scope
int idx = 10 ;
if ( idx < 20)
Systemout.println("idx Knowmn in if stm " +
i dx);
}/ 1 End of the bl ock

}
Listing 8.4 Another example to show Java blocks and variable scoping.

Understanding the Parameter Passing Mechanism

You'veread in Chapter 7, "Class and Object Representation,” that Java passes primitive typesto
methods by value and passes reference types by reference. Here, we mention that by not
understanding the difference, you can get into alot of trouble. COBOL and PL/I each provide
mechanisms for passing parameters by value or by reference; Java does not. Thus, make it a point to
get the passing parameters by value and by reference thing straight and understand Java's parameter
passing mechanism.

How Do You Encapsulate Your Classesin Java?

Asyou might well imagine, the benefits of encapsulation and data hiding do not miraculously

happen. Y ou have to use the features of the programming language to make it happen. Java, of
course, has features to enable you to encapsulate your data and methods. Y our job isto use the
correct Java constructs in the correct ways.

That's what this chapter is all about.
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Table 8.1 Javas Visihility Modifiers

VISIBILITY

MODIFIER CAN BE SEEN (USED) BY:

public Every class of your application (the world)

protected The package (if one exists) that holds the class containing the
member, the class containing the member, and all subclasses of the
class containing the member

Default Package The package (if one exists) that holds the class containing the

Visibility (not member and the class containing the member

coded)

private Every method or class within the class containing the member

The primary Javafeature you'll usein your programs to encapsulate and hide your datais the
visibility modifier. Y ou've read a bit about these modifiersin Chapter 7. Here, you'll delve more
deeply into this vitally important Java feature.

Table 8.1 shows Javas visibility modifiers once again.

Y ou can qualify (or modify, if you prefer) a primitive type variable, an object, a method, or a class
with avisibility modifier. Here's an example from Chapter 7. Here, notice that the visibility
modifiers are bolded. The purpose of this dissertation isto illustrate how to encapsulate itemsin
Java. The goal isto allow accessto a stack by the approved methods: popTheStack and
pushTheStack. We don't care how these methods work or what other methods are needed by the
stack to get the job done. All we care about is popping and pushing.

Using Visibility Modifiers.
Let's seeif the class with the chosen visibility modifiersin Listing 8.5 does the trick.

What follows is a short explanation on choosing the bolded visibility modifiers.

If we assume that you want other classes to access objects of class VectorStack, then you need to
declare the class VectorStack public. Usualy, you'd make the class describing a useful data structure
public so others can use it.

If you do not want any users of your class to determine if a stack is empty, you declare your
isStackEmpty() method as a private method. Now, isStackEmpty() is known only to the methods in
your class. Notice that your popTheStack() method first invokes the isStackEmpty() method before
popping. Because method isStackEmpty() has use inside your class and nowhere else, the method
should be declared private.

Methods popTheStack() and pushTheStack() have to be accessible by any class needing a stack.
Thus, the proper visibility modifier for these methods is public.

The constructor method enables users of your class to create objects from your class. Seems logical
that the constructor must be declared public. Oddly, using any visibility modifier other than private
works here.

Now, if you've been paying attention, you might get this question correct: What is the proper
visibility modifier for the data structure that implements objects of class
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i mport java.util.* ;
/[** Use the methods in class Vector to inplenent a stack. **/
public class VectorStack{

/1 Possi bl e Stack inplenmentation.

//Now, the nethods . . . . . . .

static private bool ean isStackEnpty( VectorStack myStack ) {

return myStack. aStack.i senpty()

}
static public Object popTheStack (VectorStack nyStack ) {
hj ect st ackEl enent = null ;
if (lisStackEnpty( nmyStack ) ) {
st ackEl ement = nySt ack. aSt ack. | ast El enent () ;
my St ack. aSt ack. renoveEl enent ( st ackEl ement ) ;
}
return stackEl ement ;
}
static public void pushTheStack( VectorStack nyStack,
Obj ect my St ackEl ement ) {
my St ack. aSt ack. addEl enent ( nmySt ackEl enent ) ;
}

/] The constructor . .
public VectorStack() {
aStack = new Vector() ;

//Finally, the data structure
??? Vector aStack ;

}
Listing 8.5 A possible stack implementation.

VectorStack? Y our first instinct may be to declare aStack, the data structure corresponding to an
object of VectorStack as a public structure so other classes can access the stack. If so, your instincts
are dead wrong.

Recall that the goal is to have objects of class VectorStack accessed by the classes popTheStack()
and pushTheStack() methods, none other. The ideais that a stack can only be accessed from the
"top." Y ou should not be permitted to go in the "middle" of a stack and yank out a stack element.

Let's assume you've declared aStack previously as a public member of class VectorStack. Take a
look at the codein Listing 8.6 that uses this class.

After a successful compile, here's the output of this routine:

El enent 4
El enent 3
El enent 2
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public class StackWork {
public static void main( String[] args) {

Vect or St ack vStack = new Vector St ack

() I1(1)

Vect or St ack. pushTheSt ack

(vStack, "Elerment 1") ; 11(2)

Vect or St ack. pushTheSt ack
(vStack, "Element 2") ; 11(3)

Vect or St ack. pushTheSt ack
(vStack, "Element 3") ; 11(4)

Vect or St ack. pushTheSt ack
(vStack, "Elenment 4") ; 11(5)

System out. println( VectorStack. popTheSt ack
(vStack)) ; /1(6)

System out. println( VectorStack. popTheSt ack
(vStack)) ; 11(7)

Systemout.println( vStack. aStack. el enent At

(1) ) I7(8)

}
Listing 8.6 Using the stack with a publicly declared data structure.

Line//(1) creates an object of class VectorStack with the new operator. Asyou know, the Java
runtime will invoke the constructor method for class VectorStack in class VectorStack to create
object vStack.

Lines//(2) through //(5) push an element onto the stack using the public method pushTheStack() in
class VectorStack.

Lines//(6) and //(7) print out the popped stack element. Hence, you'd see the phrase "Element 4"
followed by "Element 3" written to the default output stream. Again, the class uses the public method
popTheStack() to access the "top" element.

Let'stake alook at line //(8). This line uses a method called elementAt(). Now, this method is not one
of the approved public methods in class VectorStack. Well, just what is this method elementAt()

anyway?
Take alook at thisdeclare in class VectorStack:

public Vector aStack ;

Thisisthe public declaration of the stack implementation in class VectorStack. Notice that class
VectorStack implements the stack as an object of class Vector. Now, class Vector isavery handy
class that you'll read more on in Chapter 10, "Interfaces." Without giving too much away, know that
avector in Javais a data structure that holds an array of objects that can grow or shrink in size during
runtime. Class Vector is so handy that an object of class Vector has 24 public methods to add and
remove elements, of which oneis the elementAt() method. As the name suggests, elementAt()
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returns a vector element at a given position. The pushTheStack() method added four elementsto the
stack; the popTheStack() element removed the "top” two elements. Thus, the stack has two elements
remaining. The elementAt( 1 ) method returns the second element in the vector (vectors are indexed
from O, like arrays). Hence, the last line of output is as shown previously, "Element 2".

So, what's going on here, anyway? Seems that we are able to access our stack with methods other
than the approved public methods, pushTheStack() and popTheStack(). In JavaSpeak, we have not
encapsulated the stack. Actually, as the code sits, objects instantiated from class VectorStack are not
stacks because the operation elementAt() is not a stack operation; elementAt() is avector operation.

Isthisabig deal? Well, if you wanted to code an implementation of a stack and you care if you've
doneagood job, it sureisabig deal. After al, why go through the coding exercise of creating a
stack when all you've done is hooked a few extra methods on avector? If you wanted to create a
class that has the features of class Vector with afew additional methods, you should have subclassed
the Vector class. Chapter 9, "Inheritance,” discusses how to create subclassesin particular and the
object property of Inheritance in general.

Meanwhile, back at the ranch, you're still checking out this stack implementation. Take alook at the
three following lines:

Vect or Stack vStack = new VectorStack( ) ; 11(1)
Vect or St ack. pushTheSt ack(vStack, "El ement 1") ; 11(2)
System out.println( vStack.aStack.el enmentAt(1) ) ; /1(8)

Notice that line //(2) using the approved public method refers to the instance of the stack, v&ack,
whereas line //(8) using the method elementAt() refers to the instance of the vector aStack.

How did this programmer know that objects of class VectorStack were defined in terms of objects of
class Vector and that the definition relies on a vector called aStack? In the absence of any other
compelling evidence, the best guessis that she looked at the code for class VectorStack. She could
have run the javap program with the -c option to disassemble the class (read Chapter 4, "The Sun
Java 2 Basic SDK Tools," to get the dope on javap).

Bottom line: Theissue is not what the programmer who accesses the VectorStack class knows; the
issue is the shoddiness of the code that enables a programmer to bypass the interface and directly
access the underlying data structure.

Y ou know this problem is easy to correct, right? All you need to do is declare the object of class
VectorStack in Listing 8.5 as private, like so:

//Finally, the data structure
private Vector aStack ;

After compiling the revised VectorStack class, you compile the code shown in Listing 8.6 and, o
and behold, Listing 8.7 iswhat you see.

The private visibility modifier has done itsjob. Y ou cannot access the Vector object aStack used to
define objects of class VectorStack. The encapsulation mechanism of Java, implemented by using
visibility modifiers, will not let you. So there.
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St ackWork. java: 17: Vari able aStack in class VectorStack not
accessible fromcl ass StackWrk.
Systemout.println( vStack. aStack. el ementAt(1) )

1 error
Listing 8.7 Javac tells you off.

St ackWork. java: 17: Method el ement At (i nt) not found
in class VectorStack.
Systemout.println( vStack.elenmentAt(1) )

1 error
Listing 8.8 Do you get it now?

Y ou may be thinking that you can fool Java by coding the invocation of elementAt() without
referencing the Vector object aStack. Well, if you coded:

System out. println( vStack.elementAt(1) ) ; 11(8)
Listing 8.8 iswhat you'd see.

Now, you cannot use the elementAt() method, or any method from class Vector, in a class that
accesses VectorStack because the stack representation of VectorClass objectsis invisibleto all
classes but the class VectorStack.

Looks like the objective is met. The previous implementation allows access to a data structure from
one location: the "top." Y ou can only use methods to put something on and take something off. The
code models the behavior of a stack, the removing of an item from the top, and the placing of an item
on thetop, like cafeteriatrays. The code successfully encapsulates the stack and hides the internal
representation from user classes.

A PL/I Example: 1sThisObject-Oriented Programming?

To an experienced object-oriented programmer, encapsulation is par for the course. For the
mainframe data processor using procedural languages, encapsulation might sound akin to voodoo.
That said, some mainframe languages have features that would seem to allow for the encapsulation
of data.
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Take alook at the PL/I codein Listing 8.9.

This compile unit implements a stack as controlled data structure. The code allocates memory at
runtime for each stack element when required (when pushTheStack is called). Each stack element is
a 32K byte varying string, which is generic asit getsin PL/I.

Listing 8.10 shows how you'd call these routines to use the stack.

So, what does this PL/I code do? The compile unit Stack defines a data structure and two routines to
gain access to the stack: popTheStack() and pushTheStack(). The PL/I stack also uses a function,
isStackEmpty(), to determine if a pop operation will be

Stack: Proc ;
Dcl popTheSt ack Entry
Returns( Char( 32767 ) Varying ) ;
Dcl pushTheSt ack Entry( Char (32767 ) ;
Dcl aStack Char( 32767 ) Varying Controlled ;
Dcl Allocate Builtin ;

popTheStack: Entry( ) Returns( Bit( 1) ) ;
Dcl  stackEl ement Char( 32767 ) Varying Init( """ )

I f ~stacklsEmpty() Then
Do ;
stackEl ement = aStack ;
Free( aStack ) ;
End ;
Return( StackEl enent ) ;

End popTheSt ack ;

pushTheSt ack: Entry( stackEl enent ) ;
Dcl st ackEl enment Char( 32767 ) Varying Init( "' )

Al |l ocate( aStack ) ;
aStack = stackEl enent ) ;

end pushTheSt ack ;
stackl sEnpty: Proc Returns( Bit( 1) )

Return( Allocate( aStack ) = 0 ;
End stackl sEnmpty ;

End St ack ;
Listing 8.9 PL/I stack implementation.
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useTheSt ack: Proc Options( Miin )

Dcl popTheSt ack Entry( Char (32767) Varying)
Returns( Char( 32767 ) Varying ) ;
Dcl pushTheSt ack Entry( Char (32767 ) ;

/** Put sonething on the Stack **/
Call pushTheStack(" Element 1" )
Call pushTheStack(" Element 2" )
Call pushTheStack(" Element 3" )
Call pushTheStack(" Element 4" )
[** Take sonething off **/

Put Skip List( popTheStack() )

Put Skip List( popTheStack() )

end UseTheSt ack ;
Listing 8.10 Using the PL/I stack.

permitted. The function isStackEmpty() is hidden from users of the stack. The code in Listing 8.10
declares the stack interface routines and shows how to use these routines.

WEell, well. Looks like the astute PL/I programmer can implement encapsulation by declaring a data
structure, coding awell-defined interface, and hiding implementation details from users of the
structure. However, one caveat exists. Do you see it?

This code does, indeed, implement a stack. Unfortunately, the code can use only one stack. Notice
that the code in Listing 8.10 never refersto a stack by name. That's because the code in Listing 8.9
implements a single stack. Why bother with a name when there's only one stack to work with? In
other words, the PL/I code is missing some sort of new operator to create a stack.

Before you think that all you need to do is declare a stack in the program shown in Listing 8.10 and
modify the routines in compile unit Stack to use this declared stack, remember that once you declare
the stack in Listing 8.10, you have access to the data without using the approved interface routines.
Hence, you could change the routines to use more than one stack, but you'd sacrifice the benefits of
encapsulation and expose the stack to whatever you could do in PL/I to the underlying data type, a
string of characters. Thisis akin to using the elementAt() method on an object of the underlying class
Vector.

If you wanted to work with two stacks in the previous Java code, all you need to do is code another
object instantiation:

Vect or St ack anot her Stack = new Vector Stack( )

To use two stacks in the previous PL/I code, you'd need a copy of the Stack compile unit, say,
Stack?2, or you'd have to write code to empty the old stack before using the new one. The act of
cleaning out a stack is not a known behavior of a stack; thisisan
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implementation detail forced on the programmer by the limitations of the programming language.

Although PL/I has some features that allow for good procedural programming, PL/I does not
implement common object-oriented features. PL/I programmers cannot implement the concept of
instantiating objects from classes. That's why the previous code must reference a single stack; no
language support for class creation exists.

Using Accessor (Get and Set) Methods

Data hiding means to eliminate the possibility of an unwanted change to data by removing that data
from sight; you can't change what you can't see (or don't know about). Sometimes you want users of
your class to have access to datain your objects or classes and, at times, change this data, but you
don't want to give away the store. Put differently, you want users of your class to have controlled
access to class and object data.

Let's say that your stack class keeps arunning total of the number of objects of class String on the
stack. Listing 8.11 shows away of doing this.

To summarize the changes. Declare an instance variable numberStrings to hold the number of string
elements. Use the instanceof operator to check for String elements every time pushTheStack() is
invoked. Because you need users of your class to access this quantity, you declare the variable
public.

Here'saline of code used in class StackWork (Listing 8.6) to access this quantity:
System out. println( vStack. nunber Strings )
Do you see a problem? Here's a hint: Any thoughts on what will happen with the following code:

System out. println( vStack. nunber Strings )
vSt ack. nunber Stri ngs = 25252 ;
System out. println( vStack. nunber Strings )

public int nunberStrings = 0 ;

static public void pushTheSt ack( Vect or St ack nmySt ack,
bj ect mySt ackEl emrent ) {
i f (nyStackEl ement instanceof String)
my St ack. nunmber Stri ngs++ ;

my St ack. aSt ack. addEl enent ( nySt ackEl ement ) ;
}
Listing 8.11 Changing vectorstack to track number of string elements.
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The first println produces the correct number of string elements on the stack; the second produces the
changed value.

Clearly, this property of the stack object should not be changed in this fashion. However, you face a
dilemma: How do you allow read access to this property and prevent write access?

A related problem is how do you allow controlled write access to an object property. For example,
let's say you want to give users of your VectorClass stack the ability to set the size, or set the
maximum number of elements, of a stack. The caveat is that the user of the stack cannot set a stack
size more than 100.

Do you see the problem? If you were to create another instance variable, say, numberStackElements,
and enable the user to change it (which she must), how can you enforce the less-than-101
requirement?

The object-oriented technique for solving these dilemmasis by coding accessor, or get and set
methods. The ideaisto allow access to these instance variables (or properties of the object, if you
prefer) by invoking methods as opposed to by coding assignment statements. The code in the get or
set method enforces any restrictions on the access of the object property.

To enforce read-only access to the number of strings in the stack, you may code asin Listing 8.12.

Now, the instance variable number Strings is declared as private. As you know, the private visibility
modifier blocks any outside class from accessing the variable. The only way to read this variableis
by invoking the get method, getNumber Strings. Here's aline of code that accesses the variable via
the get method:

System out . println( vStack.getNunberStrings( ) )

Were you to try to read the value of numberStrings directly, Listing 8.13 shows what javac would
tell you.

A few points about the get method are in order. Notice the name of the method, get<variableName>.
Thisis conventional. Also notice the use of the reserved Java word, this, to refer to the object that
invoked the method. Because thisis an instance

private int nunberStrings = 0 ;

public int getNumberStrings( ) {

return nunber Strings ;
//or return this.nunberStrings ;

}
Listing 8.12 Using a get method to read an object property.
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method, you need not pass the stack as a parameter to the method. Contrast the parameterless mode
of the instance method with the class methods pushTheStack() and popTheStack. These are class
methods. Hence, you must supply the name of the object as a parameter.

Set methods follow the same principle of allowing access to an instance variable only through a
method. Listing 8.14 shows how you could code a set method for the instance variable
number Stack Elements.

Once again, the hidden variable is declared private and the set method is declared public. We've
shown a constant declaration that applies to every stack created from VectorClass. Notice that the get
method has the name get<variableName>, again, by convention. Set methods do not return a value,
hence, the void keyword is present on the method header. The argument is the value to use to set the
instance variable. Here, this set method uses the value of the passed parameter if less than the
maximum, otherwise, the maximum. Again, notice the use of the keyword this to refer to the object
invoking the method. Here's a sample invocation:

vSt ack. set Nunber St ackEl enent s( 40 )

For instance variables declared as boolean, many use a get method named is<variableName> to
retrieve the value.

St ackWork. java: 19: Vari abl e nunmberStrings in class
Vect or St ack not accessible fromclass StackWrk.
System out . println( vStack.nunberStrings )

N

1 error
Listing 8.13 Again, Javac tellsyou off.

private int number StackEl enents ;
private final static int MAXNUMSTACKELEMENTS = 100 ;

public void set Number St ackEl ement s( int nunberEl ements ) {

nunber St ackEl enents =
(nunber El ement s <= MAXNUMSTACKELEMENTS)
? nunber El enent s
MAXNUMSTACKELEMENTS ;

}
Listing 8.14 Using a set method to write an object property.
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Throughout this discussion of get and set methods, the emphasis is on instance variables. Of course,
you may code get and set methods for class variables as well. However, normally an application
needs access to the objects instantiated from classes as opposed to the classes themselves.

In Summary

This chapter described encapsulation, a critical feature of object-oriented programming, and how you
encapsulate objects in Java. By using visibility modifiers and get/set methods, you can allow users of
your classes to access needed object properties without accidentally corrupting, or changing, other
properties. The result is better quality software than you could ever hope to achieve with procedural
languages that lack support for encapsulation and data hiding.
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CHAPTER 9
| nheritance.

In this chapter, you'll read about the critically important property of both object environments (in
genera) and Java (in particular), which isinheritance. This chapter begins with various comments on
inheritance and a cursory examination of various inheritance hierarchies, followed by a short
discussion on the merits of single versus multiple inheritance. Next, you'll see inheritance in action
by a Javaimplementation of bank account classes. After defining the requirements for your bank
accounts, you'll see the Java code that does not take advantage of inheritance, followed by Java code
implementation that does.

Inheritance Defined

The simple definition of inheritance that follows belies the power of inheritance. Inheritanceisa
mechanism whereby one class can use the behaviors (methods) and properties (data) from other
classes. Inheritance enables you to define new classes as a combination of existing classes.
Additionally, you would add functionality not found in the existing classes to the new classes.

In objectspeak, a subclass inherits from one or more superclasses. In Javaspeak, a subclass extends
its superclass. The astute reader notes the use of the plural in the objectspeak phrase, and the singular
in the Javaspeak phrase. No, thisis not accidental. Java was designed to not enable a subclass to have
more than one superclass. Shortly, in this chapter, you'll read some reasons for this design decision.
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The strength of inheritance is that you, the Java programmer, need do little to reuse behaviors and
properties from existing classes. By using afew Java keywords here and there, you're using
inheritance. Y ou don't copy and paste code from one class to another; you reference the methods and
properties in the superclass you want to use in your subclass as if they were defined (coded) in the
subclass. Many times, if you look at the invocation (in the subclass) of inherited methods (from the
superclass), you would not know that the methods are inherited.

Another way of looking at a group of subclasses and superclassesis that these classes form a
hierarchy, with the superclasses on the top, and the subclasses undernesth. The terms inheritance
tree or hierarchy treeare aptly used to describe the inheritance relationship.

Same Classes, Different Inheritance Trees

Before you read about the Java treatment of inheritance, take alook at the two examples of hierarchy
treesin Table 9.1, which are composed of real world entities. The trees show different hierarchies of
the same entities. The hierarchies reflect different ways of illustrating the relationships among the
same entities.

The following table shows two possible arrangements of vehicles. Thefirst classifies vehicles by
what they travel on, or in; the second classifies vehicles by what the vehicle transports. Under each
hierarchy isashort list of behaviors. Think of the vehicle classifications as classes, and the behaviors
as methods.

With both hierarchies, some behaviors for avehicle are start, stop, and steer. Every vehicle has this
behavior, regardless of where the vehicle travels or what the vehicle transports. If you were to model
the behaviors of different vehicles, you would provide an implementation for starting, stopping, and
steering a vehicle. If your implementation environment supports inheritance, you could provide
implementations at the topmost entities of the hierarchy and allow the bottom entitiesto use dl, or
part of these implementations. Put differently, objects of class Cars or Space Shuttles or any other
vehicle would have access to these methods.

Every operator of aland vehicle has a need to repair whatever touches the road from time-to-time, be
itatireor atread. Thisrepair behavior is peculiar to land vehicles because, simply put, land vehicles
have tires or tread. Put another way, land vehicle objects have a property of 'havetires or 'have
treads.’ By implementing a'repair tire' behavior in an environment that supports inheritance, all land
vehicles, or classes that are children of the land vehicle class, that have tires can inherit and therefore
use the implementation.

When vehicles are classified according to what they transport, the behavior of repairing atire does
not fit neatly into the classification. If you need to implement a'repair tire or tread' behavior, you
cannot take advantage of inheritance with the second hierarchy because this hierarchy does not
enable you to specify a parent class in the hierarchy as one having tires or treads. In other words, you
cannot model a Passenger, Cargo, or Military Vehicle as one having tires or tread with the existing
second hierarchy.

The vehicle classes used in both hierarchies are the same; they have the same attributes and
behaviors. After al, that's the point of object technology—objects have a set of
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VEHICLE HIERARCHY 1

VEHICLE HIERARCHY 2

* VVehicle

Land Vehicle

e Cars

* Buses

* Trucks

e Tanks

» Troop Carriers
e Trains

Water Vehicles

* Boats, Y achts
* Sallboats

* Cruise Ships

» Cargo Tankers
» Warships

¢ Submarines
Air Vehicles

* Planes

e Jets

* Gliders
 Airships
Space Vehicles

» Space Shuttles
» Rockets

* |CBMs

* Vehicle
« Passenger Vehicles
e Cars
* Buses
* Trucks
e Trains
* Boats, Y achts
* Sailboats
* Cruise Ships
* Planes
* Jets
* Space Shuttles
» Gliders
* Airships
Cargo Vehicles
* Trucks
* Trains
* Cargo Tankers
* Planes
* Jets
» Rockets
Military Vehicles
e Tanks
» Troop Carriers
» Warships
» Submarines
* Planes
e Jets
* Rockets
* |[CBMSs

Some Vehicle Behaviors

Start, Stop, Steer

Some Land Vehicle Behaviors

Repair Tire or Tread

Some Water Vehicle Behaviors

Bail Water, Drop Anchor

Some Air Vehicle Behaviors

Take off, Land

Some Space Vehicle Behaviors

Ignite Boosters, Achieve Orbit

Some Vehicle Behaviors
« Stop, Start, Steer

Some Passenger Vehicle Behaviors
« Collect Fares, Confirm Destination

Some Cargo Vehicle Behaviors

« Deliver Payload, Confirm Shipment

Some Military Vehicle Behaviors
« Confirm Orders, Deliver Payload

properties and behaviors. These properties and behaviors doesn't change when you create different
superclass/subclass hierarchies. Whether you model atruck as achild of aland vehicle or passenger
vehicle, atruck hastires. Now, the problem at hand may
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not require you to implement a"Repair Tire" method when you classify vehicles by what they
transport. If you must, you can still implement such a method. The point is that you cannot easily
leverage inheritance to reuse this method when you are using the second hierarchy.

Classes often have several hierarchical relationships. Here, you've seen two possible arrangements of
vehicles. Y ou could have arranged the vehicle classes by the size of the passengers and crew, or the
type of fuel used to propel the vehicle. The hierarchy you choose to create should be heavily
dependent on your problem domain.

Classes at the top of a hierarchy tree are more abstract than those at the bottom. Another way of
putting thisis that the classes at treetop do not correspond to tangible, real world entities, whereas
those classes at the bottom do. In our previous example hierarchies, the topmost classis called
Vehicle. Now, vehicles have rea behaviors and properties. However, real world vehicles do not
come from this topmost class; they come from a bottommost class. In objectspeak, you doesn't
instantiate objects from classes Vehicle or Military Vehicles; you instantiate objects from classes
Tank or ICBM. In Javaspeak, class Vehicle or class Military Vehicles are abstract classes. The top
classes exist to provide an inheritance mechanism whereby properties and behaviors may be
inherited by the real world, bottommost classes. After all, cars and buses are real world things,
whereas Passenger Vehiclesis an abstraction.

Although the top- and mid-level classes are abstract, you'll still implement methods that correspond
to the classes behaviors. However, the logic behind coding methods for top- and mid-level classesis
to make life easier for the bottom level classes. Just like life, the parents always work hard and make
sacrifices for their children. The sameis true with object environments and inheritance rel ationships
among parent and child classes.

The keen reader will notice that some classes in the second hierarchy are bolded and italicized.
You'll revisit these classes in the section Sngle Versus Multiple Inheritance, coming up next.

Single Versus Multiple Inheritance

The definition of inheritance, used in this chapter, allows for one or more subclasses inheriting
behaviors and properties from one or more superclasses. The industry jargon for the object property
of allowing aclass to inherit from more than one superclass is multiple inheritance. Y ou don't have
to be exceedingly sharp to deduce the industry jargon of prohibiting a class from inheriting from
more than one superclass.

Recall that Java does not permit a class to inherit from more than one subclass. In other words, Java
permits single inheritance only. Y ou may reasonably question the wisdom of disallowing multiple
inheritance. After all, if inheriting properties and behaviors from one superclassis effective,
shouldn't inheriting from more than one class be even more effective?

To shed some light on potential problems with multiple inheritance, take alook at the second
hierarchy in Table 9.1. The reader will notice that some classes are bolded and italicized. These
classes are repeated in the hierarchy; they have multiple superclasses. In English, a plane can
transport passengers and cargo, or soldiers and arma-
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ments. Given this hierarchy, a plane class could be a child of all three superclasses.

Now, the second hierarchy shown in Table 9.1 does not reflect a multiple inheritance scenario. Y ou
could construct the hierarchy and classes such that the Plane class with a superclass of Passenger
Vehicleisdifferent than the Plane class with a superclass of Military Vehicle. Here, to draw
distinctions between single and multiple inheritance, we're assuming that the plane class (and others)
share properties and behaviors from multiple superclasses.

Notice that the behavior Deliver Payload exists for subclasses of Cargo Vehicles and Military
Vehicles. Y ou can safely assume that the implementation for the Deliver Payload behavior for a
subclass of Cargo Vehicle will differ from that of a subclass of Military Vehicle. Given that objects
from class Plane inherit from these two superclasses, the question arises:

Which superclass does the behavior Deliver Payload come from?

It turns out that no straightforward way exists for avoiding ambiguities arising from name clashes.
Y ou could change the names of the methods in the superclasses, but that seems to defeat the purpose
of using an inheritance mechanism in the first place.

Y ou can be reasonably assured that implementation for deliver payload for a cargo vehicleis
somewhat different than that for a military craft. How can an object of one classintelligently use
both implementations?

To avoid such ambiguities, the engineers at Sun, who developed Java, decided to forgo using
multiple inheritance. Still, you can't deny that the ability to inherit from several superclasses has
benefits. The Sun folk use a construct called an Interface. Rather than spending more time on
interfacesin Java, let's defer the discussion to Chapter 10, "Interfaces."”

Example of an Inheritance Tree From the Java Libraries

Y ou will see many hierarchies of superclasses and subclassesin an object system. Nowhere is this
more evident than in the Java libraries. For example, Figure 9.1 shows the hierarchy, or tree, for the
Java package java.sgl from the Sun Documentation.

Y ou probably have a good idea of how to interpret the following hierarchy tree. The classesto the
left are the parents, or the superclasses, of the classes under and to the right. For example, the class
java.util.Date (second from the top) is a subclass of java.lang.Object; the class

java.lang.SQL Exception is a subclass of java.lang.Exception.

Y ou may be thinking that the class hierarchy shown in Figure 9.1 belies the comment regarding Java
classes inheriting from (at most) one superclass. Y ou should notice that Figure 9.1 shows class
java.sgl.DataTruncation as a subclass (or child) of classjava.sgl.SQLWarning; it also shows
java.sgl.SQLWarning as a child of java.sgl.SQL Exception. Y ou may think that class

java.sgl.DataT runcation has more than one superclass: the immediate parent (java.sgl.SQLWarning)
and the 'grandparent’ (java.sgl.SQL Exception). Well, the preceding comment on the
parent/grandparent classesis, of course, true. However, when the literature speaks of a
superclass/subclass relationship, the relationship is with the parent and child, not with any
grandparents or grandchildren.
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The observant reader notes that one class in this diagram has no parent. The class java.lang.Object is
the ultimate parent of each and every Java class. In other words, if you were to examine each and
every hierarchy for each and every package in Java (packages that are part of the Java runtime and
packages created by application developers), you would find class java.lang.Object at the top of the

hierarchy chain.

As a Java programmer, you will spend a great deal of time perusing class hierarchy trees. After all,

you don't want to code when you can inherit, right?

An Example: Implementing Bank Accounts

Tables 9.2 and 9.3 with Listing 9.1 on the following pages show a straightforward implementation of
checking and savings account behaviors that illustrate the use of inheritance in Java. The accounts

have the properties and behaviors shown in Tables 9.2 and 9.3.
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Table 9.2 Checking Account Properties and Behaviors

PROPERTY NAME

FORMAT

Name of Account

Character String

Holder

Current Balance Currency
Number of Withdrawals Integer

Number of Deposits Integer
BEHAVIOR DESCRIPTION

Open Checking Account

Create a Checking Account given the Name of Account
Holder and an initial balance. If the Name of Account is not
provided, open the account for "Pete Moss."

Make a Deposit

Add the amount to be deposited to the Current Balance,
generating anew value for Current Balance. Report on the
status of the transaction. If successful, report the value of
Current Balance and increment the number of deposits.

Make a Withdrawal

Subtract the amount to be withdrawn from the Current
Balance, generating a new value for Current Balance. Report
on the status of the transaction. If the transaction is successful,
report on the new value of Current Balance and increment the
number of withdrawals. Also, if the number of withdrawals
exceeds five, report on the number of withdrawals.

Report Account
Information

Display the above properties of a Checking Account.

Code for Checking and Savings Account Classes

The implementation of these methods is relatively straightforward. Listing 9.1 shows a not-too-
optimal implementation. Following the Listing and an explanation of the somewhat lackluster
version, you'll see a better implementation that takes advantage of inheritance and afew other Java

features.

A few points about the following code are worth a comment or two. Please refer to the numbers

placed conveniently to the right of the code when reading this dissertation.

Line 1 starts the constructor for the checking account class. Y ou create objects of the checking

account class by using the new operator, passing a name and an initial account balance.



Table 9.3 Savings Account Properties and Behaviors

PROPERTY NAME

FORMAT

Name of Account

Character String

Holder

Current Balance Currency
Number of Withdrawals Integer

Number of Deposits Integer
BEHAVIOR DESCRIPTION

Open Savings Account

Create a Savings Account given the Name of Account Holder
and an initial balance. If the Name of Account is not provided,
open the account for "Pete Moss."

Make a Deposit

Add the amount to be deposited to the Current Balance,
generating anew value for Current Balance. Report on the
status of the transaction. If successful, report the value of
Current Balance and increment the number of deposits. Also,
if the Current Balance exceeds 1,000 dollars, add 5 percent of
the amount exceeding 1,000 dollars to the Current Balance.

Make a Withdrawal

Subtract the amount to be withdrawn from the Current
Balance, generating a new value for Current Balance. Report
on the status of the transaction. If the transaction is successful,
report on the new value of Current Balance and increment the
number of withdrawals.

Report Account
Information

Display the above properties of a Savings Account.

/**

A far fromoptiml inplenentation of the bank account cl asses

with the described properties and behaviors

Here's the Checki ng Account cl ass:

**/

cl ass Checki ngAccount

{

String nanmeHol der; [/ Account owner

Doubl e bal ance ;

i nt numn t hdr awal s=0, nunDeposits=1;
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/1 Constructor for when we pass an account hol der
Checki ngAccount (String strAccHol der, int intDeposit) //1
{

[/ Just initialize property fields to passed val ues

nameHol der = strAccHol der
bal ance = intDeposit;
}
/'l Constructor for Pete Mss:
Checki ngAccount (int intDeposit) /12
{
/[/Use Pete M for Account Hol der and the passed val ue
[lfor initial deposit.
NanmeHol der = "Pete Mss" ;
bal ance = i nt Deposit;
}
/**
No surprise here . . . Subtract ampunt (passed arg) from
Exi sti ng account bal ance (bal ance)
**/
public void Checki ngWthdraw (doubl e anount) /13
{
String response;
i f (amobunt > bal ance)
{
response = "lnsufficient Funds. Balance =" +
bal ance + "From Checki ng Account" ;
}
el se
{
bal ance -= anpunt;
num t hdr awal s++;
response = "Wt hdrawal Successful. Balance = " +
bal ance + "From Checki ng Account" ;
}
System out.println( response ) ;
//Recall requirenment that if the nunber of withdrawals
// exceeds 5, to report on the nunber of withdrawals
I
if (numN thdrawals > 5)
System out. println("Nunber of Wthdrawals = " +
NumW t hdr awal s) ;
} _
/1 Put some $3$3% in
public void CheckingDeposit (double anobunt) /14
{

bal ance = bal ance + amount;
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nunmDeposi t s++;
System out.println ("Deposit Successful. Balance =" +
Bal ance + "for Checking Account");

}

11

//Display information on this Checking Account

I

public void Checki ngAccount | nfo() /15
{

System out . printl n("Checking Account |Information\n");
Systemout.println

(" Account Hol der . " + nameHol der);
Systemout.println("Dollars on Account: " + bal ance);
Systemout. println("Num Wthdrawal s: " +

numn t hdr awal s) ;
System out . printl n("Num Deposits . " + nunDeposits);
}
}

Listing 9.1 Implementing the checking account class.

Line 2 starts another constructor. This constructor causes the account holder's name to default to Pete
Moss. Notice that the constructor takes one argument, the initial account balance.

Line 3 isthe method header for the checking account withdrawal method. The code included in the
method implements the behavior of the withdrawal action as described in Table 9.2.

Lines 4 and 5 are the method headers for the checking account deposit and display information
methods, respectively.

Listing 9.2 below shows a possible Java implementation of a savings account class with the
properties and behaviors described in Table 9.3.

Any similarities between the code that implements the savings account to the code that implements
the checking account is not accidental. Y ou should see that most of the code is duplicated in both
classes. This sad state of affairs cries out for remedy. Fortunately, this code is Java, which means we
can leverage inheritance to cut out the duplication. The next section explains this task.

Taking Advantage of Inheritance.

Recall from the hierarchy trees of vehicles that the topmost classes in the tree contain behaviors
common to all vehicles. Some superclasses at the middle of the hierarchy had properties (like tires
and treads) common to a group of related subclasses.



/**

**/

Here's the Savings Account cl ass.

cl ass Savi ngsAccount

{

Stri ng naneHol der; [/ Account owner
doubl e bal ance ;

i nt numA t hdr awal s=0, nunDeposits=1

/1

Savi ngsAccount (String strAccHol der, int intDeposit)
naneHol der = strAccHol der;

bal ance = i nt Deposit;

}

/1

Savi ngsAccount (int intDeposit) {
nameHol der = "Pete Mss" ;
bal ance = intDeposit;

}

/1

public void Savi ngsWt hdraw( doubl e anmount) {
String response;
i f (anount > bal ance)

response = "lnsufficient Funds. Bal ance = " +

bal ance + "From Savi ngs Account™”
el se {
bal ance = bal ance - anpunt;
numA t hdr awal s++;

response = "Wt hdrawal Successful. Bal ance
bal ance + "From Savi ngs Account"
}
System out.println( response ) ;
}
11

public void Savi ngsDeposit(doubl e anpbunt) {
bal ance = bal ance + anount;
nunDeposi t s++;
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/! Recall the requirenment that if the bal ance exceeds 1,000

//this bank heaps 5% extra onto the bal ance.
i f (balance > 1000)
bal ance += (bal ance - 1000) * 0.05 ;

System out.println ("Deposit Successful. Bal ance
bal ance + "for Savi ngs Account");

}
11

public void Savi ngsAccount | nfo() {

System out. println("Savings Account |nformation\n")
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System out.println

(" Account Hol der . " + nameHol der);
Systemout.println("Dollars on Account: " + bal ance);
System out.println

("Num of Wthdrawals: " + nunmWthdrawal s);
System out.println

("Num of Deposits : " + nunmDeposits);

}

Listing 9.2 Implementing the savings account class.

A quick, but accurate, observation would be that superclasses contain properties and behaviors
common to a number of subclasses.

Thisisalso true with our checking and saving account classes. A cursory examination of the
properties and behaviors of these account classes, with the goal of finding common ground, yields
the the datain Table 9.4.

It looks like thereis alot of common ground here. We can leverage inheritance by taking the
following steps:

1. Create a superclass containing the properties and behaviors common to both subclasses.

2. Write the code for the subclasses to reflect the differences between the subclass and superclass
implementations.

Hence, without further ado, Listing 9.3 shows the code for the account classes. Now we have code
for anew class:. class Account, the superclass for classes CheckingAccount and SavingsA ccount,
with the code for the checking and savings account classes. This code also contains some Java
constructs not peculiar to demonstrating inheritance use, but demonstrating some good coding
practices. That said, some code is less than optimal; the sacrifice is made to illustrate some points
about inheritance in Java

Once again, refer to the numbered lines during the brief and informative dissertation on the code.
Line 1 isthe class statement for the Account class (the superclass). The Account class ends just

before line 5; the properties common to all subclasses of Account are declared here. By inheritance,
any subclass has immediate and unfettered access to these properties.

Notice the class qualifier—abstract. By declaring the class as abstract, Java will not enable the class
to be instantiated. Recall that we're interested in the checking and savings accounts; the reason for
using the Account class isto take advantage of Java's inheritance mechanism. We don't want objects
of class Account. We can lay down the law and Java will enforce it. For example, this code,

Account anAcct = new Account ("Lou", 250000)

will produce the following diagnostic from the Java compiler:

class Account is an abstract class. It can't be instantiated.
Account anAcct = new Account ("Lou", 250000)



Table 9.4 Properties and Behaviors Common to Checking and Savings Accounts

PROPERTY NAME

FORMAT

Name of Account

Character String

Holder

Current Balance Currency
Number of Withdrawals Integer

Number of Deposits Integer
BEHAVIOR DESCRIPTION

Open an Account

Create an Account given the Name of Account Holder and an
initial balance. If the Name of Account is not provided, open
the account for "Pete Moss."

Make a Deposit Add the amount to be deposited to the Current Balance,
generating anew value for Current Balance. Report on the
status of the transaction. If successful, report the value of
Current Balance and increment the number of deposits.

Make a Withdrawal Subtract the amount to be withdrawn from the Current
Balance, generating a new value for Current Balance. Report
on the status of the transaction. If the transaction is successful,
report on the new value of Current Balance and increment the
number of withdrawals.

Report Account Display the above properties of an Account.

Information

Abstract class Account /11
{
private String nameHol der; /12
private doubl e bal ance;
private i nt wi t hdr awal s=0, deposits=1;

Il

Account (String strAccHol der, int intDeposit) { /13

//Just initialize property fields to passed val ues
nanmeHol der = strAccHol der;
bal ance = intDeposit;

}

Account (int intDeposit ) {

nanmeHol der = "Pete Mss" ;
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/1
cl ass

bal ance = intDeposit ;

}

public String get NameHol der () {

return naneHol der

publ i c doubl e getBal ance() {
return bal ance ;
}

public int getWthdrawal s() {
return withdrawal s ;
}

public int getDeposits() {
return deposits
}

I

public void w thdrawdoubl e anount) {

String response;
i f (amount > bal ance)

response = "lnsufficient Funds.

el se {
bal ance = bal ance - amount;
wi t hdr awal s++;

response = "Wthdrawal Successful. " ;

}

System out. println( response ) ;
}
I
public void deposit(doubl e anmpunt)
bal ance = bal ance + anount;
deposit s++;
}
11
public String accountlnfo() {
return ("Account Hol der
"Dol I ars on Account
"Nurmber of Wthdrawal s
"Nunmber of Deposits

Checki ngAccount extends Account {

Checki ngAccount (String strAccHol der,

{
" 4+ naneHol der + "\n"
" + bal ance + "\n" +
" + withdrawals + "\ n"
" + deposits);

/15

/16

int intDeposit ) {

super ( strAccHol der, intDeposit ) ;

Checki ngAccount ( int intDeposit ) {
super( intDeposit ) ;
}
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17
public void withdraw (doubl e amount) {
String strMsg;
/18
super. w t hdraw( amount) ; /19
strMsg = "Balance = " + getBal ance() +
" for Checking Account";
/110

int withdrawals = get Wthdrawal s()
if (withdrawals > 5)
strMsg = strMsg + "\n # of Wthdrawals is " +
wi t hdr awal s;
Systemout.println( strMg );

}
public void deposit (double anpunt) {
String strMsg;
super . deposi t (anpbunt) ;
System out. println("Balance = " + getBal ance() +
" for Checking Account");

}
/1

public String accountlnfo() {
String strMsg;
strMsg = super.accountl|nfo();

strMsg = "Checki ng Account Information\n" +
e \n" +
strMsg;

return strMsg;

} /111

}
cl ass Savi ngsAccount extends Account
{

I

Savi ngsAccount
(String strAccHol der, int intDeposit ) {

super ( strAccHol der, intDeposit ) ;
}

Savi ngsAccount ( int intDeposit ) {
super ( intDeposit ) ;
}

11
public void savWthdraw (doubl e anmount)

{
String strMsg;

wi t hdr aw( amount ) ;
System out. println("Balance = " + getBal ance() +
" for Savings Account") ;



Page 180

}

public void savDeposit (double anpbunt) ({
String strMsg;
doubl e bal ance = get Bal ance() ;
i f (balance + amobunt > 1000)
deposit( amount + (anpunt - 1000) * 0.05) ;
el se /112

deposit( amount )

System out.println("Bal ance = " + getBal ance() +

" for Savings Account" );

}

public String savAccountlnfo() {
String strMsg;
strMsg = accountlInfo();
strMsg = "Savings Account Information\n" +
R i \n" +
strisg;
return strMsg;

}
}

Listing 9.3 Bank account classes using inheritance.
Y ou've got to love the plain English diagnostics from the Java compiler, don't you?

Line 2 starts the first constructor; the second constructor immediately follows the first. Now, as
you've seen, acall to the constructor will not create an object of class Account. However, you'll see
how the Java code uses these constructors in the CheckingAccount and SavingsAccount classes.

Line 3 starts a group of methods called get methods. Y ou recall reading about get and set methods in
Chapter 8," Encapsulating and Hiding Data and Methods." Java programmers may disagree on many
things, but they are nearly unanimous in agreement on declaring instance variables private, and using
get and set methods to access the variables. The motivation isto stop code that will alter the state of
an account by improperly accessing an instance variable. For example, if a class using the bank
account classes had the following code,

Checki ngAccount anAcct = new Checki ngAccount ("Lou", 250000) ;
anAcct . deposits +=12 ;

the state of object anAcct would be inconsistent. This referenceisillegal when depositsis declared
private. Line 9 shows how a subclass would reference a property by using the get method.

The methods between lines 4 and 5 implement behavior that is common to the checking and savings
account classes. Later in the code, you'll see references to these methods in the subclasses.
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Line 5isthe class statement for the first subclass, CheckingAccount. Notice the use of the extends
keyword. The extends keyword tells Java that the two classes named have a subclass/superclass
relationship. Line 12 also uses the extends keyword.

Line 6 starts the constructors for class CheckingAccount. Notice the reference to the constructorsin
the superclass by using the super keyword. You'll see asimilar reference for the other subclass after
line 11.

Line 7 starts the implementation of the withdraw method for the CheckingAccount subclass. Because
the name of the method found in the superclassis also withdraw, Java needs a mechanism for
referring to the like-named method in the superclass. Java uses the super keyword for this purpose,
asseenonline8.

Because the instance variables are declared private in class Account, all other classes need to invoke
the get methods to access the variable's values. Lines 9 and 10 illustrate the use of get methods for
the current balance and number of withdrawals properties. The deposit method in class

CheckingA ccount uses similar constructs to get the job done.

When a subclass uses a method identically named to one in its superclass, we say that the subclassis
overriding the superclass method. The two methods must return the same data type, an object of the
same class, or void.

The methods in class SavingsAccount are not named identically to those in its superclass. Therefore,
methods of SavingsAccount can reference superclass methods directly. Line 12 shows such a
reference to the method withdraw. The Java runtime searches for the method declared in the
containing class (SavingsAccount). Not finding the method, the Java runtime searches the superclass
for the method, findsit, and executes it. The Java runtime would continue searching up the hierarchy
tree looking for the method and executing the first oneit finds.

At first glance, you may think that that code not relying on inheritance is shorter and simpler. Well,
perhapsin thisinstance that is true. However, this code shows how inheritance in Javais a powerful
feature that enables for true code reuse. Imagine implementing a third type of bank account, say a
money market account, and using the behaviorsin the parent Account class. Like the vehicles that all
need to be started, stopped, and steered, bank accounts need to be opened, have money deposited,
and have money withdrawn. Inheritance will certainly lighten your load.

Effects of Casting to and from Super classes and Subclasses

Before you finish with this chapter, you need to know that you can cast to and from classes and
superclasses and some of the interesting effects of such casting. Asyou'll read, sometimes you might
see some results that seem counterintuitive.

The only allowable casting between objects of different classes is when these classes have a
superclass/subclass relationship. For example, because class Object isthe root class, or isa
superclass of every Javaclass, the following islegal:

Obj ect myGhj = (hject) myChecking ; /11
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Put differently, every object from any class in Java can be cast to an object of class Object.
Because class Account is the superclass of class CheckingAccount, this works, too:
Account myAcct = (Account) myChecking ; [l 2
However, this will not work
MyChecki ng = (Savi ngsAccount) nySavi ngs ; /1 3

because classes CheckingAccount and SavingsAccount do not have a superclass/subclass
relationship. Don't be misled because the checking and savings account classes share a superclass.

Because a child class 'belongs to its parent in the sense that the specific (subclass) is an instance of
the general (superclass), you do not need to code a cast when you assign a child to a parent. The Java
assignment operator works out of the box. Hence, these statements are legal,

Obj ect myCbj
Account nyAcct

my Checki ng ;
myChecki ng ; /1 4

and equivalent to the cast assignments labeled // 1 and // 2. However, you cannot assign the general
to the specific; acast is required. So, you can code the following,

myChecki ng = (Account) myAcct ; /15
but not the following:

myChecki ng = myAcct ; /1 6
Looking back at line // 5, you should know that although this line shows a valid coding construct, the
code still might result in aruntime error. For example, you might try to be sly and sneaky, and code

the following:

Account nmyAcct
my Savi ngs

my Checki ng ; 117
(Savi ngsAccount) myAcct

Y our reasoning might be that this construct lets you cast a checking account into a savings account,
or, to get line // 3 above to compile and execute. After all, everyone tries to outfox the compiler now
and then. Well, the previous two lines compile. However, upon execution, the Java runtime issues a
ClassCastException, which is pretty much what it sounds like.

Recall that assignment of objects in Java does not create copies of the objects. Java object names are
areference to the object, not the object itself. The assignment of the checking



Page 183

account object to one of class Account does not create a new object, just areference to an existing
one. Hence, the following code

Account nyAcct = (Account) myChecking ;
Systemout.println( "Acct Info =" + nmyAcct.accountlnfo() );

will list out the account information for myChecking, not myAcct.

In addition, because object assignment operates on object references, you can assign and cast objects
of related classes back and forth. Looking previously at line 1, you might think that when Java cast
the object of subclass CheckingAccount to an object of the (most) general of Java classes, the Java
environment 'lost’ the subclass information. Y ou might think thisto be true, especially if you forgot
that Java operates on references, not objects. Even after the assignment on line 1, the original object
still exists. Ergo, the statements

Cbj ect nmyoj = nmyChecking ;
my Checki ng = (Checki ngAccount) myQbj ; /1 8
System out . println( nyChecking. accountlnfo() )

will list the information for the checking account. Of course, you realize that the cast coded on line //
8isrequired.

To wrap this assignment/casting to and from subclasses and superclasses, know that you can assign a
subclass instance to a superclass instance with or without a cast, you can assign a superclass instance
to a subclass instance with a cast, and you cannot assign instances of unrelated classes at all, with or
without a cast.

In Summary

This chapter explored the vitally important property of inheritance. Y ou've seen how inheritance
allows you to model common characteristics of several classes into a superclass. The code
implementing the common characteristics can be used by child classes.

Of course code reuse saves time because you don't have to reinvent wheels, but improved system
quality is another of its benefits. The reused code, presumably bugfree, should not introduce
problems when incorporated into systems.

Inheritance is afeature not available to the COBOL or PL/I programmer in the mainframe shop.
Y ou, the mainframe programmer, may have to think along different lines when you write Java
because inheritance is part and parcel of Java programs.
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CHAPTER 10
| nter faces

Chapter 9, "Inheritance," discussed the important object property of inheritance. Y ou've read that
Java supports a single inheritance scheme. Y ou've also read a vague reference or two about a Java
scheme that provides some benefits of multiple inheritance, namely interfaces. Now isthe timeto
explore Javainterfaces in detail.

You'll read abrief description of interfaces, followed by an explanation for how Java interfaces
overcome some of the limitations of the single inheritance model. This short chapter coversthe
relationship between interfaces, abstract classes, and concrete classes. You'll learn how to create and
implement interfaces, and see some coding examples of interfacesin use.

What Arelnterfaces?

A Javainterface is a collection of abstract behaviors; an object declares that it implements this. Put
differently, an interface is a promise that the behaviors, or abstract methods, contained in the
interface will be implemented by declaring objects.

The concept of aJavainterface is similar to that of an API. After all, thel in APl means interface,
right? An APl isaset of behaviors that are used by objects. When you use the Java Database
Connectivity (JDBC) API to issue an SQL statement, you count on the JDBC API to do itsjob. You
are ignorant of how the call isimplemented. All you care about is the promise of expected behavior.

Of course, merely declaring that an object uses this or that behavior is not enough. The behaviors
require an implementation. In the case of using a core, optional, or
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vendor AP, the implementation is already coded and made available for your use. In the case of a
Javainterface, someone has to code the implementation. After all, it isnot magic.

The relevant lingo is that a classimplements interfaces; thisis not to be confused with a subclass that
extends a superclass. A class can extend a superclass and implement one or more interfaces. The
declaration looks like this:

cl ass MySubCl ass extends MySuperCl ass inplenents
Myl nterfacel, Myl nterface2 {

The implements keyword may be used apart from the extends keyword, and vice-versa.

Mainframe programmers, too, use APIsto issue SQL or create data entry screens. Mainframe APIs
are like function libraries; the program issues a call to an APl function and gets aresult. Interfacesin
Javaaren't used as function libraries. Interfaces specify what must be done, not how to do it.

Why Are Interfaces Useful?

At times, Interfaces are incorrectly touted as enabling the Java programmer to take advantage of
multiple inheritance. A more accurate lant is that interfaces provide the Java programmer with a
mechanism to overcome some of the deficiencies of single inheritance.

One such deficiency was illustrated in Chapter 9 with the two hierarchy trees for vehicles. Using a
single inheritance model, you have no easy method of implementing both trees and leveraging
inheritance. Y ou would choose one tree, implementing the methods in the other without the benefits
of inheritance.

A set of interfaces defines another hierarchy separate and distinct from the inheritance hierarchy.
However, interfaces are far more; interfaces enable the Java programmer to imbue objects with
behaviors from several classes. When you state that your class implements an interface, you are
saying that objects from your class can be used anywhere the interface is used. For example, the
following declaration

public class Jets extends AirVehicles inplenments Passenger Vehi cl es,
CargoVehicles, MlitaryVehicles {

establishes two separate hierarchies: the Passenger/Cargo/Military vehicle hierarchy and the
Land/SealAir/Space hierarchy. This declaration states that you can use objects from class Jets
anywhere you would use a PassengerVehicle, a CargoVehicle, or aMilitaryVehicle.

Remember that with the inheritance hierarchy, the subclasses have immediate access to
implementations provided in the superclass. The interface hierarchy is a different animal. Every class
that implements an interface must provide, or have access to, an implementation of the behaviors
stated in the interface. The access would be through a superclass. Put differently, if a superclass
implements one or more interfaces, al subclasses therefore have access to the implementations.
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Referring to the previous declaration, and to Table 9.1, class Jets would need to implement the
methods CollectFares, DeliverPayload, ConfirmDestination, and so on. Now, if the following
declaration existed,

public class Jets extends AirVehicles inplenments Passenger Vehi cl es,
CargoVehicles, MlitaryVehicles {

then class Jets would have access to the implementations of the three interfaces in class AirVehicles.

Another reason interfaces are useful is that interfaces provide a mechanism to separate
implementations from classes that use the implementations. By separating the two, you can change
implementations without impacting the classes that use them. As the old saying goes, the changeis
transparent to the user.

What About Abstract Super classes?.

Comparing interfaces to an abstract superclass is a useful comparison. Recall that an abstract class
contains abstract methods, or method signatures, return types, and an optional throws clause, but
with no implementation. Interfaces are similar inasmuch as an interface also contains a list of
abstract methods. However, conceptual differences between the two exist.

An abstract superclass carries this overtone of "incompleteness;” the superclass requires one or more
subclasses to complete it. Interfaces are not incomplete in this sense. An interface is a statement that
alist of behaviors must be implemented according to a set of specifications (signatures).

The code present in the superclass places some restrictions on how the subclasses compl ete the
implementation. Put differently, the superclass could provide a base implementation, the subclass
could provide the details. The base implementation could limit subsequent subclass implementations.

For example, let's assume that our bank account hierarchy enabled for an account identifier property.
Behaviors dealing with this property could be the following:

= Assign an account identifier.
= Retrieve account information by identifier.
= Add, Change, or Delete account by identifier.

The implementation of these behaviors could depend on the account identifier or parts of the account
identifier, being a certain primitive type, like int, or object of a certain user created class. If so,
method implementations in the checking and savings account subclasses must adhere to whatever
constraints are placed by the selection of the underlying data type used in the superclass.

So, where is the problem? One problem could arise if there is a desire to implement this property as
different data types depending on various circumstances. Perhaps one implementation of this
property is best suited for in memory access, another could be best suited for disk access. The single
inheritance model does not easily permit this sort of flexibility.
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Creating Interfaces

The syntax for creating an interface is straightforward. Following is an example:
public interface PassengerVehicles {
public double collectFares( )

publi ¢ bool ean confirmDestination ( Destination where )
/'l NMore nethod signatures here, perhaps

}

Y ou code the previous interface declaration in afile named PassengerVehicle.java as you would
with any java source. The compiler creates a class file, which is PassengerVehicle.class. Y ou may
pass instances of PassengerV ehicles, which are arguments to methods. So far, declaring and using
the interface strongly resembles declaring and using a class, right? However, differences exist, which
are shown in the following:

= |nterfaces are public; all the contained methods are public.

= |nterfaces cannot contain "class' variables—only variables declared final .

= |nterfaces contain no body, only method signatures.

Let's see some sample code that ties interfaces and classes together.

Example: Implementing the Vehicle Types

Here, you'll see some code that implements the inheritance and interface hierarchies for out vehicle
classes. For your convenience, Table 10.1 is a section of Table 9.1 showing parts of the vehicle
hierarchies.

Table 10.1 Table 9.1 Revisited

VEHICLE HIERARCHY 1 VEHICLE HIERARCHY 2
* Vehicle * Vehicle
» Land Vehicle * Passenger Vehicles
* Trucks * Trucks
» Water Vehicles * Jets
* Boats, Y achts « Cargo Vehicles
* Air Vehicles * Trucks
* Jets * Military Vehicles
* Space Vehicles e Tanks

* Rockets e Jets
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« Some Vehicle Behaviors « Some Vehicle Behaviors
* Start, Stop, Steer  Stop, Start, Steer
» Some Land Vehicle Behaviors » Some Passenger Vehicle Behaviors
* Repair Tireor Tread * Collect Fares, Confirm Destination
» Some Air Vehicle Behaviors » Some Cargo Vehicle Behaviors
* Take Off « Deliver Payload, Confirm Shipment
e Land « Some Military Vehicle Behaviors

» Confirm Orders, Deliver Payload

The following code shows the inheritance hierarchy:

/1 The top level class
public class Vehicle {

String vehicl eNane ;

/] Constructor

Vehicle( String aName ) {
vehi cl eNane = aNane ;

public void start( ) {
System out.println( vehicleNane + " Has Started") ;

}

public void steer( ) {
System out. println( vehicl eNanme +

is steered") ;

}
public void stop( ) {

System out. println( this.vehicleName +

Has St opped") ;

}

public class LandVehicl es extends Vehi cl e{
/1 Constructor
LandVehicles (String aName ) {
/I Note reference to superclass constructor
super( "Land Vehicle " + aNane ) ;

public void repairTireorTread( ) {
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Systemout.println( "Repairing Tires or Tread on " +
t hi s. vehicl eNane )

}

public class AirVehicles extends Vehicle{

AirVehicles (String aName ) {
super( "Air Vehicle " + aNane )

}
public void takeCOff( AirVehicles aVeh) {

System out. println( aVeh.vehicleName + " Taking off!!!l")
}

public void land( ) {
Systemout.printin( "The " + this.vehicleNanme +
has | anded") ;

}

Notice that the methods have implementations (or so to speak). The implementation of the takeOff()
method takes an argument of class AirVehicles to reference the property; the land() method uses this,
the implementations of start() and steer() (and others) reference the instance variable directly. The
last reference is preferable to the first two.

i nterface Passenger Vehicl es {
public double collectFares( );
publ i c bool ean confirnbDestination ( Destination where ) ;

}

i nterface CargoVehicles {

public bool ean confirnShi pnment ( Shi pnment what Shi pped)
public void deliverPayl oad( )

}

interface MlitaryVehicles {
public bool ean confirmorders( Orders theOrders )
public void deliverPayl oad( );

}

These interfaces do not have the public visibility modifier coded. Y ou can assume that this code
appears within a class file with the public modifier. Do not expect to see any method bodies here as

you did with the previous superclasses. Remember that the methods declared in the interfaces are
implemented in the classes that use the interfaces.
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Code for the Jet and Truck classes are listed in the following:

cl ass Jets extends AirVehicles
i npl ement s Passenger Vehi cl es, CargoVehicles, MIlitaryVehicles
{

/1 Constructor
Jets (String aName ) {

super ("The Jet " + aNanme ) ;
}

public double collectFares( ) {
Systemout.println("Jet Fares Collected For " +
this.vehicleNanme ) ;
return 1010. 11 ;
}
publ i c bool ean confirnDestination( Destination jetDest ) {
System out. println("Jet Destination Confirnmed For "
+ this.vehicleNane ) ;
return( false ) ;
}
public void confirnShipment( ) {
System out. println("Jet Shipment Confirnmed For
+ this.vehicleNanme ) ;

}
public void confirnmOrders( ) {

System out.println("Jet Orders Confirmed For
+ this.vehicleName ) ;
}
public void deliverPayload( ) {
System out . println("Payl oad Del i veredFor
+ this.vehicleName ) ;

}
/1 Ot her nethods, perhaps

}

cl ass Trucks extends LandVehicl es
i mpl emrent s Passenger Vehi cl es, CargoVehicles, MIlitaryVehicles
{

//refer to the superclass constructor
Trucks (String aName ) {
super (" The Truck " + aName ) ;

public double collectFares( ) {
System out. println("Truck Fares Coll ected For
+ this.vehicleNanme ) ;
return 2323.11 ;

publ i c bool ean confirnmDestination( Destination truckDest ) {
System out. println("Truck Destination Confirnmed For "
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+ this.vehicleName ) ;
return ( true ) ;
}
public void confirnShipnment( ) {
System out. println("Truck Shipment Confirnmed For
+ this.vehicleNane ) ;

}
public void confirnmOrders( ) {

System out. println("Truck Oders Confirnmed For
+ this.vehicleNanme ) ;

}
public void deliverPayload( ) {

System out. println("Truck Payl oad Delivered For
+ this.vehicleName ) ;

}
/1 Ot her nethods, perhaps

}

Notice that both classes must provide implementations for all methods declared in the interfaces. Of
course, you are free to declare and code other methods not defined in the interface. Here, you must
use the Java reserved word this to refer to the object in question when you need access to instance

variables.

Next, the following code refers to objects of class Jet and Truck:

public class Vehicl eExanpl e {

public static void main(String[] nanmes) {

Jets myJet = new Jets( nanmes[O0] )
Trucks my Tr uck = new Trucks( nanes[ 1] )
doubl e jetFare = nyJet.col |l ectFares() ; /11
doubl e truckFare = nyTruck.collectFares() ; [//2
whi chPVehi cl e( nmyJdet ) ; /13
whi chPVehi cl e( nyTruck ) ; /14

}
static void whi chPVehi cl e( Passenger Vehicles ph ) {

Systemout.println("in which Vehicle Routine");
System out. println( ph.collectFares() ) ;

}

The main() method accepts the array of string argument, which the method uses to name the objects.
Notice that both Jets and Trucks objects have their own implementation of the collectFares() method;
line 1 invokes the method for class Jets, line 2 invokes the method for class Trucks.
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Lines 3 and 4 show the strength of interfaces. Notice that the method whichPVehicle() accepts an
argument of PassengerVehicle. However, line 3 passes an argument of class Jets. Javawill allow this
construct; when a class implements an interface, the class can be used anywhere the interface can be
used. That iswhy line 4, which passes an argument of class Trucks, is also permitted.

In Summary

The importance of interfacesis to separate behaviors from classes that use the behaviors. The
previous code shows how you can abstract these behaviors by referencing a class behavior through
an interface. If you were to change the implementations of methods declared in interfaces, you need
not change code that accesses these methods.

In the next chapter, you'll see how to use interfaces with GUI elements to handle events.
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CHAPTER 11
Java Event-Handling Basics

In days of old, green screens were the interface between the customer and the computer, and
dominated the data processing landscape. (Now, mainframe terminal emulators that run on PCs have
replaced the classic green screens.) Programs had a sequential flow. Batch systems running
unattended produced mountains of output. For those systems that required user inputs, the input
requirements—the what, where, and when—were well defined. User inputs mostly filled out green
screens and triggered transactions.

Much of the mainframe world is still like this, but with one major exception: The green screen has
yielded to the personal computer as the interface between the customer and the computer. The
customer entering data in a green screen uses a character-based interface; her friend down the hall
entering datain a PC uses a graphical user interface (GUI).

Green screen inputs typically enable a customer to fill in dataentry fields and press the Enter or a
function key to accept the inputs and proceed to the next step of the application. In contrast, GUI
inputs enable a customer to enter data, click buttons, invoke actions from menus, display additional
windows, and so forth. As you might imagine, programming an application to accept user inputs
from a green screen is vastly different than from that of a GUI.

This short chapter discusses the basics of writing Java programs to process events. After a brief
discourse on events, you'll read about high-level event processing frameworks called event models
and of course, the Java event model. To have a handle on Java event handling, you'll need a bit of
background on GUI containers and interface components, which you'll also get in this chapter. You'll
see some Java code that captures GUI events. This chapter closes with a summary of Java event
handling.
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Event Processing

At ahigh level, you can define an event as something that happens during the execution of a program
that demands attention. For example, when your program reaches the end of afile, your program
should take some action, such as closing the file. Many programs that execute in a mainframe
environment handle a series of predictable events, especially programs that execute in batch. The
handling of eventsis part and parcel of the programmer’'s job.

Notice that this description does not deal specifically with applications that accept user inputs.
Chapter 12, "Exception Handling and Thread Basics,” discusses the Java mechanism for handling
certain events called exceptions. In this chapter, you'll read about how Java handles events that are
created as aresult of user inputs.

Green screen applications process user inputs in a synchronous manner; that is, the inputs come to
the program as a set of well-ordered streams. The program "expects' the user inputs at certain times
during its execution. Most of the time, the program will sit still and wait for users to complete their
inputs, fill out data entry screens, and press ENTER or a function key to allow the program to continue
execution.

The process that green screen mainframe programs use to gather user inputsisrelatively
straightforward: The program executes until it displays a green screen where the program patiently
waits for the user to complete the screen entries and hit a continue or process key. This processis
repeated until the program has all the required user inputs, after which the program executes,
oblivious to the user.

In contrast, a GUI application process user inputs in an asynchronous manner. The inputs come to
the program in unpredictable ways:. some from clicking a button, some from entering text in atext
area, and some from selecting amenu item. A GUI program has no reasonable way of knowing
ahead of timewhat sort of GUI elements a user will use to provide inputs at any given time.

The unpredictability of inputs received by a GUI application demands a different process than that
used for green screen applications. A GUI application has to deal with whatever isthrown its way;
the application has to respond to events as they occur. The five-dollar term used to describe
programming to respond to events is (not surprisingly) event driven programming.

One often-used scheme to implement event driven programming is to code arather large case
construct inside a conditional loop. The loop executes while user input is processed. The case
construct that takes action depending on the sort of event generated isinside the loop. When no more
events need to be processed, the program processes what it must in the absence of user events,
otherwise it terminates. Figure 11.1 illustrates this concept.

The left column shows some of the myriad input sources available to accept inputs or those available
to generate input events. Now, the program has no way of knowing which input devices will be used
or what order the user will use these devices. Ergo, the computing environment, establishes an event
gueue to house generated events. The programming language has an application program interface
(API) function library that can fetch these events and related information (like the source of the
event) from the event queue. The conditional loop contains a case construct that invokes some user
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INFUT EVEMNT EVEMT
S0OURCE QUUELE LOOR

getNextEventi)
/While Event
| B Mouse on Quele
Clicked
Feriphzral MouseClicked:

online doiauseClick
Key KeyPressed:
Fressad dokeyPressad
Diskett= DiskInserted:
Inserted doDisklinsertad

FeripheralZnline:
doPeripheral Online
getNextEvent()
End While Loop

Figure 11.1 Event driven programming loop.

written routine based on the source of the event. The loop terminates when no more events need to
be processed.

With the input source determined inside the case construct, each routine invoked in the case
construct determines the nature of the event. For example, the doKeyPressed user written routine
issues additional API callsto determine which keyboard character, or combination of characters, was
pressed; the doMouseClick routine issues calls to determine what mouse button was clicked, where
on the screen the mouse was clicked, and so on. If determination of the nature of the event requires
additional information, the program issues additional API callsto obtain thisinformation. If the
event was generated by a mouse click, the program may need to determine just what was clicked
(button, scroll bar, and so on) or where the click occurred. It'sal very procedural, isn't it?

Java Graphical Interface Components

Before you read specifics about Java event handling, afew words about Java graphical interface
components are in order. Thistopic islarge enough for severa chapters; the
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Javainterface component libraries contain hundreds of classes. The primary goal of this section isto
acquaint you with some Java GUI fundamentals that are necessary to grasp Java's event handling
mechanism; the secondary goal is to provide you with enough of a foundation to make further
reading on Java GUI components intelligible.

Why not take several chaptersto explain Java GUI components, you might ask? Well, in all
likelihood, you, the mainframe programmer, will not be developing complex user interfacesin Java
for the client. More likely, you'll be writing Java to use an existing user interface, such as aWeb
browser. Your timeisvauable, right?

The basis of Java GUI componentsis the Abstract Windowing Toolkit (AWT). The AWT does more
than provide classes for GUI components. However, in this section, we'll limit the discussion of
AWT to AWT graphical components.

The idea behind the AWT isto provide a set of services that would enable a Java program to use the
GUI and other services on the platform. In other words, an AWT button component created by a Java
program running on a Wintel box is actually a Windows button, on a Macintosh it isa Mac button,
and so on. The AWT relies heavily on the platform to render GUI components.

This reliance on operating system services to render GUI componentsis a bit troubling. Many people
thought that the rendering of Java GUI components should be done with Java. In response to thisline
of thought, Sun created the Swving component set. Swing, a core library since JDK 1.2, is meant to
replace the GUI componentsin the AWT.

Although you can mix GUI components from the AWT and Swing in one application, you are
advised to follow this simple guideline: When using JDK 1.1 and prior, use AWT; when using JDK
1.2 and later, use Swing.

Using GUI components from either AWT or Swing is conceptually similar; you instantiate a Java
class from the appropriate library (AWT or Swing) to create an object representing the desired
graphical component. Hence, for AWT, this code creates a button:

i mport java.awt.* ;
//One of two constructors for the AWI Button cl ass
Button myButton = new Button("Button Text")

And this code creates a Swing button:

i mport javax.swi ng.* ;
// One of four constructors for the Swing JButton cl ass
JButton nmySwi ngButton = new JButton("Button Text")

The Swing GUI component corresponding to its AWT counterpart is named J followed by the AWT
component name.

Both AWT and Swing rely on the concept of containers. A container is an abstraction that holds GUI
components, among other containers. Y ou create an interface by adding GUI components to
containers. Here's a code snippet that illustrates the concept:
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[/ For AWI Frame Container and Button Conponent
i mport java.awt.* ;

Fr ame nmyFrame = new Frame("My Frame")
Butt on myButton = new Button("A Button")
myFrane. add( nyButton )

Theideaisthat the object myFrame serves as a place to put GUI components. For Swing containers
and components, the mechanics are a bit different, but the ideais the same.

/1 For Swi ng JFrame Container and JButton Conmponent
i mport javax.swi ng.* ;

/1 JFrame |s a subclass of Frane, by the way

JFranme myJFrame = new JFrame("My Swi ng Franme")

JButt on myJButton = new JButton("A Swi ng Button")

// Panes are a Swing construct that allows for |ayering, transparency
MyJFr ame. get Cont ent Pane() . add( nyJButton )

Y ou get the idea? Create a container and add GUI elements. Each GUI component (AWT or Swing)
isan object from a class that contains properties and methods that are peculiar to the GUI
component. Thisisall you need to know about creating GUI elementsin Javain order to leap into
event processing.

Java Events

As you might imagine, objects represent events in Java. Likewise, an event object has (drumroll,
please) alist of properties and a set of behaviors. The Java runtime defines event classes that
describe events that are generated by various input devices and various graphical components.

The parent class of all eventsin Javais java.util.EventObject. For events generated by AWT GUI
components, the parent classis java.awt. AWTEvent. Some Swing components generate events that
are represented by subclasses of EventObject.

When you click in awindow created by a Java application, the Java runtime generates a window
event, or an object from class java.awt.event. WindowEvent . When you press one or more keys, the
runtime generates a keyboard event, or an object from class java.awt.event. KeyEvent. Sometimes
such events are called low-level events.

The Java runtime defines certain event classes to capture semantic, or high-level events. For
example, when you select awindow, alist item, or some other selectable interface component, the
Java runtime generates an item event in addition to the event corresponding to the particular
component type selected. If needed, your Java program can respond to the high-level, meaningful
event of selecting an item as opposed to dealing with the device that performed the actual selecting
(the mouse).
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Table 11.1 Some GUI Components with Generated Events

CLASSES HOW THIS
REPRESENTING EVENT IS
GUI EVENTS GENERATED GENERATED
COMPONENT  BY THISCOMPONENT
Button ActionEvent Clicking on a button
Check Box ItemEvent Selecting/deselecting an item
Combo Box ItemEvent Selecting/deselecting an item
List ActionEvent ItemEvent Double-clicking alist item
Selecting/desel ecting an item
Menu Item ActionEvent Selecting a menu item
Radio Button ItemEvent Selecting/desel ecting an item
Scroll Bar AdjustmentEvent Moving a scroll bar
Text Entry Box TextEvent ActionEvent Changing text Finishing editing text
Window WindowEvent Opening/closing/minimizing/restoring
awindow

Table 11.1 shows some of the Java events generated by Java graphical interface components. In
other words, the table shows the classes of objects corresponding to events generated by these
components.

By the way, container objects generate events from class Container Event.

The Java Event Processing M odel

The lingo used to describe how events are passed to your code that handles the eventsis called an
event model . Although the model of an event loop processing events based on the event sourceis
conceptually straightforward, the model isimplemented in mostly procedural programming
languages. No hint of leveraging object technology appears here. After al, you would expect Javato
process events by using an object metaphor of some sort, which Java does, of course.

The event model used by Javais called the delegation-based model. This model enables a Java
programmer to connect graphical components that generate events to the objects that handle those
events. Here's the recipe of implementing the del egation-based model in Java:
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1. Create an object to represent the graphical component that generates the events, which we'll
call the event source. Add the component to a container if required.

2. Create a class to handle the generated events from the event source. The event handling class
implements an interface called alistener in thejava.awt.event package, which is peculiar to the
graphical component.

3. Code implementations of the listener interface that implement the appropriate action in
response to the generated event. Because the listener is an interface, you must provide
implementations for al behaviors stated in the interface.

4. Delegate the code that handles the events to the component that generates them as follows:
a. Instantiate an object of the class created in Step 2 to the component object created in Step 1.

b. Invoke the component's add listener method. In Javaspeak, the invoking of the add listener
method is called registering the listener. The add listener method, which is peculiar to each
graphical component, takes the object created in Step 2 as an argument.

The event model does not dictate the exact nature of the source object. Y ou are free to register the
listener to whatever object makes sense. Usually, you'll register the listener for a component to the
container holding the component. If the component is a container, you'll register the listener with the
container object.

To capture events from awindow, you code a class that implements the listener interface for
windows, which isthe WindowListener interface. Register the listener by invoking the window's

addWindowListener method, passing an instance of the class that implements the WindowListener
interface.

To capture events from a button, you code a class that implements the listener interface for buttons,
which isthe ActionListener interface. After you add the button object to a suitable container with the
add method, you register the listener by invoking the button's addActionListener method, passing an
instance of the class that implements the ActionListener interface.

Let's see some code that will bring these words to life.

THE OLD JAVA EVENT MODEL

Java 1.0 uses an event model based on an Event super class and a Component
superclass. You, the Java 1.0 programmer, would access instance variables of
class Event that describe the event. Your application would code methods that
override methods of class Component that handle specific eventslike

mouseM ove() and keyDown(). This chapter will not discussthe Java 1.0 event
model, but you should be awar e of itsexistencein case you run into any old
Java code.
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Example: Capturing Window Events

The following code creates awindow and reports on various window events. This example uses
Swing components. The code that uses AWT components isincluded as comments.

i mport javax.swi ng.* ;
i nport java.awt.event.* ;
i mport java.awt.* ;

public class W ndowDenp {

public static void main(String[] args) {

//Create a container object - In this case, a w ndow
/1 This is the event source
JFranme myJFrame = new JFranme("My W ndow') ; /11

// These next two statenments are needed to see the w ndow

myJFrane. set Si ze( 600, 600 ) ;

myJFrane. setVisible( true ) ;

/] Create an Instance of the code that actually responds to the
/[l events - the event handler

myW ndowEvent Handl er Code mW\EHC =
new myW ndowEvent Handl er Code() ; /] 4a

/I Regi ster the event handler with the object that receives the
/levents

nmyJFrane. addW ndowLi st ener ( mMAEHC ) ; /1 4b
/1
/** This is the version using AWI conponents

Frame myFrame = new Frame("My Franme") ; /11

myFrame. set Si ze(600, 600 ) ;
myFrame. setVisible( true ) ;

myW ndowEvent Handl er Code mVEHC = /1 4a
new nmyW ndowEvent Handl er Code() ;

nmy Fr ame. addW ndowLi st ener ( mAEHC ) ; /14b
**/
11
cl ass myW ndowEvent Handl er Code i npl enents W ndowLi st ener { 112

public void w ndowCl osi ng( W ndowEvent we) {
System out. println("Bye!" ) ;
System exit(0) ;
}
public void wi ndowActi vat ed( W ndowEvent we) { /13
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System out. println("Wndow Acti vated")

}

public void wi ndowDeacti vat ed( W ndowEvent we) { /13
System out . printl n("W ndow Deacti vat ed")

}

public void wi ndow conified(W ndowEvent we) { /13
System out. println("Wndow M nim zed/|conified")

}

public void wi ndowDei coni fi ed( W ndowkEvent we) { /13
System out. printl n("Wndow Maxi nm zed/ Deconi fi ed")

}

public void wi ndowOpened( W ndowEvent we) { } /13

}

The bolded numbers to the right of the statements correspond to the numbers shown in the previous
recipe. The lines numbered 1 create a JFrame object (Swing) and a Frame object (AWT). These
objects will generate the events to which the code will respond.

Line 2 isthe class that contains the implementations of the response to the events capable of being
generated by the objects created in lines 1. Notice that this class implements the appropriate listener
interface for the event generating objects. Objects of the class created in line 2 are the event handlers.
If this program created multiple JFrames and these separate JFrames required different responses to
WindowEvents, you would code different class statements and provide different implementations of
the WindowListener interface.

Lines 3 are the behaviors that require implementation. The only thing going on hereisthat in
response to the event, Java writes some text to System.out. When the window is closing, Javaissues
acall to the System.exit() method, which stops the program.

The lines numbered 4a create an object that will respond to the generated events. Lines 4b invoke the
add listener method for the JFrame (or Frame) component using the event handler object as an
argument.

Figure 11.2 shows a sample execution of the program.

Of course, when you run this program, your results will differ depending on what and where you
click.

One user action on a component could trigger multiple events. When you minimize, or iconify, a
window, the JFrame object generates two window events. a Windowl conified event and a
WindowDeselected event. This makes sense because when the window is minimized, it isaso
deselected.

Y ou may be wondering just how the Java runtime knows when to fire the methods that implement
the listener interface. Looking at the WindowDemo program, you can see that method invocations of
say, windowActivated() or windowlconified() do not exist anywhere in the code. Thisis the crux of
the event delegation model: The runtime delegates events to code as the events occur. The runtime
knows what events go to what code by a callback mechanism. In other words, the event causes the
runtime to call back to the code that is hooked into the listener.
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Figure 11.2 Running the WindowDemo program.

Example: Capturing Button Events.
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Let'slook at another example. The following code shows a button added to the JFrame (or Frame)
and an event listener that is hooked in to report when the button is clicked. Only the code showing
the button creation, listener implementation, and listener registration is presented. The numbersin

parenthesis refer to the recipe previously shown.

Create the button and add to a container (1).

/1 Swi ng

JButton
myJFr ame. get Cont ent Pane()

[ 1 AWT
But t on

myBut t on = new Button("My Button")

myJBut t on = new JButton("My Button")
.add( nyJButton ) ;
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myFrame. add( nmyButton )

Create a class to handle events generated by the component (2). If you look at Table 11.1, you'll note
that buttons generate ActionEvents. Ergo, the event handling code, implements the ActionListener
interface, as shown here:

/1 Swing and AWr
cl ass nyButtonEvent Handl er Code i npl enments Acti onLi stener{

Code implementations of all behaviors required by the listener interface (3). The ActionListener
interface contains only one behavior: actionPerformed.

/1 Swing and AWI

public void actionPerformed( ActionEvent ae) {
System out. println("Muse Clicked on this button" ) ;

}

Delegate the event handler to the component that generates the event by instantiating an event
handler object (49)

/1 Swi ng and AWI
myBut t onEvent Handl er Code mBEHC = new nyButt onEvent Handl er Code()

and invoke the component's add listener method (4b).

/1 Swi ng

myJBut t on. addAct i onLi st ener ( nmBEHC )
/1 AWT

myBut t on. addAct i onLi st ener ( nmBEHC )

Y ou can skin Java events in more than one way. The next two sections show alternate coding
techniques for handling events.

Variationson a Theme 1:
Using Adapter Classes

A point worth mentioning is that you, the Java programmer, must provide implementations for all
the behaviors stated in the interface. If you forgot thisimportant fact, reread Chapter 10 "Interfaces.”
If you don't have the need to provide an implementation for an interface behavior, you can "dummy”
it out. For an example, look at the windowOpened() method coded in the WindowL.istener interface
implementation—it has no code. If you were interested in acting on only one of the window events
generated, you would have to provide dummy implementations of the remaining six behaviors.
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Java has several adapter classes that help mitigate this odd situation. An adapter classis a class of
dummy methods that implement an interface. Y ou extend the adapter class and override the dummy
methods with your own. Using an adapter class, line 2 becomes:

cl ass nmyW ndowEvent Handl er Code extends W ndowAdapter {

Notice that the class definition does not implement an interface. Because the Window Adapter class
implements the WindowL istener interface, the user created class extends a class. Of course, if the
event handler class needs to extend a different class, you are stuck implementing the interface
because as you know, a Java class can have only one superclass.

Assuming that we are interested in closing the window only, the event handler class that extends the
adapter class would look like this:

cl ass nyW ndowEvent Handl er Code extends W ndowAdapt er {
public void w ndowCl osi ng( W ndowEvent we) {
System out. println("Bye!" )
System exit(0) ;
}

Short and sweet.

Variationson a Theme 2;
Using Top-L evel Classes

The previous code samples show the use of a separate class that implements the listener interface or
extends the adapter class. Y ou can use just about any class to do this. Check out the following
example.

i mport javax.sw ng.* ;

i mport java.awt.event.* ;

i mport java.awt.* ;

public class W ndowDenon2 inpl enents W ndowLi st ener {
public static void main(String[] a) {

JFrane myJFrame = new JFranme("My W ndow')

myJFrane. set Si ze( 400, 200 )
myJFrane. set Visible( true )

nyJFrame. addW ndowLi st ener ( new W ndowbDemo2 () ) ; /11
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public void w ndowCl osi ng( W ndowEvent we) {
Systemout.println("Bye!" ) ;
System exit(0) ;

}

public void w ndowActivat ed( W ndowkEvent we) {
Systemout. println("Wndow Activated") ;
}

public void wi ndowDeacti vat ed( W ndowEvent we) ({
System out. println("Wndow Deactivated") ;
}

public void wi ndow coni fi ed( W ndowEvent we){
System out. println("Wndow M nim zed/Iconified") ;
}

public void w ndowDei conified( W ndowEvent we) ({
System out . println("Wndow Maxi m zed/ Deconi fied") ;
}

public void wi ndowOpened( W ndoweEvent we) { }

public void wi ndowCl osed( W ndoweEvent we) { }
}

This code shows that you may dispense with creating a separate class for the event handling code
and use an existing class instead. Two points are worth noting here:

1. Because you don't have a separate class that handles the events, you would either create an
instance of the top-level class and use the instance as the argument to the add listener method,
or use an existing instance of the top-level class as the argument, as shown on line 1.

2. Your top-level class could extend an adapter class instead of implementing the listener
interface.

If you wanted to listen for window events and button eventsin your top-level class, your class would
implement both listeners.

Variationson a Theme 3:
Using Inner Classes

In Chapter 7, "Class and Object Representation,” you read a bit about inner classes. It turns out that
the major use of inner classesis to code event handlers. Why not code your event handling code next
to the code that creates the component that generates the event? Thisis what our add listener method
looks like when an inner class represents the event handler.

myJBut t on. addAct i onLi st ener ( new ActionListener() {

public void actionPerfornmed( ActionEvent ae) {
System out.println("Muse Clicked on this button") ;
}

)

}
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Y ou could aso use an adapter class with the inner class as follows:

myJFrame. addW ndowLi st ener ( new W ndowAdapter () {
public void w ndowl conified( WndowkEvent we) {
Systemout.println("Getting Smaller Now . . . .")
}

}
)

Using inner classes works very well when the event handling code is short. However, once the event
handler grows, you might find wading through the code a bit tiresome.

In Summary

In brief, Java handles events by connecting the components that generate the eventsto the
implementation of event listeners by a callback mechanism. The event listener implementations are
the methods that react to the receipt of the event.

After you've created your components and placed them in containers, you code implementations for
the listeners of the components and often, the containers. The listeners are tailored to reflect the
behaviors of the components and containers. Once the listeners are implemented, register them to the
appropriate objects with the listener's add listener method. Once registered, your work is done. The
Java runtime will dispatch the events to the appropriate event handler methods for you automatically.

Y ou've read about the basics of Java event processing. Therest isin the details of the particular
events and listener interfaces that are required to implement a full -featured GUI.
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CHAPTER 12
Exception Handling and Thread Basics.

In the real world, programmers must take steps to guard against occurrences that are unforeseeable,
unfortunate, and avoidable. Unforeseeable occurrences often occur when customers enter bogus data
or do not follow operating procedures. Unfortunate occurrences include input files containing
spoiled, corrupt, or out-of-date data. Examples of avoidable occurrences include the presence of
runtime errors, such as divide-by-zero and arithmetic overflows.

The bad news s that these occurrences will always be part of the programmer's world; the good news
isthat Java has a mechanism that hel ps the programmer overcome some of theill effectsthat arise
from these occurrences. This mechanism, called exception handling, is one of this chapter's subjects.

Java's language support for multiple threads is the other subject that is covered. A thread is aflow of
program control; multiple threads mean that a single Java program may create and manage multiple
program flows of control. These multiple program flows may either be used to work on different
pieces of alarge problem, or to keep computing resources busy. While one thread waits for, say, user
inputs, another thread is busy performing some background task. Asyou will see, creating and
managing tasks in Javais pretty straightforward once you understand the basics.

What Are Exceptions?

In plain language, an exception is some event that is not usual, normal, or anticipated. In the
language of programmers, an exception means pretty much the same thing.
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However, the term exception has a specific meaning in Java. An exception is an instance of a class
derived from class Throwable.

This meaning tells us that exceptions are, of course, objects This should not surprise you by now.
After all, the heart and soul of this whole object-oriented view isto express entities as objects. In
Java, entities used in your applications and system entities, such as files and exceptions, are
expressed as objects.

Because exceptions are objects, each exception object has properties and behaviors. Y ou can do
object stuff with exceptions, such as create new exceptions, pass exceptions as arguments to
methods, and invoke methods that implement exception behavior. In addition, Java contains custom
language support for dealing with these exception objects. This language support is, of course, a
topic of this chapter. Before you work on Java exception support, take alook at the Java exception
hierarchy.

The Java Exception Hierarchy

The Java exception hierarchy is shown in Figure 12.1.

At the top of the chainis class Throwable. Class Throwable contains most of the methods you'll find
useful, such as printing alist of the called methods (called a stack

Throwable
v v
Error Exception

v i l

Warious Exceptions
Subclassed from
Class Error

—

[DException RuntimeException

Warious Exceptions
Subclassed from
Class Exception

Warious Exceptions
Subclassed from
Class IQException

Warious Exceptions
Subclassed from
Class ICException

Figure 12.1 The Java Exception class hierarchy.
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trace), fetching, or setting a string describing the exception. Class Throwable has two direct
subclasses: Error and Exception.

Class Error describes exceptions that, almost always, spell certain death and doom for your program.
Exceptions derived from class Error report problems with the Java Virtual Machine, such as out-of-
memory or the depletion of some other system resource. Thereislittle, if anything, you can do about
such exceptions. The Java Language Specification refers to exceptions derived from class Error as
unchecked exceptions. Fortunately, exceptions derived from class Error are rare.

Class Exception iswhere you'll spend your time catching and (hopefully) recovering from
exceptional conditions. All names of each subclass of class Exception end with the word exception.
Because most of your Java code will catch exceptions of class Exception or one of its subclasses,
class Exception deserves special treatment.

The Java Exception Class

Don't get confused—this chapter, in part, talks about Java exception handling, and class Exception is
one class describing exceptions. You'll know what the Java literature means by the exceptional
condition and an object of class Exception.

Class Exception has about 35 subclasses, ranging from general (for example, SQL Exception and

| OException) to specific (for example, ClassNotFoundException and ServerNotA ctiveException).

Y ou guessed it—the general exception classes have direct subclasses whereas the specific exception
classes do not.

Y ou could group the 35 or so subclasses of Exception into 3 categories:
1. 1/O exceptions
2. Exceptions that your code should stop from occurring
3. Other exceptions not falling into the previous categories

1/O exceptions, the first category, are objects of class |OException or one of its subclasses. Asyou've
deduced, exceptionsin this class describe exceptions arising from 1/0O, such as
FileNotFoundException or MalformedURL Exception. As arule, you should attempt to recover from
exceptions of these classes. If your program encounters a FileNotFoundException, get another
(hopefully existing) file. If your program attempts to use a URL in an incorrect format, you should
fix this. At the very least, your program should display informative diagnostics; try to roll the
program back to a stable state and exit gracefully. Exceptions of |OException and those of its
subclasses are called checked exceptions.

Java folk use shorthand for expressing exceptions in the second category. Runtime exceptions, or
exceptions of class RuntimeException, or one of its direct subclasses, are exceptions that arise
mostly from poor quality Java code. Now, the term runtime exception is a bit of a misnomer because
all exceptions occur at runtime. Exceptions of class RuntimeException or one of its subclasses are
referred to as unchecked exceptions. A runtime exception should never occur because you, the Java
programmer, can write code to stop this class of exceptions from rearing their ugly heads.

Let's be honest, okay? If, while on call, you got roused from slumber at some early hour to patch a
program that bombed because of a divide-by-zero, you'd be more than
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dightly irate, am | right? Y ou know that a single line of code before the divide would stop the
divide-by-zero from occurring. Y ou might think that a special place exists down under (not
Australia) where programmers who put this sort of code in production should go. Y ou shudder to
think what other surprises lie in store—such as accessing an array with an out-of-bounds index, or
accessing an uninitialized data element.

The zerodivide and other exceptional conditions mentioned previously could have, and should have,
never occurred. Y our Java code should check your program's primitive types and objects to guard
against these conditions. In other words, you should not rely on Java's exception reporting and
handling mechanism to cope with exceptions of class RuntimeException and its direct subclasses.

Check for ArithmeticException by checking the divisor before performing the division. (Y ou recall
that floating point arithmetic never causes exceptions, right?) Check for

ArraylndexOutOf BoundsException by comparing the array index to the array length. Check for a
ClassCastException by using the instanceof operator as follows:

MyCl ass anot her Obj ect ;
If (myQObject instanceof MyC ass)
anot her Obj ect = (MCl ass) nmyQbj ect

Thus, you see that alittle bit of caution and common sense can stop these exceptions from ever being
thrown.

The exceptions falling in the third category are a hodgepodge of exceptions; you will use Java's
exception handling mechanism with which to process. These exceptions are checked exceptions.

In short, you'll write code to handle checked exceptions and allow unchecked exceptions to pass to
the Javaruntime. Y ou'll soon learn the code to write that will handle checked exceptions.

M ainframe Programming L anguage Exception Handling
M echanisms

The COBOL programmer handles exceptions the old-fashioned way. Assuming the program is privy
to the exception(s), the program attempts the operation and, if unsuccessful, generates a code that
describes the exception.

Here, the COBOL program has code to deal with the aforementioned exception before proceeding.
For example, a COBOL program issuing SQL against DB2 tables must be on the lookout for a
variety of exceptional conditions. Because issuing SQL generates a fixed number of return codes
corresponding to a variety of conditions, the COBOL program can trap and deal with these
conditions. To wit:

EXEC SQL.
FETCH MYSELECTCURSOR
I NTO : HOST- VARL, :HOST- VAR2, : HOST- VAR3
END- EXEC.
| F SQLCODE = 100 THEN
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DI AGNOSTIC = "No More Data to Process”.
ELSE
| F SQLCODE < 0 THEN
DI AGNOSTI C = "Unspecified Error™.
ELSE
PERFORM PROCESS- SELECTI ON THRU PROCESS- SELECTI ON- EXI T.
END- | F.

This strategy somewhat works when the program knows what exceptions can occur; however,
assuming the program isignorant of the exception(s), the program may gasp and wheeze when the
exception occurs.

Sadly, the gasping and wheezing of COBOL programs is common. Y es, you can blame the
programmer for this sorry state of affairs. The programmer must bear the brunt of responsibility;
however, the programmer could use a bit of help. COBOL offers virtually no support for trapping
and dealing with errorsin a systemic manner. COBOL programs are replete with return code
checking; it isthe only mechanism available.

The PL/I programmer has far better language constructs for dealing with the unexpected. PL/I uses
the ON block construct to trap and deal with exceptions. For example,

On Key( nyFile )

Begi n ;
If NunmberOfRetries < 4 Then
Do ;
Put Skip List ('Key Value ' || myKey
|| 'Not Found In File') ;
Put Skip List ('You Have ' || 4 - NunmberO Retries ||

Retries Left. Make Another Entry')
MyKey = ReEnt er KeyVal ue()

Return ;
End ;
El se
Do ;
Put Skip List ('You Have Exhausted Your Chances. ' ||
"Get Lost' )
Exi t
End ;
End ;

/* Some PL/1 Code Follows */
Read File( nyFile ) Into( myStruct ) KeyFrom( myKey )

This code snippet reads afile into a suitably declared record structure based on akey value held in
variable myKey. If myKey isnot present in the file's index, the Key condition is raised and the
previous code block is executed. PL/I aso enables the programmer to trap unspecified errors with the
ON ERROR statement. Also, PL/I permits the declaration of user-defined conditions by supporting a
CONDITION datatype.
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Actualy, asyou'll see, PL/I's condition trapping and handling has a passing resemblance to Java's
exception handling. Now, there is no talk of exception classes and object stuff in the PL/I
programmer's world. Y et, PL/I's capability to trap and deal with specific errorsin different parts of
the compile unit isastep in the right direction. That said, the PL/l programmer must code numerous
return code checks like his or her COBOL brethren.

All programmers must be vigilant in the handling of errors. The COBOL programmer has no
language features specific to error handling whereas the PL/I programmer has several. However,
Java's exception handling mechanism is superior asyou'll see.

The Java Exception Handling M echanism

Java exception handling is pretty straightforward. In short, the Java programming language enables
exceptions to be thrown and caught. The "throwing" of an exception is the Javaway of bringing the
exception to a point where the exception can be handled, whereas the "catching™ is the handling of
the exception.

Throwing Exceptions

Exceptions can be thrown in one of two ways: either your code can explicitly throw the exception, or
your code throws the exception in response to an event in the Java runtime. In other words, either
you or the Java Virtual Machine throws the exception.

Y ou throw an exception by coding a throw statement as follows,
t hrow myException ;
where myException is an object of a class that extends class Throwable.

Why would you want to throw an exception? One reason is so you can control how and when this
exception gets handled. Another reason is that when you create your own exceptions, explicitly
throwing the exception may be the only means at your disposal to manage the exception.

Creating Your Own Exception Classes

Wait aminute. Are you surprised that you can create your own exceptions? Think about it.
Exceptions are objects instantiated from a subclass of Throwable. Y ou can use the features of Javato
create your own exception classes and, of course, objects from those classes. An exampleislisted as
follows:

// Convert RGB Col or Coordinates to H(ue)S(aturation)V(alue) Col or
/] Coor di nat es.
// Some RGB Col or Val ues Yield Bogus HSV Val ues
cl ass RAToHSVConver si onExcepti on
extends Exception { // can extend Throwabl e or other
/'l exception class
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/| Code Constructors..
RGBToHSVConver si onExcepti on()
{ //Default No Arg Constructor }
RGBToHSVConver si onException( String desc ) {
//Leverage Inheritance to do the Dirty Work
super ( desc )

}
}

Asyou see, this exception classisjust like many in the Java class. Exception classes typically have
two constructors: the default, no argument constructor, and one that takes a string as an argument.
The string argument is a one-liner describing the nature of the exception, which you can retrieve by
invoking the getMessage() method.

Now, back to throwing exceptions.

Throwing Exceptions-Continued

The following shows how you could throw exceptions of this (and any other) exception class:

cl ass HSWVi deoFrane extends Vi deoFranme {
/I Some code here, sone code there
anHSVCoor di nate = convert RGBToHSV( anRGBCoor di nate )
i f ( anHSVCoordi nate. hue > 360 )
t hrow new

RGBToHSVConver si onExcepti on("Hue Val ue Qut of Range");
/] Somre nore code

}

The previous code is incomplete because you'll need additional coding constructs that tell Javathe
nature of the exception that can be thrown. Y ou'll see these constructs soon.

How about the cases where the Java runtime throws the exception? The VM will throw exceptions
more often than your code will. The VM throws an exception when the exception occurs. To wit:

HSVCoor di nat e fir st HSVCoor di nate ;

/1 Some code, perhaps

if ( firstHSVCoordi nate.value < 0.1 ) //OOPS!!!
coordi nateDescription = "Dark" ;

Assuming the first line is the only declaration of the object firstHSVCoordinate, the Java runtime
will leave your program dangling at the end of a noose by belching out a NullPointer Exception. You
can see that the object firstHSV Coordinate has no value, right? When Java reaches the if statement,
the unhappy situation of a null object reference bearsits ugly head, causing Javato throw the
NullPointerException. As an aside, NullPointerException is a subclass of the exception class
Runnable. Hence, the code should have checked for the validity of the object reference before
making the reference.
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Y ou can throw exceptions of your making, or of aclass, in one of the Javalibraries by coding a
throw statement. Any exceptions that you do not explicitly throw will be thrown for you by the Java
runtime.

It seemsthat if your codeis going to throw exceptions, the least your code can do isto let users of
your classes know what exceptions can be thrown. Keep reading.

Declaring Potentially Thrown Exceptions.

If your code explicitly throws exceptions by using one or more throws statements, or contains code
that may cause the Java runtime to throw exceptions, you must declare or catch these exceptions. In
the this section, you'll learn how to declare the exceptions.

Why declare the exceptions? By declaring in your methods that your code can, or does, throw a
particular exception, you announce to the methods invoking your code that the methods must handle
these exceptions. This announcement cannot be ignored. The Java compiler enforces the
requirement. For example, check out the following snippet:

class | Oexanmpl e {
private static char readlt() {

i nt anl nput Char = Systemin.read()
return (char) anl nput Char

}
}

However, javac has athing or two to say about this code. The following shows javac's reaction:

C. \ W NDOWS\ DESKTOP>j avac | Oexanpl e. j ava
| OExanpl e.java: 4. Exception java.io.|OException nmust be caught,
or it must be declared in the throws clause of this method.
i nt anl nput Char = Systemin.read() ;
N

1 error

Javais smart enough to know that the method System.in.read() could throw an exception of class

| OException. Java also knows that this method has no code to handle this exception. Hence, Java
will not let any code use this method unless the code can handle exceptions of class | OException.
The following is another example of the robustness of Java at work. Javawill not let exceptions
declared in methods go unhandled. Javaisreally trying to ensure that exceptions are taken seriougly.

Y ou may wonder how Java knew that System.in.read() could throw an |OException. A cursory
glance at the method header provides a clue:

public int read() throws | OException
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It looks like this read() method has a construct specifically for announcing a potentially thrown
exception. Notice the choice of words in the compiler diagnostic above-declared in the throws clause
of thismethod. Y ou don't have to be a savant to pick out the throws clause in the method header for

the read() method, right?

Okay, we hear what the Java compiler is saying. In response, change the code for the readit() method
to include a throws clause as follows:

private static char readlt() throws java.io.|OException

Now the code compiles without complaint. Of course you noticed that, because the method did not
have an import statement; the class | OException needs afull qualification.

So far, so good. We've told the Java compiler that the method readlt() throws the exception as
dictated by readit() calling System.in.read(). Now let's use readit() to fetch some characters from the
keyboard:

public static String readaString() {

String astring = "" ;
char anl nput Char = readlt()
while (anlnputChar !'= "\n") {

astring = aString + anl nput Char
anl nput Char = readlt()

}

return aString.substring(0, aString.length() - 1)
)

Can you guess what the Java compiler will respond with?

C. \ W NDOWS\ DESKTOP>j avac | Oexanpl e. j ava
| OExanpl e. java: 14: Exception java.io.|OException nust be caught, or it
nmust be declared in the throws clause of this method.
char anl nput Char = readlt() ;
N

1 error
Y ou guessed it. Javawill keep you from getting away with not handling declared exceptions.

A few tidbits on declaring exceptions in athrows clause arein order. If a method can throw more
than one exception, then declare the potentially thrown exception classes in the method header
separated by commas. For example,

public void myThrow ngMet hod() throws | CException, |nterruptedException

If a method declares an exception classin its throws clause, then that method can throw an exception
derived from a subclass of the declared exception class as well. The System.in.read() method could
throw an Interruptedl OException, a RemoteException, or an | OException.
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Your rule for the day is as follows: Y our methods must declare in the throws clause all the checked
exceptions these methods throw. In other words, you need not declare exceptions derived from
classes Error or RuntimeException, which, as you recall, are also known as unchecked exceptions.

Y ou've now read about both declaring exceptions and throwing exceptions. Continue, and read how
to catch exceptions.

Catching Exceptionswith try/catch/finally

To catch an exception isto write a block of code that takes some action in response to the throwing
of the exception. Recall that you will write code to handle checked exceptions—exceptions not
belonging to classes Error or RuntimeException, or any of their subclasses. Y ou need yet another
Java language construct to handle exceptions: the try/catch/finally blocks.

A try block tells the Java compiler and runtime that an exception may be thrown by the code within

the block. A catch block tells the Java compiler and runtime that when an exception of a given class
isthrown, here is where that exception will be handled. A finally block is ablock that gets executed

under all circumstances, even if no exceptions ever get thrown.

If amethod contains atry block, the method may contain zero to many catch blocks, zero, or one
finally block. Y ou cannot code atry block without at least one catch or one finally block. Most of
the time, you'll code atry followed by one or more catch blocks.

The following is asimple example:

private static char readlt() {

i nt anl nput Char = 0 ;

try {
anl nput Char = System i n.read()
}

catch (1 OException ioe) {
Systemout.printin( "Error: " + ioe )

return (char) anl nputChar ;

}

Notice the code that could possibly cause the IOException to be thrown isincluded in the try block.
Although the try block contains only a single line of code, the block braces are required. After the try
statement, the catch block will catch exceptions of the specified type. Y ou can code only one
exception classin atry block. Aswith the try block, the curly braces are required regardless of the
number of statementsin the catch block.

Y our catch block, if present, must immediately follow your try block. Y ou cannot have any
statements between the two blocks. Y ou cannot code two try blocks after one another. Y ou could
code atry/catch block pair followed by another try/block pair. However, you should code one try
block per method. Asyou've guessed by now, if
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your method can throw, say, exceptions from three different (and unrelated) classes, you'll usually
need three catch blocks. The basic structure would be

try {
/1 Some Java code that nay throw (or cause a throw ng of)

|l exception classes 1, 2 and 3

catch (ExceptionClassl el) {
Systemout.println( "Error: " + el.get Message() )
/I More code, perhaps

}
catch (ExceptionCl ass2 e2) {
Systemout.println( "Error: " + e2.getMessage() )
/I More code, perhaps
}
catch (ExceptionCl ass3 e3) {
Systemout.printin( "Error: " + e3.getMessage() )

/I More code, perhaps

}
/1 Code outside try/catch bl ocks

Y ou may code one finally block within a method. If so, the finally block must follow the catch block,
if coded, or the try block, if no catch block is coded. As previously mentioned, the code within the
finaly block isalways executed, even if thetry or catch block has areturn statement. If you want to
ensure that code executes within a method, place that code inside afinally block.

In the previous example, if an exception of class ExceptionClass2 is thrown by a statement in the try
block (either by athrows statement or by the Java runtime), program control transfers to the catch
block for ExceptionClass2. The code in this block executes, top-down. If this block contains no
transfer of control statements, such as return or System.exit() statement, and a finally block is not
present, the program continues execution at the statement following all the catch statements labeled
Code outside try/catch blocks. If afinally block is present, the program executes the code in this
block after executing the code in the ExceptionClass2 catch block.

Variables declared within try and catch blocks are local to those blocks. Do not declare variables
within atry block and expect these variables to be known in your catch and finally blocks. Of course,
variables declared outside the try/catch/finally blocks, but within the method containing these blocks,
are known to these blocks. Remember the variable scope visibility rule: Within a method, your
program can look outside a block and know the "outside” variables, but cannot ook inside a block
and know the "inside" variables.

Y ou may also pass exceptions up the calling chain (called the stack trace) to the method that invoked
the method that threw the exception. In other words, a method does not have to handle exceptions
with try/catch/finally. The method can "kick it



Page 220

upstairs' by enabling the calling method to handle the exception. However, you should try to handle
exceptions close to where they occur. Of course, we are assuming that you know that the calling
method can adequately handle the exception.

When an exception gets thrown, Javalooks first in the method that threw the exception for a handler.
If none isfound, Javalooksin the method that invoked the exception-throwing method for an
exception handler, and so on. If no try/catch/finally block isfound in al methods of the stack trace,
then the Java runtime spits out a diagnostic, usually followed by a stack trace.

Java Exceptions Summary

= Java exceptions are objects of classes that extend Throwable.

= Unchecked exceptions are objects derived from classes Error and RuntimeException. Let the
Java runtime handl e these exceptions.

= Y ou can explicitly throw exceptions with the throw statement; the Java runtime can throw
exceptions, usually in response to an unfortunate and unseen circumstance.

= Y ou must declare or catch every exception that your method throws.
= Y ou catch exceptions with a series of try/catch/finally blocks.

= Javatravels up the stack trace to search for atry/caich block that handles exceptions.

Thread Basics

In this section, you'll read an overview of Java thread support. You'll not, however, read about the
full skinny on Javathreads. Also, you'll read enough about Java thread support to write some
straightforward multithreaded programs. Of course, after this section, you'll understand enough about
Java threads to pick up the more advanced uses of threadsin Java.

Most mainframe programs have a single control flow, which is governed by input states and program
control statements (if/then, do/while, and so on). Let's call a program that has a single flow of control
aprogram a single threaded program. All the Java programs you've seen to this point will fall into
this category. Of course, we will call a program with multiple flows of control a multithreaded
program.

Why Code Multithreaded Programs?

Multithreaded programs could maximize resource usage. Imagine, if you will, an application that
presents a screen to the customer. If this application were single threaded, and as the customer hems
and haws, deliberating over his or her choice of inputs, the application is dead in the water. The
single thread stops at the customer's
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input screen, and it will stay there until the customer decides to continue. Now if this application
were multithreaded, the application could be performing some useful work while the customer mulls
over hisor her inputs. The application could be accessing datafrom a previous entry, performing a
database backup, or printing. The important point is that the application need not stop. Other threads
could continue, while the thread corresponding to gathering the customer's input tends to that job.

Many programs are, and should be, written as single threaded. Many programs should be written as
multithreaded programs. For example, sorting very large sets of datais agood candidate for
multithreading. One thread could partition the sort job into multiple, smaller sort jobs, and assign a
thread to each smaller sort. When all small sort jobs compl ete, one thread merges the individual
results into the final sorted set. Computations involving large numbers of numbers fall into this
category aswell. Later, you'll see amultithreaded program that adds up 10,000,000,000 numbers.

Once you learn afew additional Java classes, you'll be able to write many multithreaded programs.
Before doing so, alittle groundwork isin order.

What Are Java Threads?.

The short answer isthat a Javathread is an instance of class Thread or a subclass of Thread. To no
surprise, a Javathread is an object. Y ou have two means at your disposal when you want to create
threads:

1. You can extend the class Thread and override this class's run() method. For example,

cl ass ThreadedAdd extends Thread {
public void run() {

}
}

2. You can implement the Runnableinterface before providing an instance of your class that
implements Runnabl e to the constructor for the Thread class. For example,

cl ass ThreadedAdd i npl ements Runnabl e {
public void run() { [/ The only nmethod in the Runnable
interface

}
Thr eadedAdd nyAddThread = new ThreadedAdd() ;
Thread nyThread new Thread( myAddThread ) ; //One way
Thread nyOQt her Thr ead new Thread(new ThreadedAdd())
; /1 Anot her way

}

Think fast: If your thread class (ThreadedAdd, in this case) already extends an existing class, which
way would you have to use to create threads? Of course, you remember that you must implement
Runnable because Javawill not permit you to have a class that extends more than one class.
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Regardless of how you create the thread, you'll code the work of the thread in the run() method. Y ou
must code the run() method with the signature shown above. Y ou cannot pass any arguments to run()
nor can your run() method return any values.

Creating threads does not execute them. Y ou need to keep reading to see how to execute your newly
created threads.

Executing Your Threads

If you think that you need to invoke the run() method to kick off your threads, then you are half right.
Y our run() method must execute, but you do not invoke it. Y ou need a bit of Java magic to invoke
your run() method, thereby starting your threads. Y ou need to invoke a method called start(). Once
you invoke start(), the Java runtime invokes your run() method for you.

Let's back up alittle. Code arun() method that does the actual work of your thread(s). Do not write
any code that directly invokes run(). Y ou invoke run by invoking start(). You do not code a start()
method. Thisis the Java magic—you invoke a method you did not code in order to execute a method
you did code. If this seems a bit odd, well, you have my sympathy.

Here are two steps you can take to write multithreaded programs:

1. Create a class that extends class Thread and contains an implementation of run(),
or
Create a class that implements the Runnabl e interface and contains an implementation of run().

2. Create aclass that will create instances of your threads and govern the threads execution.
If you are extending class Thread, you'll use the new operator on your thread subclass and
code an invocation to subclassThreadObject.start(). If you are implementing the Runnable
interface, you'll create an instance of class Thread and pass an instance of your class
containing the implementation of Runnable as an argument to the thread constructor.

Let's see what this |ooks like by examining a multithreaded program.

Sample MultiThreaded Program

Hereis aprogram that will add the numbers stored in an array using multiple threads. The basic idea
isto slice the array up and give each thread a piece of the array. After each thread computes a partial
sum, the partial sums are added together to yield atotal of al the array elements.

For example, assume your array is 1,000 elements, and you'd like to use 11 threads to add all the
numbers. Y ou could have one thread as adriver of sorts (for example, thread 11) creating and
executing the remaining 10 threads. Asfor the thread objects, we could have thread O (the first
thread) add up array elements 0 to 100, thread 1, add up elements from 101 to 200, and so on.
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Let's use the two-step recipe in the previous section, okay? First, the following shows the code for a
subclass that extends Thread, or previously, number 1:

A Subclass of Class Thread

cl ass AddThreads extends Thread { /11
/1
[/ Do not use class variables here!!! Renenber----we want to access

//the partial sunms from class ThreadedAdd, which calls this
/lthread cl ass

/1

i nt partial Sum= 0 ; /12
i nt start| DX, endl DX ;

/1

// Constructor. All we need is to set up the bounds for the
//array we're gonna access.

I
AddThreads( int idx ) { /13
int threadArraylLength = Thr eadedAdd. adders. | ength ;
int arraylLength = Thr eadedAdd. addends. | engt h ;
startI DX = arrayLength / threadArraylLength * idx ;
endl DX = arraylLength / threadArrayLength * ( idx + 1 )-1
}
I

// Recall that threads nust override the run() nmethod of class Thread
//when we're using this threading mechani sm (as opposed to
[linmplementing the Runnable interface |like you MUST do with applets.
I
public void run() { /14

//One line ought to do it!!!

/I Notice the reference to the CLASS vari abl e addends decl ared

//and initialized in class ThreadedAdd.

/1

Systemout.println("In Thread: " + getNane() ) ;

// Do the actual addition

for (int arrIDX = startIDX; arrl DX <= endl DX; arrl| DX++ )

partial Sum += Thr eadedAdd. addends[ arrI DX ] ;
System out.println("Done with Thread: " + getName() ) ;

} // of run() method
} /1 of class AddThreads

All right—by the numbers.

Line 1 isthe method header. Y ou know there is tasking going on when you notice that this class
extends class Thread. This class contains the implementation of the run() method that does the work
of the thread.

Line 2 shows some of the properties that objects of this class will contain. The instance variable
partial Sum holds the sum of the array piece generated by a particular
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thread. The instance variables startiDX and endIDX contain the start and end indices of the array this
thread will access. The expression threadArrayLength is the number of threads created that will add
up the numbers. In the method (not shown yet) that creates and starts these threads, the threads are
stored as an array of subclass objects. We take care to insure that the number of threads evenly
divides the number of array elementsto be added by choosing appropriate numbers for both.

Line 3 starts the constructor for the subclass objects. We generate the start and end indices from an
index passed from the method (not shown yet) that creates the subclass objects.

Line 4 starts the run() method. This method uses the getName() method to fetch the name of the
thread currently executing, prints the name, and add up the numbers. A for loop adds up the array
elements. When the loop is done, the method prints out the thread name.

So far, so good—Wwe have a subclass of Thread and arun() method. Now, we need step 2, which is
listed previously—a class to create and manage threads that will add the numbers. The code is show
in the next section.

A Class That Creates and Manages Threads

public class ThreadedAdd {
/1
// Notice that we're using CLASS vari abl es here. No need for
/linstance vari abl es because we're not gonna create any objects
[/ for class ThreadedAdd.

I

static fl oat theSum = 0 ;

static float[] addends = new float[ 1000000 ] ; /11
I

//This is an array of objects froma class that extends class Thread.
[/ Objects fromthis class will correspond to a thread that w |

[/ performthe actual addition.

I

static AddThreads[ ] adders = new AddThreads[ 5] ; /12

public static void main( String[] args ) {
//Like it says........
| oadAddendArray() ;

11

/I Create the thread objects and kick them of f.

11

for (int tidx = 0; tidx < adders.length; tidx++ ) {
/1Yes, | know this can be done in one statenment as foll ows:
/laddres[ tidx ] = new AddThreads( tidx ).start();
adders[ tidx ] = new AddThreads( tidx ) ; /13
adders[ tidx ].start() ;

}
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[IWait for all kicked threads to terninate before adding

//the partial suns.

//1f we don't wait, we have no guarantee that all five threads
[/will finish their tasks before we add up their (possibly)

/I nonexi stent or inconplete results.

I

try {
for (int tidx = 0; tidx < adders.length; tidx++ )

adders[ tidx ].join() ; /14
}
catch (I nterruptedException ie) {

System out.println( "Task Interrupted” ) ;

}

I

/1 Access the instance variables that hold the partial sumns

//for each thread object.

I

for (int tidx = 0; tidx < adders.length; tidx++ )
theSum += adders[ tidx ].partial Sum;

/[1Print the result.

System out. println("The sumequals...... " + theSum)

} //of main() nethod

/1

[/lnitialize array with nunbers from1l to the array size

/1M ght as well use a static nmethod - no real object jazz

//required for this routine.

I

static void | oadAddendArray() { /15
for (int arrIDX = 0; arrlDX < addends.|ength; arrlDX++ )

addends[ arrIDX ] = arrIDX + 1 ;
} I/ of | oadAddendArray

} //of class ThreadedAdd

The basic ideaisto create five threads, kick them off, and wait for all five threads to complete. add
up the partial sums once they complete. Hence, when the main() method executes and kicks off the
five threads, there will be six threads executing at once. Java uses one thread for executing the main
() method; the other five threads are created to do the arithmetic. The comments in the code are self-
explanatory. However, some numbered lines bear additional commentary.

Line 1 isthe array of numbers the program will add. If you put, say, 100 elements in the array, you'll
not see any evidence of multithreading Later, when you see the output, you'll see such evidence.

Line 2 creates an array of objects. Now you know that this declaration does not create the objects.
All this array declaration does is create areference for five objects. These objects are instances of the
previous class, the class that extends class Thread. In other words, these objects are our threads that
will add the array elements.
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Line 3 shows the creation of the subclass objects of class Thread, and the invocation to
threadObj.start(), to begin executing the threads. Remember, you code a run() method that does the
work of the thread; however, you do not code a start() method to start the thread running. Y ou do not
invoke the run() method whereas you must invoke the start() method.

Line4isamethod in class Thread called join(). Thejoin() method instructs the Java runtime to have
the thread that invoked the join() method (the thread controlling the execution of main()) wait until
the thread referenced in the join() method (the threads that do the arithmetic) dies. Because the join()
method isin aloop, the Java runtime will instruct the thread governing execution of the main()
method to wait until al five threads complete. Like the comment says, you have no guarantee that
these threads will complete at the same time or in the order they were started.

Class Thread includes methods to get or set athread's priority, to put the thread to sleep for a
specified period of time, to give up the processor to another waiting-to-execute thread, and others.
Aside from run() and start(), the only other thread method used hereisjoin().

Line 4 also shows atry/catch block. The join method throws an exception of class
InterruptedException, which, if you've been paying attention, must be caught in this method.

Line 5 shows the array being initialized to integers 1 through the array size. This was done to check
the results by using the following inductive formula:

Sum of nunmbers froml to N=N* ( N+ 1) / 2
Now, for large array sizes, floating-point precision errors creep in; thus, the result will not be exact.
The following page shows an example of a sample output.

Figure 12.2 shows three executions of the multithreaded addition program that adds numbers ranging
from one to 1,000,000. Notice how the results show evidence of concurrent threads. If thiswerea
single-threaded program, your output would resemble the following:

I n Thread:
I n Thread:
I n Thread:
I n Thread:
I n Thread:

Thr ead- 0
Thread- 1
Thr ead- 2
Thr ead- 3
Thr ead- 4

Thread: Thread-0
Thread: Thread-1
Thread: Thread-?2
Thread: Thread- 3
Thread: Thread-4

with
with
with
with
with

Done
Done
Done
Done
Done

However, you can see the threads completing in a different order for each execution.
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Figure 12.2 Three sample executions of ThreadedAdd.

In Summary

Y ou've read a bit about multithreading and seen Java's implementation of Threads. Y ou've read that
you create threads in Java by extending the Thread class or implementing the Runnable interface. In
both cases, you must code a run() method with this signature:

public void run()
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Also, you have read that your code never invokes run() directly; there is no statement invoking run().
Rather, you invoke the start() method, which kicks off the run() method. When your run() method
begins execution, you are multithreading.

Again, thisis not the full story. To write multithreading programs, you'll need more than a passing
familiarity with the other methods in class Thread, and how to use them. However, with the
explanation and the sample-threaded program, you'll be able to handle anything pertaining to Java
threads that you could not have handled with time and a good resource book.
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CHAPTER 13
The Training Department Class Scheduler System.

In this chapter, you'll see the Java source code for atraining department class scheduling system.
Along the way, you'll see some code in COBOL and PL/I that provides similar functions. You'll also
read about the analysis of the application, comparing and contrasting the analysis of a Java solution
with the analysis of a procedural language solution.

The chapter starts by describing the high-level functionality of the application followed by some
thoughts on the user interface. The chapter describes the format of the underlying data stores and the
application outputs. Next, the chapter covers the processing required to produce the outputs.

So far, the application description is not specific to any programming language. Next, you'll read
about Java-specific details required to implement the previous interface, outputs, and processes.
You'll contrast the Java details with COBOL and PL/I details that follow.

The remainder of the chapter is the Java code that implements the application complete with
comments and information on Java features not yet covered in the book. At times, you'll see COBOL
and PL/I modules that implement similar application features.

The Application Defined

The purpose of the training department class scheduler isto enable students and instructors to query
a set of data stores to find information about classes and courses
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and to update the store with new information on classes and courses. Put differently, students and
instructors can find class and course information; students may enroll in courses and instructors may
schedule themselves to teach classes. The application allows afixed number of studentsin aclass
and no student may take two classes at the same time. Also, no instructor may teach two classes at
the same time.

|_NOTE Here, a courseisabody of instructional material on a particular topic. A classisa
cour se scheduled for delivery in aroom by an instructor on a given date.

The application is not particularly robust; acommercial system used to track the activities of a
training department that would contain more features and functions than our application. As you read
this chapter, you'll say from time to time, "Why doesn't the application do function X," or "I would
have done function Y differently.”

Application Optionsfor the Students
The student will be able to perform the following activities with the application:
= | ist classes offered starting after a particular date
m | jst classes by room number
= | ist courses or classes by category
= List courses taken by student

= | ist classes with openings (available seats) starting on a particular date

Application Optionsfor theInstructors

The application gives an instructor the same capabilities of the student plus the additional capabilities
listed in the following:

= Create a new class (instructor must be teaching the new class)
= Delete an existing class (instructor must be teaching the class)
= Change an existing class (instructor must be teaching the class)

= Add or remove one or more students from a class (instructor must be teaching the class)

The User Interface

The user interface consists of entry screens and afew dialogs. The user first encounters a screen
where he enters personal information. Once done, the application determines if the user is an
instructor or student and displays the appropriate screen showing
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allowable application options. The user selects her option. Depending on the selected option, the
application may display additional entry screens, perhaps to capture dates or other information
required to complete the request.

The OS/390 M ainframe User Interface

Here are the user entry screens that an OS/390 mainframe user may encounter if this application
were coded in aprocedural language like COBOL. The entry screens are 3270 text-based | SPF entry
screens.

The User I dentification Screen

Figure 13.1 shows the user identification screen. Here, the user enters a name and an employee ID.
The application checks the employee ID against the employeefile. If the entered employee ID ison
file, and the entered employee ID matches the employee name on file, the application enables the
user to continue.

The Student Enter Options Screen

Figure 13.2 shows a mainframe entry screen showing the options available to a student. The options
arerelatively self-explanatory. The output resulting from entering options 1 or 5is an |SPF table
showing class information. We assume that the student has access to room numbers and course
categories.

aise1.,21
Conmand ===3

Hame

tmployee 1D

Figure 13.1 The mainframe user identification entry screen.
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aise1,21 Student Enter Option Screen
||r|'|"i nn  ===3

Enter a nunber from 1 to %
For Options 1, 2, &, or %, Enter Additional Information

OFFERED STARTIHG AFTER (YY/HH/DD) ===}
ROOH HUHHER ==<%¥
LATELIRY
I"UE TAKEH
5. LIST CLASSES WITH OPEH SEATS STARTIHG AFTER (YY/HMMSDD) ===»

—

FREZS FF1 FOE HELFP FREZE PF3 TO QUIT

Figure 13.2 The mainframe entry screen showing student options.

The Instructor Enter Options Screen

The instructor has most of the same options available to students plus the ability to create, remove,
and change class information for those classes the instructor is scheduled to teach or has already
taught. The result of selecting the change student roster option is the samelist as shown in Figure
13.5.

Figure 13.3 shows the options available to an instructor.

The Instructor Create a New Class Screen

When the instructor selects option 6 from the screen shown in Figure 13.3, the instructor sees the
screen shown in Figure 13.4. The entry screen shows the instructor's name by default; the instructor
may change thisfield. The entered course ID must exist on file.

Figure 13.4 shows the entry screen for creating a new class. Here, the instructor enters particulars for
the course.

The Instructor Change Existing Class Entry Screen

The change existing class screen looks the same as the screen shown in Figure 13.4, except that the
input fields are prefilled with the entered class information and the
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OPFTIOH =} -

PRESS

Figure 13.3 The mainframe entry screen showing instructor options.

Enter a Humber From 1 bEo 9_

azth

For ALl Options Except 4 and 7, Enter Additional Information

1. LIST ELA Y OFFERED STARTIMG AFTER (YY/HN/DD) ===2
2. LIST GLASSEZ BY ROOH HUHEER ===>
3. LIST COURSES BY CATEGORY 3
4. LIST IELA ["M TEAGHIHE
5

. LIST CLASSES WITH OFEM SEATS STARTIHG AFTER (YYSHMADDY ===*__r ¢

CREATE A MEW CGLALE

REMOUVE A CLASS

CHAHGE A& CLASS

CHAHEE STUDEWT ROSTER FOR & CLASS

PF41 FOR HELP

ai/e1s2 Instructor Create a Hew Class Screen

Command ===

FREXS

Enter Required Information For Hew Class OFFering Below.

Fress EMTER to Update Glass OFFerings List

Cowrse 1D

Roon Munber

Start Date : P__io_i ( HH DI )

Instructor : ===%Lou Harco

FF1 FOE HELF

Figure 13.4 The mainframe creates a new class entry screen.
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instructional text reads "Enter Required Information For Clas<classID> Below," and the screen title
reads "Change Information for Class <classID>," where <classID> isthe class ID entered on the

previous screen.
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The Change Student Roster Screen.

Here, the instructor has the ability to change the student roster for a class she is scheduled to teach.
The processing istypical | SPF table processing—enter a code to the left of atable row that directs
processing. To change an existing student, the instructor overtypes the name of an existing student.
To add a student, the instructor enters A in the line command field, presses ENTER, and gets a new
table row where he enters student information.

The Java User Interface

The screens are what a user may encounter if this application were coded in Java on a small machine.
Y ou'll see the Java source that created these screens later in this chapter.

This book did not cover the coding of Java user interface components yet. However, it is not possible
to provide an example of a Java application without addressing the coding of user interface
components to some degree. For you to see how a Java application might be put together, you need
to know something about Java user interface construction. On the flip side, you'll probably not be
spending too much of your time, Java-wise, coding Java user interfaces.

The approach taken in this book is to provide some exposure to coding Java user interface
components without going into al the details. Y ou'll see some input and output screen examples and
the code that produces the examples. Y ou'll read an explanation of the code that creates the
examples. You will not read about most of the nuances involved in creating Java user interfaces.
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Student Last First
Hane Ha me

Alberks Framklin
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Dauvis Je FErey
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Ima
Lou
Pete
Hariah
Paul
Peber
Nuiney M.D.

Figure 13.5 The mainframe changes student roster entry screen.
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The goal of this chapter isfor you to see how you might code a Java application that mimics the
functionality of an application developed in a procedural language on the IBM mainframe. The Java
input screens were developed to be similar to the | SPF screens shown previoudly.

The I dentify User Screen

The following screen performs the same function as the mainframe counterpart shown in Figure
13.1. The Java entry screen requires that the user click on the submit button whereas the mainframe
entry screen requires that the user press the ENTER key after field entry.

Figure 13.6 shows the user identification screen. Here, the user enters a name and an employee ID.

The Student Enter Option Screen

With Java, we can use radio buttons to automatically enforce a mutually exclusive choice. The text
fields to the right of the Student options become active when the corresponding option is selected.
For example, notice that the last option is selected and the text box to the right is enabled, or can
accept inputs. Were the student to click on another radio button, the corresponding text box would
become enabled and the previously enabled text box becomes disabled.

The student must click on the submit button to proceed.
Figure 13.7 shows a Java entry screen showing the options available to a student.
The Java I nstructor Options Entry Screen

The structure of the instructor entry screen is the same as that for the student entry screen. The
similarity is mirrored in the code used to create both entry screens.

Figure 13.8 shows the options available to an instructor.
The Create a New Class Entry Screen

Figure 13.9 shows the entry screen for creating a new course. Here, the instructor enters particulars
for the course. All fields require an entry.

E’,Entﬂl Mame and Employee ID

Figure 13.6 The Java small machine |dentification entry screen.
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Figure 13.7 The Java small machine screen showing student options.
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Figure 13.8 The Java small machine entry screen showing Instructor options.
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Figure 13.¢ The Java small machine create a new class entry screen.
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The Change Student Roster Entry Screen

This screen looks a bit different than its mainframe counterpart. Rather than have an option field to
the left of each row, having aclear button that deletes a student does the job. Any changes the
instructor makes to the roster will not take effect until the instructor clicks on the Process Sudent
Roster button at the bottom of the screen.

Figure 13.10 shows the entry screen for changing the student roster for a class.

The Data Stores

In this section, you'll read a description of the files used to hold the data used by the application. The
datais kept in sequential files; in Chapter 19, you'll see this application with the data stored in
VSAM filesand DB2 tables.

Y ou have not read much about the Java treatment of file 1/O. The case for not covering Javafile 1/O
in detail issimilar to that for not covering Java user interface component development in detail. In all
likelihood, you'll spend your time writing Java programs to access databases or |BM -specific data
structures, such as sequential files or VSAM datasets. Nonetheless, you deserve some exposure to
Javafilel/O, and hereis where you'll get it.

The content and structure of the files is the same as for the procedural version of the program as for
the Javaversion. What followsisalist of files and a brief description of each.

Be} Sluddent: Enalied in Cles: §avalifl

To A & Mese Studest, Ber Shodent info m Blank Tesdt Fuslds
T Change 2 Stient, Dvernme an Existing Stlent's Info it e Shidest Info
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When [ome With Roster, Chick en ‘Process Student Rosier Bution Belos)

Sadach Code Sioadend I L st Mianms First Mame

O, [t 224 [lbers [Frankdin
Claar [rr12345 [Bean [Larm
Chaar 23458 |chares Raymand
Clear [ama7aan Cavis Jetray
Chrar |Ewizzamm Hadalarl Wary
Chear |Ho4ae78 Hugg ma
Clear TE45678 Vil Lo
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Figure 13.10 The Java small machine change student roster entry screen.
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The Course Information File.

Thisfile contains information about the courses offered by the training department. A courseisa
collection of material relating to asingle topic. Table 13.1 shows the file layout and a description of
thefieldsin thefile.

The Class Information File

A classisascheduled course. Thisfile contains information on specific course offerings, or classes.
Table 13.2 shows the particulars for the fields in the class information file.

The lnstructor Information File

The instructor information file has personal information and classes the instructor is scheduled to
teach. Table 13.3 describes the fields in the instructor information file.

The Employee Information File

Thisfile contains information on the employees. To take asimplistic view, an employee is either an
instructor or a student. To keep matters simple, this file has information relevant to the training
application. Table 13.4 contains a description of thisfile's contents.

Application Outputs

The application produces outputs as a series of screens containing information corresponding to
previous user selections. We'll look at the outputs from our mainframe version and similar outputs
from our Java application. The screens that follow do not permit user inputs.

Table 13.1 Fields in the Course Information File

FIELD NAME POSITION DESCRIPTION

CourselD 1-5 Alphastring that identifies the course. The
Coursel D field is unique to each record.

Topic 5-20 Alpha string serving as a short description
of the course.

Description 21-50 A longer description than the Topic field.

Prerequisites 51-70 Up to four Coursel Ds that are prerequisites
for this course.

Duration 71-72 Number of hours scheduled to deliver a

course offering.
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Table 13.2 Fields in the Class Information File

FIELD NAME POSITION DESCRIPTION

ClassID 1-8 Alphastring that identifies the class. The
first five charactersisthe Coursel D; the
next three are numeric. The ClassID field is
unigue to each record.

DateOffered 9-14 A date field in YYMMDD format
identifying the date the class starts.

RoomNumber 15-18 Alphanumeric string identifying the room
the classistaught in.

InstructorlD 19-25 Alphanumeric string identifying the
instructor scheduled to teach the class.

EmployeelD 26-110 Up to 12 alphanumeric strings, each string

identifying a particular student enrolled in
the class. Each Employeel D starts with two
alpha characters followed by five numbers.

Table 13.3 Fiedlds in the Instructor Information file

FIELD NAME POSITION DESCRIPTION

Employeel D 1-7 A seven character string that uniquely
identifies an employee. The first two
characters are apha; the remaining five are

numeric.

FirstName 8-17 A 10 character field with contents that are
self-explanatory.

LastName 18-27 A 10 character field with contents that are
self-explanatory.

CourselDs 28-57 Up to six Coursel Ds that the instructor is

qualified to teach.

0S/390 IBM Mainframe Outputs

Aswith the input screens, the output screens are | SPF Dialog Manager screens.

The first output screen, shown in Figure 13.11, is produced when a student requests alist of classes
starting on or later than an entered date. A student would view this screen when selecting the first
option from the input screen shown in Figure 13.2.
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Table 13.4 Fields in the Employee Information File

FIELD NAME POSITION DESCRIPTION

Employeel D 1-7 Alpha string that uniquely identifies the
employee. The first two characters are
alpha; the remaining five are numeric.

FirstName 8-17 A 10 character field with contents that are
self-explanatory.

LastName 15-18 A 10 character field with contents that are
self-explanatory.

ClassesTaken 19-65 Up to six ClasslDs of classes taken by the

employee. Each ClassID is eight characters.
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Figure 13.11 The mainframe classes starting on or after an entered date.

Figure 13.12 shows allist of classes offered by room number. A student or instructor would see the
following screen when selecting option 2 from the input screen shown in Figure 13.2.

Figure 13.13 shows a table of the courses by category. The user may view the following screen after
selecting option 3 from the input screen shown in Figure 13.2.

Figure 13.14 shows alist of classes with open seats. The student would see this screen after selecting
option 5 from the screen shown in Figure 13.2.

Figure 13.15 shows allist of classes taken by a student. The student would see this screen after
selecting option 4 from the screen shown in Figure 13.2.
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Figure 13.13 The mainframe list of courses by category.
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Thelist of classestaught by an instructor screen is nearly identical to the screen shown in Figure
13.15, except that the screen title reads " Classes Taught," not "Classes Taken." An instructor would

seethelist of classes taught when selecting option 4 from the screen shown in Figure 13.3.
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Figure 13.14 The mainframe list of classes with open seats.
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Java Outputs

With Open e

Instructor
Hame

Lau Har

L. Pa F

Lou Har

He yusmmd

He L

Lau Har

Lau Har
Frank F
Frank Fui
Frank Furter

Instructor
Hame

Lau Har
Frank Furter

Frank Furlber

Hoom
Hunber
181
182
103
184
181
r182
1085
183
181
184

Honm
Hunhear
a1
F1e1
1 8d

#t Open
Seats

[ T R T T

=

Page 242

Here, you'll see screens similar to the ones shown in Figures 13.11 through 13.15. The screensin this

section were produced with Java code. The main difference in function-
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ality between the mainframe screens and the Java screensis that the user needs to hit afunction key
(usualy PF3) on the mainframe screens to continue whereas the user needs to click a button at the
bottom of the Java screen to continue.

The descriptions provided for the mainframe output screens will do for describing the Java screens.
Hence, in Figures 13.16 through 13.20, we present the Java screens without additional comment.

Thelist of classestaught by an instructor screen is nearly identical to the screen shown in Figure
13.15, except that the screen title reads " Classes Taught,” not "Classes Taken." An instructor would
seethelist of classes taught when selecting option 4 from the screen shown in Figure 13.3.

Putting Together the Application

This section discusses some thoughts on how this application could be constructed in a procedural,
third-generation programming language and in Java. The analysis that followsis at ahigh level with
some attention paid to details now and then.

We deliberately made the application simple. The goal isto present a problem and compare and
contrast a procedural language solution to a Java solution. For example, this application uses a set of
sequential files, not a database. Also, the user interface screens and outputs are hardly commercial
quality. That said, you'll get afeel for the differences between putting together the applicationin a
procedural language versus Java.
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Figure 13.16 The Java classes starting on or after an entered date.
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Figure 13.17 The Java classes sorted by room number.

Without further ado, some thoughts on a procedural language solution follow.

A Procedural Language Solution

If you were to ask a data processor to sum up the nature of this application, she might reply that the
application were a basic report-writing app. She might mention that the application follows the
classic input—process—output model of the majority of data processing applications.

A data processor may create a series of flowcharts, write some pseudocode, and create a set of
structure charts to describe the processes. The data processor would map processes that end up as
modules on a structure chart to process boxes and decision diamonds on the flowcharts. Although
we've come along way from the days of structured design, the af orementioned tools are still used in
today's data processing organizations.

Let'stake alook at some flowcharts that go along way in describing the required processes. Well
not look at all flowcharts required to describe all of the application's behavior. Later, we'll map some
modules to the processes described in the flowcharts that follow and pen some pseudocode for some
modules.
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Figure 13.18 The Javalist of courses by category.

Flowcharts
Figure 13.21 shows the flowchart that gets the application rolling.

After the application displays the user identification screen and accepts an employee name and
employee ID, the application confirms that the name matches with the ID. If the two inputs match,
the application determines if the user is an instructor or not (a student). The determination is made by
examining the instructor information file; if the employee ID isfound on the instructor information
file, the user is deemed to be an instructor, else the user is deemed to be a student. Depending on the
instructor/student qualification, the application displays the appropriate options screen.

Figure 13.22 shows a flowchart that describes the process of a student ordering the application to
display alist of classes |ater than an entered date.
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Figure 13.19 The Javallist of classes with open seats.
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Figure 13.20 The mainframe list of classes taken by a student.

The class information file contains a date field identifying when the class starts. The processisto
read every record, comparing the date field on the record with the entered date field. If the entered
date field precedes the date on record, the relevant record data
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Figure 13.21 Flowchart that describes the start of the application.

is added to the structure. When the program reaches EOF, the program displays the structure with the
relevant class information. The display shown in Figure 13.11 would be the resultant output.

The remaining flowcharts that describe the processes for generating the output screens would be
similar to the flowchart shown in Figure 13.22. They would involve reading one or more files,
comparing fields from the records against entered criteria, saving data on the records that satisfied
the criteria, and displaying the results in a suitable display medium (in this case, | SPF pandls).
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Figure 13.22 Flowchart for "display list of classes starting after a certain date" option.

Pseudocode for " Display Class List Later Than Entered Date" Option

Listing 13.1 shows an example of what may pass as pseudocode in some quarters for the flowchart
shown in Figure 13.22.

Some details are omitted from the pseudocode, such as the layout of the classinfo.data record and the
manner by which the entered date is fetched. Nonethel ess, the pseudocode conveys the sense of the
required elements of a procedural solution.
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Di splay Classes After Entered Date:
Fetch Entered Date
Create | SPF table to hold class information
TBCreat e CLASI NFO contai ning Classl D, Course Topi c,
I nstructor Nane, Start Date and Room Nunber
Open File "classinfo. data"
Read file "classinfo.data" into classinfo.data record
at ECF, close file "classinfo. data"
If date on classinfo.data record > Entered Date
Then i ssue TBADD CLASI NFO
El se
Read file "classinfo.data" into classinfo.data record

| ssue TBDI SPL with tabl e CLASI NFO

End:
Listing 13.1 Pseudocode sample for flowchart in Figure 13.22

The pseudocode that describes how to generate the remaining outputs is strikingly similar to Listing
13.1. The mgjor differences are the fields saved from the records, the files read, and the criteria used.

Features of a Procedural Language Solution.

The approach taken when developing a procedural language solution is the emphasis of process over
data (hence, the term procedural language). The flowcharts and pseudocode reveal an almost
formulaic approach—read arecord, compare fields, and save data. The development of code mirrors
these processes.

In addition, program flow of control is sequential, top-down. Nothing happens in the program unless
the code explicitly invokes aroutine or "fallsinto" a code block.

A Javalanguage solution contrasts with the procedural approach. Next, we'll discuss the elements of
a Java language approach.

A Java L anguage Solution

To implement the Training Department application in Java, we must think a bit differently than our
mainframe programming brethren. In Java, we'll not pay nearly as much attention to process aswe
would in using a procedural language. Also, we'll have to forgo the strict sequentia flow of control.
Asyou'll see, that's not the Java way, especially when dealing with user interfaces.
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Let's start with basic building blocks. In a procedural language, you might start with a flowchart or
pseudocode to get the ball rolling. Because Javais object-oriented, we'll have to think in terms of
objects. For example, the entry screens and the output displays are objects You recall that objects
have an associated set of properties and behaviors. In developing our Java solution, we'll fixate on
what objects will be used in our solution and the properties and behaviors of these objects.

Procedurally, a programmer thinks of programs that implement processes that read inouts and create
outputs. In Java, a programmer thinks of objects that have behaviors that implement the desired
processes acting on data that is the properties of objects. Ergo, a good place for a Java programmer to
start in developing a solution is to determine what objects will be needed to solve the problem.

Actualy, you've already seen a good number of the required Java objects—the input and output
screens. These screens represent objects with properties and behaviors. Let's put afew under the
microscope and see how a Java solution could be put together.

The Identify User Screen—A Java Object

Y ou recall the user identification screen from Figure 13.6, right? Here is the screen again in case you
forgot.

This screen is a Java object that has the following properties:
= The Employee Name
= The Employee ID

Now, the screen may have other properties that it requires to do its work. However, we're interested
only in the screen's public properties. The Employee Name and Employee ID are two quantities that
will be used elsewhere in the application. Any other property of the screen in relevant only to the
screen and only when the screen is working.

What about the screen's behaviors? We could say that the only behaviors we are interested in isthe
screen's ability to capture the previous two properties and make the properties available to other
objects that may need their values.

How do we go about implementing this object? As you would any other Java object; first, you create
aclassto serve as atemplate for similar typed objects. Y ou code instance variables to represent
properties and methods to represent behaviors. The properties and behaviors you want known in the
rest of your application should be declared with the public visibility modifier. Other properties and
methods may be declared private or with another modifier.

Listing 13.2 shows the Java code that represents the user identification screen.

The code shown in Listing 13.2 creates the panel shown in Figure 13.6 by using Java user interface
components called swing components. Refer to Chapter 24 "The Java 2 Enterprise Edition Libraries,”
for a short discussion on using swing components to construct user interfaces. The salient point with
this code is the creation of an object that encapsul ates the behavior and properties required for the
application.

The last routine shown in Listing 13.2 is the routine that processes the button click. Recall from
Chapter 11, "Java Event Handling Basics,” where you read about event
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i mport java.awt.* ;
i mport java.awt.event.* ;
i mport javax.sw ng.* ;

public class EntryScreen extends JFrane inplenents ActionListener

{

String userNane ;
String userlD ;

public EntryScreen() {

super ("Enter Name and Enpl oyee ID') ;
t hi s. get Cont ent Pane() . set Layout (new GidLayout( 3, 1) ) ;

JPanel user NanmePanel new JPanel ( new Gri dLayout

(1 .2));
JPanel user| DPanel = new JPanel ( new Gi dLayout
(1 2));

JLabel user NanelLabel
JLabel user | DLabel

new JLabel ( " Nanme ")
new JLabel ( "Enployee ID " ) ;

JText Fiel d user NameTF
JText Field user!| DTF

new JTextField( 20 ) ;
new JTextField( 6 ) ;

JButt on submi tBtn new JButton(" Submt" ) ;
submi t Bt n. addActi onLi stener(this) ;

user NanePanel . add( user NaneLabel ) ;
user NanePanel . add( user NameTF ) ;

user | DPanel . add( user| DLabel ) ;
user | DPanel . add( user| DTF ) ;

t hi s. get Cont ent Pane() . add( user NanePanel ) ;
t hi s. get Cont ent Pane(). add( userl| DPanel ) ;
t hi s. get Cont ent Pane().add( submtBtn ) ;

addW ndowLi st ener (new W ndowAdapter () ({
public void w ndowCl osi ng( W ndowkEvent we ) {
Systemexit( 0 ) ;
}
P

}

public void actionPerforned (ActionEvent aev ) {
user Nane = user NanmeTF. get Text () ;
userl D = user| DTF. get Text () ;
if ( ( userNane.length() '= 0 ) && ( userID.length() !

=0))
AppUtilities.processEntries
( myES, userName, userlD) ;

}



Listing 13.2 Java code for the user Identification screen.
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handling. Here, the event class for button clicks (and other GUI components, too) is ActionEvent.
The listener interfaceis called ActionListener and the callback is called ActionPerformed. Here, the
object of class EntryScreen deals with the user clicking.on the Submit button. The action taken isto
pass parameters to a utility routine devel oped to process the button click. Listing 13.3 shows the code
for the method processEntries.

The thrust of thisroutine isto ensure that both user name and userlD agree and to take action
depending on the user being a student or an instructor. If the user is an instructor, the application
creates and displays an instructor option screen, likewise for students.

Notice that areference to the entry screen object is passed to processEntries. The reason is that when
we have a bona fide employee (name and 1D match), we no longer need the EntryScreen object.
However, if the name and ID do not match, we want the EntryScreen object to stick around. Hence,
we pass a reference and when we get a match on user name and 1D, we remove the EntryScreen
object.

The methods nameAndIDMatch() and isAninstructor() are utility methods located in the same class
as processEntries. The methods are static; you need not instantiate an object to use these utility
methods.

public static void processEntries( EntryScreen nyES, String
user Name, String userlD ) {
bool ean processed = fal se ;

//We have a live one...is this a student, an instructor or do the
nunber and nane

// not match?

i f ( nameAndl Dvat ch( user Nane, userID ) ) {
nyES. di spose()
[11f an instructor, show the Instructor choice screen
if ( isAnlnstructor( useriD) ) {
I nstructor Opti onsScreen anlnstrOptionScreen =
new | nstructor Opti onsScreen()
anl nstr OptionScreen. show()

}
el se {
/] Show t he Student choice screen
St udent Opti onsScreen aStudl nstrScreen =
new St udent Opti onsScreen()
aSt udl nstr Screen. show()
}

}
Listing 13.3 Java code for the processEntries method.
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public static bool ean nameAndl DVat ch
( String enpName, String enplD)

{
bool ean match = fal se ;
String aLine ;
try {
Fi | eReader enpl oyeeFile =
new Fi | eReader
( "enpl oyeeinfo.dat" )
Buf f er edReader bread =
new Buf f er edReader ( enpl oyeeFil e )

while ( ( aLine = bread.readLine() ) != null ) {
String enpl DFronFil e = alLi ne. substri ng
( 0, 7)
String fNanme = aLi ne. substring
( 7, 16)
String | Nane = aLi ne. substring
( 17, 26)
String nane = fNanme.trim) + " "
+ I Name.trin()
if ( enmplDFronFile.equals( enmplD ) &&
name. equal s( enpNane ) ) {
mat ch = true ;
break ;
}
}

bread. cl ose() ;

catch (I OException ioe) {
System out.println( "Exception :
+ i o0e.get Message() ); }

return match ;

}
Listing 13.4 Java code for nameAndlDMatch method.

Listing 13.4 has the code for the nameAndI DMatch() method.

The code in Listing 13.4 accepts a name and ID arguments as strings, reads a file containing names
and IDs, and compares the names and 1Ds read against the values of the arguments. If amatchis
found, the routine returns true.

The method has several string-handling methods from class String, such as the trim() and substring()
functions. The method builds up a name form the first and last names stored on file for compare to
the entered name.

The previous routine al'so employs Java file 1/O. Refer to Chapter 24 for a brief dissertation on Java's
file1/O capabilities.
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In Summary

The thrust of this chapter isto highlight the difference in a procedural language solution and a Java
(object) solution to a common data processing problem.

The procedural solution concentrates on defining the application as a separate group of modulesto
implement functions that operate on data. The datais analyzed and modeled separately from the
modules. The flow of the system is envisioned as awell-defined sequence of actions implemented as

program modules.

The Java solution concentrates on defining the application as a group of objects created from classes.
The classes imbue the objects with properties and behaviors that model the essence of the application
entities, such as input screens and output reports. The flow of the system is envisioned as a group of
objects communication by way of aruntime event delegation model.
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PART Two
Java ln the OS/300 M ainframe Environment
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CHAPTER 14
Overview of OS/390 Java I nfrastructure/Architecture

Y ou've seen the nuts and bolts of Java programming on your Windows-based workstation. However,
the reason you may have purchased this book isto learn how Javafitsin with the IBM mainframe
technol ogies you've come to know and love. This chapter provides the necessary background to
prepare you to use these technologies with Java.

The chapter starts with the software requirements you'll need to write and run Java on your OS/390
system. Next, you'll read an overview of how Java works with a potpourri of IBM technologies,
including DB2, CICS, IMS, and VSAM. You'll encounter some new IBM and Java terminology in
this chapter as well. This chapter concludes with some references for additional reading.

Softwar e Requirements

For you to run Java on OS/390, you'll need to enable Unix System Services, be running under
Language Environment (LE) Release 1.5 or higher, and, of course, have a Java runtime installed. The
version of the Java runtime you need to install depends on the release of OS/390 you are using.

The short story isthat you'll need accessto OS/390 Version 1 Release 1 or higher. However, if you
can get access to OS/390 Version 1 Release 6 or higher, you'll have access to a more current JDK
and some useful proprietary IBM features. Table 14.1 shows some JDK features available to various
releases of OS/390 Version 1.



Table 14.1 Some Java Features Available to OS/390 by Release
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0S/390 0S/390

R1, R2, 0S/390 0S/390 R8 AND
FEATURE R3 R4, R5 R6, R7 ABOVE
Javal.l Yes Yes Yes Yes
SAF/RACF Security No Yes Yes Yes
Security Migration Aid No No Yes Yes
RMI-110P No No Yes Yes
Swing Classes No No Yes Yes
Support for Record 1/0 No No Yes Yes
Java 1.2 No No No No
Java 1.3 No No No No

JAVA COMPILER OR JAVA INTERPRETER?

Asyou know, Java " compilers' generate bytecode, not native code. However,
IBM has a product called the High Performance Java Compiler (HPJ), which
gener ates native OS/390 code. In the discussions that follow, we assume that
you are not using the HPJ. Any situationsthat requirethe HPJ or requirethe
use of the Java bytecode compiler will be cited where appropriate.

Asyou see, 0S/390 Releases 1, 2, and 3 support Javaversion 1.1, Releases 6 and 7 support several
features found in Java 2, such as the Swing API, and Releases 8 and above support JDK 1.3.

Actualy, the official Java release supported by OS/390 Version 1 Release 6 and 7 isJDK 1.1.8 and
for Releases 8 and aboveis JDK 1.3.0. The entry in Table 14.1 labeled Support for Record 1/0, isa
set of proprietary IBM classes called JRIO, for Java Record I/O.

Java Application Architectures

This section discusses different architectures you may implement when coding Java on OS/390.

Y our choices fall into one of the following categories:

= Standalone program. Y our Java program directly communicates to some OS/390 software.
Y ou execute your Java program by invoking its main() method. The method invocation can be
from a command window or a batch job.
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= [Fat client. Your Java component directly communicates to some OS/390 software, like a
standalone program. However, you do not invoke a main() method; you access OS/390
software with a Java applet or servlet. This architecture is an example of atwo-tiered
architecture.

= Thin client. Y our Java component communicates with some OS/390 software through some
intermediate software layer. The Java components could be part of the intermediate software
layer, like a servlet. This architecture is an example of athreetiered (or N-tiered) architecture.

Java Software Components Ver sus Standalone Programs

Most of the examples shown and discussed in Part |1 of this book concentrate on both writing
standalone Java programs and writing fat clients to access mainframe software and data. A good case
could be made for spending more time discussing the thin client application architecture. Part 111 of
the book spends some time discussing three- and N-tiered application architecture and the Java 2
Platform, Enterprise Edition (J2EE—refer to Chapter 2, "What is Java?' to refresh your memory).

The two- and three-tier models cited previously use Java software components as opposed to Java
programs. For now, you can think of a Java software component as a piece of Java software that
cannot be run as a program but performs some useful work. Put differently, the Java software
component represents atier of a multi-tiered application.

One example of such a Java software component is an applet, a Java software component that runs
within the context of a Web browser. For the purposes of our discussion, an applet could be the
implementation of the presentation tier of amulti-tiered application. The customer uses the applet to
communicate with OS/390 system software to access mainframe data.

Another example is a Java serviet, a Java software component that runs within the context of aWeb
server. A servlet is an implementation of all or part of the businesslogic tier of a multi-tiered
application. The customer does not access a servlet directly; the customer accesses the servlet
typically through a Web page. The servlet performs the necessary functions of mainframe data
access and passes any results back to the software components implementing the presentation layer.

Whether the mainframe data or system software access is done by a standal one Java application or a
Java software component, the Java code uses a gateway or connector to access mainframe data.
Think of a gateway as a software layer that provides functions to connect Java software components
with existing software on an OS/390 system. Next, you'll read about gateways that enable you to
access |IBM system software products, like CICS and DB2.

Accessing OS/390 System Software

Here, we provide a summary of connecting to various IBM system software products. Some
products, like DB2, do not require proprietary connector software. Others, like
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CICS, may require proprietary connector software. Let's examine how you, the mainframe
programmer, access IBM system software with Java.

Accessing DB2 with Java.

Y our Java programs software components can access DB2 data by using one of three methods. Y ou
can use the Java Database Connectivity (JDBC) API, SQLJ, or Javato invoke a DB2 stored
procedures.

JDBC isindustry-standard technology implemented by nearly all database vendors that enables a
programmer to access data stored in relational databases. Y ou, the mainframe Java programmer
using JDBC, issue SQL calls as character-string parameters of methodsin java.sgl.*. Y ou would use
JDBC mostly for dynamic SQL.

SQLJis an aternative technology that enables you to imbed SQL callsin Java programs. However,
in contract to using JDBC, you would use SQLJ mostly for static SQL. Put another way, SQLJ
requires the use of a preprocessor that translates the SQL callsinto source code. If you've done any
DB2 programming on the host in COBOL or PL/I, the aforementioned approach should sound
familiar.

In Chapter 19 "Javaand DB2," you'll read more about using Java to access data stored in DB2. In
addition, the coding example shown in Chapter 20, "The Training Department Class Scheduler
System Revisited," has additional Java code examples of DB2 data access.

Accessing CICSwith Java

Y our Java programs or software components can access CICS by using a custom connector called
the CICS Transaction Gateway (CTG) or by using JCICS.

The CTG isaset of Java classes that enable your Java code to talk to CICS through the External
CICSInterface (EXCI). CTG classes can execute over a network where the CICS servers and the
clients accessing these servers can be located on different OS/390 systems. Also, the CTG classes
can execute locally where the CICS servers are located on the same OS/390 system as the clients.

If you are using CICS Transaction Server Version 1.3 or later, you can access CICS transactions
directly (without using a custom connector like CTG) by using JCICS. JCICS is a set of Java classes
that come with CICS. Y ou merely make these classes known to your Java development environment
and code your Java/CICS programs.

In Chapter 15, "Overview of OS/390 UNIX System Services," you'll read how to access CICS
transactions with Java.

Accessing IMS with Java

Y ou have several options at your disposal to access IMS from a Java program or software
component. Y ou can use the Callable Interface, which uses the Open Transaction Monitor Access
(OMTA) to access IMS. Y ou can use Advanced Peer-to-Peer Communications (APPC). Y ou can use
acustom IMS gateway called the IMS Connector for Java (formerly called the IMS TOC Connector
for Java).



Y ou can establish both conversational and non-conversational |M S transactions from a Java client
application or from a Java software component (applet, servlet).
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THE JAVA NATIVE INTERFACE

Sometimes, you cannot access OS/390 resour ces from Java without calling a
program, written in another programming language, currently on the 0S/390
system. Sun provides an API, called JNI that enablesyou to call other, non-
Java programs from Java programs. You'll see mention of JNI pop up from
time-to-timein our discussion of OS/390 data access. W€ ll provide particulars
on JNI where appropriate.

Some Javato IMS access technologies, like APPC, require the use of the Java Native Interface
(IND).

Chapter 15 provides additional information on IM S access with Java using the aforementioned
products.

Running Java under MVS Batch

Y ou have three options for running your Java programs under MV S batch. Y ou can use the
BPXBATCH utility. You could run your Java program compiled with the High Performance
Compiler as an executable in an all-too-familiar JCL job. You also could run your Java program as
an MV S started task.

The BPXBATCH utility enables you to run a UNIX program or script. In principle, running
BPXBATCH isnot that different than running a REXX EXEC under IKJEFTO1 (TSO).

If you use the HPJ and linked your object code into an MV S load module, you run the Java program
as you would run any COBOL program you linked.

Running your Java application as a started task is no different than running any program or script as
a started task.

Chapter 16, "Javaand MV S Batch," has more information on running your Java programsin MV S
batch.

Accessing OS/390 Record Structures with Java

Y ou can access stream files by using the Java base 1/0 classes (the java.io package). However, you,
the mainframe programmer, rarely use stream 1/O, right? How often do you code COBOL DISPLAY
or PL/I PUT SKIP DATA statementsin your production programs? What you really need to know is
how to perform record 1/0 in Java; you need the equivalent of COBOL, PL/I READ FILE, and
WRITE file statements in the Java language.

To access proprietary file structures with Java, IBM provides a custom package called Java Record
1/O, or JRIO. You use JRIO to access sequential files or members of a partitioned dataset. Chapter
17, "Java Record 1/0 Using the JRIO Package," has details on Java record access with JRIO,
including copious coding examples.
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Y ou access VSAM files with Java by using JRIO, too. JRIO supports read, append, and update
record operations on random, keyed, and sequential VSAM files. You'll read the full story on Java
VSAM file access with JRIO in Chapter 18, "Java COCS, and IMS." The coding example in Chapter
20 uses JRIO to access VSAM files, too.

IBM Java Development Tools

The cross platform nature of Javaimplies that you can develop your Java programs or software
components on any hardware/software combination and upload the programs to OS/390. The redlity
isthat you'll want your Java programs to access proprietary |IBM system software. Hence, you'll need
custom IBM packages representing connectors. In al likelihood, you'll not find the custom
connection classes with non-IBM Java development tools.

Asamainframe COBOL or PL/I programmer, you may be accustomed to entering source code in the
| SPF editor and running batch compiles. As a Java programmer, you will get accustomed to entering
source code in an integrated development environment on a small machine and uploading a compiled
piece of code or a software component to the host. Some of you COBOL folk with exposure to
MicroFocus COBOL get the idea.

IBM has a suite of small machine development tools called the Visual Age series. IBM has Visua
Agefor COBOL, PL/I, C, C++, and Java. The Visua Age product has the same interface for all
programming languages. Also, The Visual Age product comesin Entry, Professional, and Enterprise
Editions.

IBM VisualAge for Javais a powerful rapid application development tool for building Java-
compatible applications, applets, and Java software components. With the VisualAge for Java
programming environment, you can build 100 percent Pure Java applications that run on any Java-
compatible Virtual Machine Java Development Kit or inside any Java-enabled browser. With
VisualAge for Java, you can add or change code and compile without exiting the test environment.
The product includes the Visual Composition Editor and a fully integrated, repository-based
environment that provides complete source and version control.

If your shop does not have, nor plansto use, IBM's Visual Agetools, do not fret. Y ou can adapt any
of the leading Javatools to use the custom IBM classes, like JRIO.

Appendix B has more information about IBM's Visual Age for Java environment, including
directions on downloading a copy, and helpful tips on configuring the environment on Windows
platforms, aswell asinformation on other Java development tools.

In Summary

You see that IBM has covered the bases in providing Java access to OS/390 system software. Y ou,
the Java mainframe programmer, have the means to use Java to get to your mainframe-stored data,
beit stored in aVSAM file or stored in arelational database. The next six chapters show you how.
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Y ou can reference the IBM site, www.s390.ibm.com/javal, for the most current information on
0S/390 and Java. The site www-4.ibm.com/software/data/db2/javalindex.html has information on
using Javawith DB2. The site www.ibm.com/devel oper/javal has IBM Javainformation of interest
to programmers. Of course, general Web searches reveal awealth of information you might find
relevant.
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CHAPTER 15
Overview of OS/390 UNIX System Services

With OS/390 UNIX System Services, OS/390 and UNIX, two widely used operating systems, come
together inside a single box. As previously mentioned, to use Javafor OS/390, the shop needs UNIX
System Servicesinstalled. It would behoove you, the IBM mainframe programmer, to know a bit
about UNIX System Services, or OS/390 UNIX.

This chapter provides some information on OS/390 UNIX. We start by discussing the OS/390
command shell and methods of accessing the OS/390 shell. You'll read portions about the file system
used in OS/390 UNIX, namely the Hierarchical File System (HFS). Lastly, you'll compare and
contrast MV S concepts with those in OS/390 UNIX.

It is not the intent of this chapter to provide a comprehensive description of OS/390 UNIX System
Services. Rather, the intent is to provide you, the MV S programmer, with the knowledge to use
0OS/390 UN IX System Servicesto write and execute your Java programs.

The Command Shell

The shell isacommand that reads lines from either afile or the terminal, interprets them, and
generally executes other commands. It is the program that is running when a user logs into the
system. The shell implements a language that has flow control constructs, as well as a macro facility
that provides a variety of featuresin addition to data storage with built-in history and line editing
capabilities. It incorporates many features
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to aid interactive useg; it's advantage is that the interpretative language is common to both interactive
and non-interactive use (shell scripts). That is, commands can either be typed directly to the running
shell, or they can be put into afile that can be executed directly by the shell.

Some of you stalwart MV Sers may recall interacting with TSO by issuing commands at the READY
prompt; using the command shell is similar.

Y ou may wonder how you get to the OS/390 command shell in the first place. The next section
discusses getting to the shell.

Accessing the Command Shell

0S/390 provides several terminal emulators that you can use to access the shells:
The TSO/E OMV S command, a 3270 terminal interface

The rlogin command, an asynchronous terminal interface

The telnet command, an asynchronous terminal interface

Y our system administrator must set you up to use one of these terminal emulators. To see which
terminal emulator you are set up for, you should enter the TSO command LISTUSER asfollows:

LI STUSER USERNAME OWS

Typical output from the LISTUSER command would be

Ul D=0000000101

HOVE=/tr 23790/ home/ | oum
PROGRAMEOWS

CPUTI MEMAX=NONE

ASS| ZEMAX=NONE

FI LEPROCNMAX=NONE
PROCUSERMAX=NONE
THREADSMAX=NONE
MVAPAREANMAX=NONE

READY

The italicized line shows the program being used to access the shell. The default shell is accessed
through the TSO OMV S command. Change the shell by entering the ALTUSER command. The
following command entered at the READY prompt changes the OS/390 shell from OMV Sto the
0S/390 shell:

ALTUSER USERNAME OWS( PROGRAM ' / bi n/ sh'))

If you come from a UNIX background, you'll likely access the command shell through rlogin. If you
come from an MV S background, which is a key assumption of this book, you'll likely access the
shell by using the OMV S command. Let's spend some time discussing the OMV S command.
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The OMVS Command

If you are not set up to use the OMV S command, you can change it by entering the OMVS command
at the READY prompt. Figure 15.1 shows the OMV S terminal emulator with default settings.

Y ou enter commands at the command line prefaced with = = > at the bottom of the screen. Later in
this chapter, you'll read about some OS/390 UNIX commands you may enter in this screen.

The HFS File System.

0OS/390 UNIX filesare organized in a hierarchy, asin a UNIX system. All files are members of a
directory, and each directory isin turn amember of another directory at a higher level in the

hierarchy. The highest level of the hierarchy isthe root directory. A file contained within the HFS
hierarchy is called an HFSfile.

Figure 15.2 shows a comparison between MV Sfiles and HFSfiles.

Figure 15.2 shows that the root/ directory is analogous to the MV S catalog; the root/ directory assists
the file manager in locating HFS files. Each user in an HFS systemis

7~ — 2 __‘\‘
rom |
Licensed Material - Prope-ty of 1BM |
SEAT-081 (C) Copyright [BM Corp. 1993, 1984 |
(Ch Copyright Mertice Kern Systems. Inc.. 1965, 193,

() Copyrighl Scflware Development Grogp, Undversity of waterloo, L5383,

a1l Rights Feserved

i U.5. Govermmesil wsers - RESTRICTED RWGHTS - Use, Duplicatian, or
Diacioswre restricted by GS8-ADP scnedule contract with IBM Corp.

IEM is 2 registersd trademark of [he [ER Lorp
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Figure 15.1 The OMV S screen with default PFK ey setting.
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MVS
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Filas
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a1 2¥adsn'mbrb

Mambers
MERA, MBRE

Figure 15.2 MV S datasets and HFS files compared.

assigned a home directory, specified by /u/. The remaining directories ax123 and adsn show one
possible file organization. The files/u/ax123/adsn/mbra and /u/ax123/adsn/mbrb show two files
residing in the subdirectory previously shown.

In short, the directory structure used by HFS is similar to the structure used in PCs running
Windows.

Working with HFS Files
This section discusses naming HFS files and shows some commands that act on HFS files.
Naming HFSFiles

A filename can be up to 255 characters long. To be portable, the filename should use only the
following characters:
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= Uppercase or lowercase A to Z

= Numbers0to 9

= Period

= Underscore

= Hyphen
Do not include any nulls or slash charactersin afilename. Doublebyte characters are not supported
in afilename and are treated as singlebyte data. Using doublebyte charactersin a filename may
cause problems. For instance, if you use a doublebyte character in which one of the bytesisa. (dot)

or / (slash), the file system treats this as a special delimiter in the pathname.

0S/390 UNIX is case-sensitive and distinguishes characters as either uppercase or lowercase.
Therefore, MyFile is not the same as myfile.

A filename can include a suffix, or extension, that indicates itsfile type. An extension consists of a
period () and several characters. For example, files that are Java code could have the extension .java,
asin the filename myprog.java. Having groups of files with identical suffixes makesit easier to run
commands against many files at once. For example, to compile all the Java programsin the current
directory, you could enter

javac *.java
HFS File Commands

Table 15.1 describes some commands that act on HFS files. Some commands accept wildcard
characters that enable the command to act on groups of files, like the previous example of javac
command invocation.

Copying Files between UNIX Filesand MVS Datasets

Y ou can copy HFSfilesto MV S datasets from the OS/390 shell using the cp or mv command, or by
using the following TSO commands. Some examples of using cp to copy filesto and from HFSto
MV S are asfollows:

cp anhfsfile "//'myhl g.anmvsdsn'"

The previous command copies the file anhfsfileto an MV S dataset myhlg.anmvsdsn. Notice the use
of quotes around the MV S dataset name.

cp -p "DSORG=PS, RECFM=FB, SPACE=
(20, 10)" anhfsfile "//'nyhl g.anewnvsdsn' "

The previous command copies anhhsfile to a new MV S dataset myhlg.anewmvsdsn with the specified
DCBs. Notice the -P parameter must be coded in uppercase.

Table 15.2 lists the TSO commands you may use to copy filesto and from HFSto MV S.
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Table 15.1 OS/390 UNIX File Commands

COMMAND EXAMPLE DESCRIPTION
In In oldpath Createa hardlink. Oldpathisthe
newpath existing pathname; newpath isthe

new reference. Every reference to
newpath is areference to oldpath.
Hard links cannot access files across
file systems (in adifferent root

structure).
In -s oldpath Create a symbolic link. A symbolic
newpath link acts like a hard link without the
restriction of accessing across file
systems.
In -e oldpath Create an external link. An external
newpath link may refer to an MV S dataset.
rm rm afilebfile Delete one or more files or links.

When you delete alink, you do not
affect the files, only the link(s)

between them.
cp cp fileafileb Copy filea intofileb. If fileb does
not exist, cp will createit.
mv mv fileafileb Move one or more files to another
dirA directory.

mv -R dirA dirB Move al filesfrom directory A to
directory B. The -R option must be
coded in uppercase.

diff diff fileafileb Compare filea and fileb.

wc wc filea Count the words and lines in atext
file.

grep grep aword afile Search afile for occurrences of

aword. The grep command enables
for pattern searches. Patterns used
by grep are not the same as
wildcards used in commands.
However, the concept is similar.

Comparing MVS, UNI X, and OS/390 Concepts

The following list describes platform—independent computing concepts in the language of MV'S, the
language of UNIX (AlX, an IBM implementation of UNIX), and OS/390 UNIX. You'l find these
comparisons useful when you see how familiar concepts and properties of MV S are implemented on
0S/390 with UNIX System Services.



Table 15.2 TSO Commandsto Copy Filesto and from HFSto MVS

TSO COMMAND

DESCRIPTION

OPUT

Puts (copies) an MV S sequential data set or partitioned
data set member into the file system. Y ou can specify
text or binary data.

OPUTX

Puts (copies) a sequential data set, a data set member,
an MV S partitioned data set, or a PDSE into an HFS
directory. Y ou can specify text or binary data, select
code page conversion for singlebyte data, specify a
copy to lowercase filenames, and append a suffix to
the member names when they become filenames.
OPUTX isaREXX EXEC that invokes OPUT.

OGET

Gets an HFS file and copies it into an MV S sequential
data set or partitioned data set member. Y ou can
specify text or binary data, and select code page
conversion for singlebyte data.

OGETX

Gets an HFS file or directory and copiesit into an

MV S partitioned data set, PDSE, or sequential data set.
Y ou can specify text or binary data, select code page
conversion for singlebyte data, allow a copy from
lowercase filenames, and delete one or all suffixes
from the filenames when they become PDS member
names. OGETX isa REXX EXEC that invokes OGET.

OCOPY

Copies datain either direction between an MV S data
set and an HFSfile, using ddnames. OCOPY can also
copy within MV S (one data set to another data set) or
within the shell (one file to another file). OCOPY has a
CONVERT operand for converting singlebyte data
from one code page to another.

Virtual Storage.
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Virtual (or logical) storage is a concept that, when implemented by a computer and its operating
system, enables programmers to use avery large range of memory or storage addresses for stored
data. The computing system maps the programmer's virtual addresses to real hardware storage
addresses. Usually, the programmer is freed from having to be concerned about the availability of

data storage.

On MVS each user gets an address space of 2 gigabytes of virtual storage. Some of this storage
contains common code for all users.

On AIX UNIX, each user gets whatever they require within the constraints of the operating system,
and also the amount of real memory and storage.

On OS390 UNIX, each user gets an MV S address space.
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Data Storage
Data storage is what we call the physical implementation of related sets of data.

On MVS data storage is named by data sets sometimes, written as a single word datasets

On AIX UNIX and OS390 UNIX, data storage is named by files.

Configuration Data

Configuration datais a set of attributes that describe the overall behavior of the system, such as
system software versions and details on various system services.

On MVS configuration datais stored as members of the partitioned dataset SY S1.PARMLIB, also
called the parmlib. Datain the parmlib controls the initial loading of the system aswell as how MV S
address spaces behave.

On AIX UNIX, configuration datais stored in files in the /etc directory. In addition, a utility called
the Object Data Manager stores some configuration information.

On OS390 UNIX, configuration datais also stored in the /etc file system.

Bit Bucket

The bit bucket, a somewhat whimsical term, is the universal data sink (originally, the mythical
receptacle caught bits when they fell off the end of aregister during a shift instruction). Discarded,
lost, or destroyed datais said to have 'gone to the bit bucket.'

On MVS, the bit bucket isthe DD DUMMY card.

On AIX UNIX and OS390 UNI X, the bit bucket is afile reference called /dev/null.

Locating Data

How does a user or application locate a dataset or file? The files for an operating system are

organized into afile system. Many environments, such as UNIX System Services, use afile system
that consists of ahierarchy of directories. Conventional MV'S, however, uses a non-hierarchical file
system in which groups of data sets are referred to by their high-level qualifier (HLQ) specification.

On MVS you locate datasets by using a catalog or a PDS directory. A catalog is a direct access
dataset containing device-specific information used to locate datasets. A PDS directory is alisting of
PDS member names with offsets within the PDS used to locate members.

MV S catalogs are tied into system levels. For example, a system catalog could hold information you
would use to locate datasets with a system-wide high level qualifier, such as SY S1. A user catalog
could hold information used to locate datasets with a user high-level qualifier.

Also, on MV'S, you may use the Volume Table of Contents (VTOC) to list the dataset names residing
on a particular direct access device. The VTOC does not contain any information on PDS members.



On AIX UNIX and OS390 UNIX, you would navigate the directory structure of the filesto locate a
file. If you are familiar with Windows or DOS, you are no doubt
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THE STICKY BIT

Thisisthe bit in the mode of a UNIX file which, if set for an executable, tells the
kernel to keep the code loaded in swap space even after it has finished executing on
the assumption that it is likely to be used again soon. This performance
optimization was included in some early versions of UNIX to save reloading of
frequently used programs such as the shell from disk.

familiar with adirectory file system. If so, you know how to navigate directory structures. Y ou direct
the shell to adirectory with a change directory command and issue commands to reference files
stored in that directory.

On OS/390 UNIX, the directory file system is called the hierarchical file system (HFS). Y ou'll read
expressions like HFS files (files stored in an HFS file system) and HFS programs (programs that
access HFSfiles) in this and any work dealing with OS/390 UNIX System Services.

Using Shared Libraries

Shared libraries enable multiple users to access useful system resources. Every multi-user operating
system enables certain libraries to be used by multiple users.

On MVS, the system has a common area called the Link Pack Area (LPA) that holds shared libraries.
The LPA isavailable to every address space running in the system.

On AIX UNIX and OS390 UNIX, shared libraries are loaded into the system on demand. When the
first user requests use of alibrary, the system loads that library into memory. Subsequent users
requiring access to the library may access the previously loaded copy. The operating system will
purge the library when no user requires further access. 0S/390 UNIX programs, with their sticky bit
switched on, can access shared libraries in the LPA aswell.

Data Encoding

A dataencoding isalow-level representation of data. Sometimes, the term collating sequenceis used
to mean the data encoding representation. Some often-used data encodings are EBCDIC, ASCII, and
Unicode.

We draw a distinction between the encoding of the data and the format of the data. For example, you
can have text and binary formats with the EBCDIC encoding scheme as well as with the ASCI|
encoding scheme. Although both encoding schemes enable for text representation, their underlying
bit patterns, or machine representations, are different.

On MVS you are free to use any data encoding you wish; the applications are responsible for
handling the data. However, most MV S programs expect the data to be encoded in the EBCDIC
scheme. For the most part, you are safe in assuming that MV S programs use data encoded in
EBCDIC.
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On AIX UNIX, the expectation is that programs expect the data encoding to be ASCII. Of course, you
can write code to use datain EBCDIC or any encoding. However, it's a safe bet that UNIX programs
expect an ASCII data encoding.

On OS390 UNIX, you are free to use any encoding you wish. However, IBM system software
products expect data to follow the EBCDIC encoding. However, if a program coming from another
UNIX environment gets ported to OS/390 UNI X, you can assume that the program to be ported uses
and produces datain ASCII. If so, the ported program executing on OS/390 UNIX needsto convert
the encoding from ASCII to EBCDIC. You may use the OS/390 UNIX utilitiespax and iconv to
convert datafrom ASCII to EBCDIC.

Dataset and File Formats.

Some operating systems provide dataset and file formats, which are abstractions that enable an
application to access data in a consistent and organized fashion.

On MVS, datasets may be formatted into logical records and physical records (called blocks). When
an application program reads data from afile, the program may read a record of datawith arecord
I/O statement. This I/O statement operates on alogical record. Physical records, or blocks, are what
MV S uses to buffer data from storage to memory for subsegquent program access.

By and large, UNIX and OS/390 UNIX do not have any real file formats or access methods. Data
contained in filesis a stream of bytes; any organization required by the application is enforced by the
application.

Dataset Organization and Access Methods

On MVS closely alied to the concept of dataset format is the concept of dataset organization.
Whereas the record/block format discussed previously describes how an MV S application accesses
datain a dataset, the dataset organization provides a higher-level abstraction for custom data access.
Often, you'll hear MV S programmers use the term access method interchangeably with dataset
organization.

For example, when you, the MV S programmer, perform I/O on a sequential dataset, you are using
the Basic Sequential Access Method (BSAM). When you perform I/O on aVSAM dataset, you are
using the Virtual Sorage Access Method. Now, your COBOL or PL/I program issues READ FILE
INTO and WRITE FILE FROM statements; these statements may perform 1/0 on either sequential
or VSAM datasets (of course, VSAM datasets have more /O options than BSAM datasets). The
low-level system code that accesses the datais completely hidden from the program.

UNIX and OS/390 UNIX do not have any native support for access methods per se. File organization
and access are the responsibility of the application. However, IBM has utilities that you can useto
copy MV S datasets to HFS datasets to enable access by HFS programs.



Page 275
Case Sensitivity

Coming from the MV S world where everything is usually coded in upper case, you may experience a
few gotchas when coding in the world of OS/390 UNIX. Although you, the MV S programmer, may
code your programs and issue TSO commands in upper case, MV 'S cares little for the case of your
code. Some exceptions arise when you code JCL and runtime parameters coded on an EXEC PGM=
JCL card.

In UNIX and OS/390 UNIX, case sensitivity rules the roost; nearly every command, file name, and
programming language construct is case sensitive.

Supported Programming Languages

For the most part, nearly every programming language used is supported on MV S with one glaring
exception, which is Java. That said, you, the MV S programmer, could code Java on OS/390 UNIX to
access dataresident in an MV S system. The UNIX programmer has a compiler for just about every
programming language imaginable.

Operating systems typically have one or more scripting languages. Y ou use a scripting language to
control system resources, such asfiles or datasets, and to invoke executables. A script isa curious
mix of operating system statements that may manipulate files or datasets combined with
programming language constructs. An example of atypical script could be a program that checks for
the existence of one or morefiles; if the files exist, then the script executes program X, or else the
script executes program Y. Scripting languages are usually interpreted and are not processor -
intensive applications.

On MVS you can code TSO CLISTS, which few people use these days, and REXX EXECs.

On AIX UNIX, you have accessto all scripting languages from MV S and AIX UNIX.

Online Help

On MVS, you can issue the TSO HEL P command or, if within the |SPF environment, you can hit
PF1 for online help. Y ou can configure | SPF to invoke Book Manager to reference IBM
programming language and system software manuals.

On AIX UNIX and OS390 UNIX, the man command provides help for shell commands. In addition,
you may get online help through the installed GUI. OS/390 UNIX has an interface to Book Manager
viathe OHEL P command.

Code That Performs Work

In MVS, the elementary entity that performswork is called atask. MV S represents tasks by using a
Task Control Block. The MV S operating system supports multiple tasks within each address space.
Applications written in COBOL and PL/I usually correspond to a single task.
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In AIX UNIX and OS390 UNIX, the elementary entity that performswork is called athread. A UNIX
(AIX or OS/390) application starts a unit of work called a process, which may contain or create
multiple threads. In addition, an AIX UNIX or OS/390 UNIX process can create additional
processes, which, in turn, may create one or more threads.

In MVS, along running task is known as a started task. A started task may execute as long as the
systemisactive. In AIX UNIX and OS390 UNIX, along-running task is called a daemon; along-
running task under OS/390 may also be a started task.

Program Search Order.

The program search order isthe list of libraries and paths the system searches to locate executable
programs.

In MVS the system searches the following partitioned datasets (libraries) alocated to the following
DDNAMES in the order listed: TASKLIB, STEPLIB, JOBLIB, LPALST, and LNKLST.

In AIX UNIX, the system searches the directories specified in the user's PATH environment variable.
Thevalue of PATH isalist of directories; the program file found in the first directory listed in the
PATH isthefile loaded and executed. For dynamic link libraries, the system searches alist of
directories specified in the LIBPATH environment variable.

In OS390 UNI X, the system searches the directories specified in the user's PATH variable. However,
if the program's sticky bit is switched on, the search order follows the previous rulesfor MVS.

Assigning Disk Storage

In MVS, auser assigns storage by allocating datasets. Dataset allocation can be done in the
foreground by using the TSO ALLOCATE command or using dataset utilitiesin ISPF (whichisa
front end for the ALLOCATE command). MV S users may allocate disk space in batch by using DD
statementsin a JCL job stream.

In AIX UNIX, a system administrator assigns filesto logical disk volumes that are mapped to
physical disk volumes.

In OS/390 UNIX, a system administrator allocates HFS files. Also, a user may execute a shell script,
REXX Exec, or a program that creates HFS files from program data.

Problem Determination

In MVS you can use TSO TEST, aline-oriented debugger, or the IBM debug tool. MV S supports
ABEND codes and may produce a system dump on request. Several third parties offer source level

debugging tools.

In AIX UNIX, you have access to arange of programming debugging tools as well as system
routines, such as errpt, for reporting system errors; you can also reguest a core dump.
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In OS/390 UNIX, you have the same features as A1 X UNIX at your disposal. You also may use the
Visual Age product, which provides a source level debugger for severa programming languages,
including Java.

Online Execution

In MVS you may log on to TSO by supplying auser ID and a password. Upon logging on, the
system submits a started task that represents the user logged onto the system. Each TSO user may
have only one TSO session active at agiven time.

The MV S user executes a program in the foreground by either entering the name of the program at
the TSO "ready" prompt, or through option 6 of |SPF. The system searches the program libraries
allocated to the DDNAMES specified in the section "Program Search Order” unless the user
specified the fully-qualified dataset name.

In AIX UNIX, users log on to the system and execute shell scripts. An AlX user may issue an rlogin
or telnet command to connect to another operating system. In addition, the AlX user may enter the
name of a script or executable. AIX UNIX users may have several login sessions simultaneously.

In OS390 UNIX, auser may logon with the rlogin and telnet commands, then logon to TSO (MVYS)

and execute the OMV S command to have an MV S session. Aswith AIX UNIXI, OS/390 UNIX
users may enter the name for a shell script or executable program.

Background Execution

In MVS background program execution is done by submitting a batch file, containing JCL, to the
batch environment.

In AIX UNIX and OS390 UNIX, shell commands prefixed with both an ampersand (&) and cron

command will execute in batch. In OS/390 UNIX, the BPXBATCH command enables the user to
submit batch jobs and run HFS programsin JCL job streams.

Scheduling Programs for Execution

In MVS ajob scheduler may use a number of system utilities, such as JES or the system Automation
for OS390.

In AIX UNIX and OS390 UNI X, the cron utility schedules programs that execute in the background.
Third-party solutions for UNIX background daemons also exist.

Creating Programs

The MVS programmer may create a program by using a compiler with alinker or binder. The output
of the binder is aload module—a member of a PDS that holds executable code.

In AIX UNIX or OS390 UNIX, the programmer uses a compiler and alinker. Usually, a special script
called amakefile is used to ensure the existence of necessary files, call the compiler, and if the return
code is satisfactory, issue acall to alinker.
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Editing Data

In MVS the primary tool used by you, the MV S programmer, to edit data and program code is the
| SPF editor.

In AIX UNIX, you would use one of several editors, such asvi, ed, or emacs.

In OS390 UNIX, you could use the AIX UNIX editors or the edit tool. Y ou may use a GUI -based
editor called nedit, which also converts from ASCII to EBCDIC.

View and Cancel Jobs

In MVS, you could use SDSF or athird-party product, such as |OF, to view, purge, and cancel jobs.
These tools enable you to stop ajob that is currently executing or to remove a job pending execution
from the job queue.

In AIX UNIX, you could use the ps shell to view and kill threads. To stop an online executing
process, you use the Control -C key combination.

In OS/390 UNIX, you have the features available to both MV S and AIX UNIX to view and stop
threads.

In Summary

0S/390 UNIX System Services bring together two powerful operating systems. These system
services enable you, the mainframe programmer, to access MV S datasets from a UNIX environment.
Since you must compile and execute your Java programs from within this environment, you need
tools to access mainframe (MVS) datasets; UNIX System Services give you just that.
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CHAPTER 16
Java and MV S Batch.

Even in this day and age of GUI applications, there will always be a need to run programs in batch.
Fortunately, running Java programs in batch is not difficult. All you need to do is secure your shop's
Java Class Library (JCL), and modify the job stream by supplying your Java program, dataset
references, and other runtime and environment parameters.

This chapter provides what you, the mainframe programmer, need to know to execute a Java
program in batch. You'll read about the three options that are available for batch Java program
execution. For each option, you'll read about the parameters that you'll need to supply to the job
stream. Along the way, you'll see which environment variables to set and how to set them in the
0S/390 batch environment.

Executing Javain Batch

Three options are available to execute Java programs in batch:

1. Y ou can execute the Multiple Virtual Sorage (MVS) utility program BPXBATCH. BXBATCH
enables you to run an OS/390 UNIX command or executable under MV S.

2. If you compile and link your Java program with the High Performance Compiler, you can
execute your linked program as you would a COBOL or PL/I program.
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3. You can run Java programs as a started task using one of the two options previously outlined.

The next sections examine these optionsin detail, starting with using BPXBATCH.

Running Java Programswith BPXBATCH

Because the Javainterpreter runs under OS/390 UNIX system services, you can use the BPXBATCH
utility to load the Javainterpreter and pass the name of a Java program. Y ou may also supply
runtime parameters to the main() method of the Java program at the same time.

Listing 16.1 shows the JCL that loads BPXBATCH and runs a Java program.

Thislisting is an absolute minimum. BPXBATCH writesto Hierarchical File Storage (HFS)
datasets only. (BPXBATCH can read from MV S datasets.) Hence, you can't use SY SOUT=* for the
standard output streams. Some additional information on thisjob follows.

The Parameter Passed to BPXBATCH

This statement in Listing 16.1 is the parameter passed to BPXBATCH:
/1 PARME' SH j ava j avaprog parnl parng'

/1 VWHO AMA JOB ( MYACCTI NFO), CLASS=X, MSGCLASS=X, MSGLEVEL= (1, 1),
11 REG ON=16M NOTI FY=& SYSUI D

/>

//* Run Java Program wi th BPXBATCH

/1>

/1 RUNJAVA EXEC PGVEBPXBATCH,

/1 PARME' SH java javaprog parml parnf'

[/ STDOUT DD PATH=' /u/homedir/stdout",

/1 PATHOPTS=( OCREAT, OTRUNC, OARONLY),

/1 PATHMODE=SI RWKU

/] STDERR DD PATH=' /[u/ honedir/stderr"',
[/ PATHOPTS=( OCREAT, OTRUNC, OARONLY),
[/ PATHMODE=SI RWKU

[/ STDENV DD PATH=" /u/homedir/myenvfil"
/*
Listing 16.1 Running Javawith BPXBATCH.
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WARNING

If you misspell or omit the DDNames, STDOUT, or STDERR in your
BPXBATCH job, BPXBATCH will routethe output to the null and invisible
output, /dev/null.

The parameter is the standard UNIX command shell, SH, with the Java runtime, the name of a Java
program, and any parameters the Java program requires. The Java program would contain the
following constructs:

public class javaprog {
public static void main( String[] args ) {
/largs[ 0 ] equals parml, args[1l] equals parn?
}
}

Y ou are not limited to passing the Java runtime interpreter to the command shell. Y ou can pass a
script that calls the Java runtime interpreter. In the script, you can set environment variables or use
program logic to run different Java programs.

Standard Files Used by BPXBATCH

The filesused by BPXBATCH are STDOUT, STDERR, and STDENV.
= STDOUT isthe default output file that corresponds to System.out.print in your Java program.

= STDERR isthe error output where the Java runtime writes diagnostics-like stack traces.
STDERR, if not specified in your job stream, defaults to the dataset referenced by STDOUT.

= STDENYV isafilethat contains options to the Java runtime, such as a classpath setting.
STDENV isnot required and is usually "dummied" out (DD DUMMY).

Listing 16.1 shows these files stored in a home directory, but the files can be stored anywhere the
user has permission to savefiles.

A More Robust Job Stream for Executing BPXBATCH

In the real world, abatch job would include an IEFBR14 step at the beginning and perhaps, a step at
the end to clean up or move output to another location. Listing 16.2 shows the BPXBATCH job
including these steps.

The DELETE step does what you think it does; it runs IEFBR14 to delete any existing datasets that

shouldn't exist for thisjob. The datasets in question are the standard output and standard error
datasets.



/ 1 WHOI AVA JOB ( MYACCTI NFO) , CLASS=X, MSGCLASS=X, MSGLEVEL=( 1, 1),

11 REG ON=16M NOTI FY=&SYSUI D

1>

/1* Run Java Program wi th BPXBATCH

1>

/| DELETE  EXEC PGVElI EFBR14

/1 STDOUT DD PATH='/u/ honedi r/stdjava. out',

/1 PATHOPTS=( OCREAT, OARONLY) ,

11 PATHMODE=SI RWXU,

1 PATHDI SP=( DELETE)

/ | STDERR DD PATH='/u/ honedir/stdjava.err',

/1 PATHOPTS=( OCREAT, OARONLY) ,

11 PATHMODE=SI RWXU,

1 PATHDI SP=( DELETE)

/=

/1 RUNJAVA EXEC PGVEBPXBATCH,

/1 PARME' SH j ava j avaprog parml parn?'
/1 SYSPRI NT DD SYSOUT=*

/1 SYSOUT DD SYSOUT=*

[ 1 STDOUT DD PATH='/u/ honedi r/stdjava. out',

11 PATHOPTS=( OARONLY, OCREAT, OTRUNC) ,
11 PATHMODE=S| RWKU

/ | STDERR DD PATH='/u/ honedir/stdjava.err’',

I
11

PATHOPTS=( OARONLY, OCREAT, OTRUNC) ,
PATHMODE=SI RWKU
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[ | STDENV DD DumMvy
/>
[ 1 COPYQUT EXEC PGVElI KIEFTOL, DYNAMNBR=300, COND=EVEN
[/ SYSTSPRT DD SYsSOUT=*
[ I HFSOUT DD PATH='/u/ honedi r/ st dj ava. out"
/ I HFSERR DD PATH='/u/ honedir/stdjava.err'
/1 *Shop - specific DCBs for output files follow
/| STDOUTL DD SYSOUT=*, DCB=( RECFM=VB, LRECL=133, BLKSI ZE=137)
/ | STDERRL DD SYSOUT=*, DCB=( RECFM=VB, LRECL=133, BLKSI ZE=137)
// SYSPRI NT DD SYSOUT=*
/1 SYSTSI N DD DATA
ocopy i ndd(HFSOUT) out dd(STDOUTL)
ocopy i ndd(HFSERR) out dd( STDERRL)
/*
Listing 16.2 Running Java with output redirection.

The RUNJAVA step isthe same asthe RUNJAVA stepin Listing 16.1.

The COPY OUT step invokes TSO in the background and runs the OCOPY command to copy the
datafrom HFS datasets to a SY SOUT dataset. Y ou can easily code a
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sequential MV S or member of a partitioned dataset (PDS) for the destination of the OCOPY
command.

If you're wondering why the COPY OUT step isthere, sadly, it is because no symbolic temporary
dataset representation is available for HFS datasets. Y ou cannot code & & TEMP for STDOUT or
STDERR datasets. Also, as previously mentioned, BPXBATCH writes to HFS datasets only.

Compiling a Java Program in Batch

Because BPXBATCH runs OS/390 UNIX programs in batch and the Java bytecode compiler isan
0S/390 UNIX program, you can compile Java programs in batch. The JCL is nearly identical to that
for executing the program. The only difference isthat instead of passing the java command to the
UNIX command shell, you pass the javac command. Y ou can use the job shown in Listing 16.2 and
change the EXEC card of the RUNJAVA step to pass javac to compile Java programs in batch.

As previously mentioned, you can pass a shell script to the command processor to set environment
variables and compiler options.

Defining Environment Variablesin Batch

Whether you compile or run Java programs on a workstation or in batch, you'll need to establish the
proper environment. A convenient method for establishing your Java environment for batch compiles
and executions is by defining your Java environment variables in a dataset. The dataset is known to
BPXBATCH jobs as DDNAME STDENV. The dataset referenced by DDNAME STDENV can be
an HFS or MV S dataset (recall that BPXBATCH can read from MV S datasets).

BPXBATCH also accepts environment variable settings by way of an instream DD statement. For
example,

/1 SYSENV DD *
PATH==/usr /| pp/javal2: / u/ nyhome/ nyprog
/*

Typically, you need to set the PATH and CLASSPATH environment variables. It's good practice to
set the JAVA_HOME variable aswell. Code the values for these environment variablesin an
unnumbered text file (turn line numbering off while editing) as name-value pairs:
environmentvarname=varvaue. Here's how to make variable assignments for some Java
environment variables in OS/390.
Assigning Environment Variablesin OS/390
Here are some rules of thumb to follow when assigning Java environment variablesin OS/390.

= Use a colon to separate path names.

= Example: PATH=/usr/Ipp/javal2:/u/myhome/myprogs
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This sets the PATH environment variable to the two directories (paths) separated by the colon. Of
course, you may, and usually will, use more than two paths in an environment variable assignment.

= Environment variable names are referenced by a $ on the right-hand side of an assignment
Statement.

= Example: CLASSPATH=$CLASSPATH:/u/myhome/myprogs

This setsthe CLASSPATH to the existing CLASSPATH assignment and the path following the
colon. Assigning an environment variable with its existing value plus additional paths isacommon
technique for setting environment variables.

= Most environment variables deal with paths. However, several enable the use of JAR and ZIP
filesin conjunction with paths.

= Example: CLASSPATH=$CL ASSPATH:/u/myhome/myprogs:/libs/tools.jar

This sets the CLASSPATH assignment to the current CLASSPATH, the path /u/myhome/myprogs,
and the JAR file /libs/toolg/jar.

= Y ou can use the values of some existing environment variables as partia paths when assigning
other environment variables.

= Example: PATH=/usr/Ipp/javal2:/u/myhome/myprogs.$JAVA_HOME/lib

This uses the value of JAVA_HOME to set a path that partly defines the PATH environment
variable. Using an existing environment variable as part of a path works when the existing
environment variable can refer to only one path, such as JAVA_HOME.

= Different products use different sets of environment variables. For example, the Customer
Information Control System (CICS) has a set of environment variables that is unique to using
Java and the CICS gateway. Using Java with DB2 requires yet another set of environment
variables.

Running Compiled and Linked Java Programs

Executing Java programs compiled and linked with the High Performance Java Compiler (HPJC)
can be done in one of two ways. If you linked your module into an HFS file, you'll use BPXBATCH.
If you linked your module into an MV S dataset, you'll invoke the module directly with an EXEC
PGM= JCL statement.

Listing 16.3 shows a sample job stream that runs a Java executable compiled and linked into an HFS
dataset.

You'll haveto codea STEPLIB DD statement in your JCL to bring in the HPJC and the IBM
Language Environment (LE) runtime libraries. The dataset names shown here are probably not the
same as those used in your installation. Notice the absence of the STDENV DD statement; you don't
need one when you run Java executables.

Listing 16.4 shows a sample job stream that runs a Java executable compiled and linked into an MV S
dataset.



No surprises here. Any files referenced in the program would need DD statements, of course.
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/1 VWHO AMA JOB ( MYACCTI NFO) , CLASS=X, MSGCLASS=X, MSGLEVEL=(1, 1),
11 REG ON=16M NOTI FY=&SYSUI D

/>

/1* Run Executable Java Program wi th BPXBATCH

/1>

/1 RUNJAVA EXEC PGVEBPXBATCH,

/1 PARME' SH / u/ homedi r/ j avapr gs/ aj avapr g’

// STEPLI B DD DSN=HPJ. SHPJMOD, DI SP=SHR

/1 DD DSN=HPJ. SHPOMOD, DI SP=SHR
/1 DD DSN=CEE. SCEERUN, DI SP=SHR
[/ STDOUT DD PATH='/u/ homedir/stdout',

/1 PATHOPTS=( OCREAT, OTRUNC, OARONLY) ,

/1 PATHMODE=SI RWKU

[/ STDERR DD PATH='/u/ homedir/stderr"',

/1 PATHOPTS=( OCREAT, OTRUNC, OARONLY) ,

/1 PATHVODE=SI RWKU

Listing 16.3 Running a Java executable with BPXBATCH.

/1 VWHO AMA JOB ( MYACCTI NFO) , CLASS=X, MSGCLASS=X, MSGLEVEL=(1, 1),
11 REG ON=16M NOTI FY=&SYSUI D

/>

/1* Run Executable Java Program From MWVS Load Modul e DSN

/1>

/1 RUNJAVA EXEC PGVEAJAVAPRG,

[/ STEPLI B DD  DSN=MYHLQ JAVA. LOAD, DI SP=SHR

11 DD DSN=HPJ. SHPJMOD, DI SP=SHR
11 DD DSN=HPJ. SHPOMOD, DI SP=SHR
11 DD DSN=CEE. SCEERUN, DI SP=SHR

[/ STDOUT DD SYSOUT=*
/| STDERR DD SYSOQUT=*

Listing 16.4 Running a Java executable as an MV S load module.

Running Java Programs as Started Tasks

Y ou may run a Java application as an MV S started task. Note that the Java application runs under the
authorization of the started task user ID, which allows you to assign specific authorities to a Java
server application. In addition, your Java server runsin afamiliar, "operator-friendly" environment
and can be easily started, monitored, and cancelled from an MV S console.

The JCL for the started task is the same as for the batch job listing shown in Listing 16.1.
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In Summary

Hopefully, you can see that running a Java program (or compiling one) in batch is not difficult. If
you're not familiar with HFS dataset organization, the JCL listings included in this chapter may seem
abit strange. However, whether the datasets used by your Java programs are MV S or HFS, it all
boils down to the same concepts: The OS/390 batch environment requires that certain DDNames are
known to executing programs. Just make those DDNames known and the environment will do the

rest.

Y ou've also read about setting environment variables. PL/l programmers are comfortable with setting
runtime environment variables; COBOL programmers are probably less comfortable. Most of the
time, these environment variables will be set in script filesor in SYSIN DD * JCL, so you can
probably get away without being a maven on Java environment variables for now.
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CHAPTER 17
Java Record I/O Using the JRI1O Package.

As mainframe programmers, you spend much of your time writing and maintaining programs that
perform record 1/O. There's one slight catch—Java has no support for record 1/0. We say "dlight"
because the extensible nature of Java makes it possible to write Java programs that perform record
I/O with alittle help from our friends at IBM. The help comes in the form of a custom package
called JRIO, for Java Record Input and Output, which is the subject of this chapter.

Here, welll cover the particulars of using IBM's JRIO package. You'll learn where to get a copy of
the required class files and see some code using the JRIO classes to perform common and useful
tasks.

What IsJRIO?

JRIO isan extension library that lets Java applications access traditional OS/390 file systemsin
addition to the Hierarchical File System (HFS). JRIO makes it possible for Java applications to
access records within files and to access file systems through native methods. Y ou do not have to
write any code using the Java Native Interface (JNI) to use JRIO.

Recall that java.io, the base 1/0 package from Sun, provides byte-oriented or field-oriented access to
files. JRIO isaclass library that providesrecord-oriented access. JRIO uses separate interfaces for
representing files and directories. JRIO also provides interfaces and classes for binary record-
oriented operations and supports text only fields within binary record files.
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JRIO provides access methods to read, write, or update sequential BSAM, random access, and keyed
access files that are supported. In addition, Java programs using JRIO can access VSAM datasets, a
PDS directory, and the system catalog.

JRIO enables you to access VSAM datasets in entry sequence order, by accessing a unique, primary
key, or by accessing an alternate index. Directory and catal og operations supported by JRIO are
listing the high level qualifiersin the system catalog, listing the datasets starting with a qualifier, and
listing the members of a PDS.

JRIO is part of Javafor OS/390. Y ou can download the JDK for OS/390 from
www.s390.ibm.com/java. JRIO isinstalled when you install the downloaded JDK.

Contents of the JRIO Package

This section describes the list of interfaces, related classes, constants, and exceptions available in the
JRIO package com.ibm.recordio. Y ou can divide the el ements in JRIO among elements dealing with
HFSfiles, OS/390 non VSAM files, and OS/390 VSAM files.

Let'stake alook at the interfaces provided by JRIO.

JRIO Interfaces

JRIO provides Javainterfaces that allow you to access directory information as well as perform
record 10 on common IBM data structures. The sections that follow provide details on the JRIO
interfaces.

I Directory

The IDirectory interface defines the operations on a directory, such as getting attributes, listing
contents, creating new directories, and deleting or renaming existing directories. The related class,
Directory, acts as a handler class when instances are created using the new() operator. The Directory
class also provides severa getlnstanceOf() static factory methods that return references to concrete
classes.

WHAT ISA FACTORY?

A factoryisan object that createsor locates other objects. Objects are usually
created with the new operator, which isanalogous to having a static (factory)
method on the object's class object. Often such static methods ar e named

getl nstanceOf() or newlnstance(). Thisenables users of an interfaceto obtain
instances of objectsthat implement the desired interface, without knowing or
specifying the concr ete class of the object. This enables a runtime choice of
which implementation to use, based on the particulars of the environment,
user inputs, or other factors.
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| RecordFile

The IRecordFileinterface defines the operations on afile, such as getting and setting attributes,
creating new files, and deleting or renaming existing files. The related class, RecordFile, actsas a
handle class when instances are created using new() operator. The RecordFile class aso provides
several getlnstanceOf() static factory methods that return references to concrete classes.

| Record

The IRecord interface defines the operations on the Record class, which is awrapper for abyte array.
An object of type byte[] isthe simplest form of arecord. The Record class provides field navigation
by name or field index and also providesfield-level type conversion. The record streams and random
and keyed access files support reading and writing IRecords. IRecord and Record are part of the IBM
VisualAge for Java Record Framework com.ibm.record package. This package is included with Java
for OS/390.

| NOTE Although therecord streams and the random access and keyed accessfiles all
support reading and writing byte arrays, the application must handle any field navigation,
type conversion, and exceptionsarising from invalid conversions.

| Filel nputRecordStream

The IFilelnputRecordStream interface extends the InputRecordStream interface. Both interfaces
define the sequential file input operations for record files, basically read and close. The related class,
FilelnputRecordStream, acts as a handler class when instances are created using the new() operator.

FilelnputRecordStream also provides several getlnstanceOf() static factory methods that return
references to concrete classes. Filel nputRecordStream extends the abstract class |nput Record
Stream. FilelnputRecordStream is similar to FilelnputStream in the java.io package.
InputRecordStream is similar to InputStream in the java.io package.

| FileOutputRecordStream

The IFileOutputRecordStream interface extends the | OutputRecordStream interface. Both interfaces
define the sequential file output operations for record files, including write, flush, and close. The
related class, FileOutputRecordStream, acts as a handle class when instances are created using the
new() operator.

FileOutputRecordStream also provides several getlnstanceOf() static factory methods that return
references to concrete classes. FileOutputRecordStream extends the abstract class
OutputRecordStream. FileOutputRecordStream is similar to FileOutputStream in the java.io
package. OutputRecordStream is similar to OutputStream in the java.io package.
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| RandomAccessRecordFile.

The IRandomAccessRecor dFileinterface defines the random access operations for record files, such
as relative positioning, seeking, reading, writing, and closing. The related class,

RandomA ccessRecordFile, acts as a handle class when instances are created using new() operator.
RandomA ccessRecordFile also provides several getlnstanceOf ( . . . ) static factory methods that
return references to concrete classes.

| KeyedAccessRecordFile

The IKeyedAccessRecordFile interface defines the keyed access operations for record files, such as
positioning by key, reading, writing, updating, deleting records, getting related index files, and
closing. Therelated class, KeyedA ccessRecordFile, acts as a handler class when instances are
created using the new() operator.

KeyedA ccessRecordFile also provides severa getlnstanceOf( . . . ) static factory methods that return
references to concrete classes. KeyedA ccessRecordFile is somewhat similar to RandomA ccessFile in
the java.io package, but it introduces new, key-related positioning functions and the ability to
logically delete records. Its function is somewhat similar to the java.util.Properties class. It lets you
store and retrieve records by using a key.

| KeyDescriptor and | Key

The IKey interface defines the operations for akey, such as getting the bytes from the key and
comparing this key's value with another key's value. The related class, Key, is a simple wrapper for a
byte array (that is, it is not a handler class). It does provide a utility method, named getKey(), to
create a key wrapper object from bytes extracted from another key or from arecord when you
provide the offset and length of the key bytesin the record.

An object of class Key does not contain its offsets or its length. However, an object of class
KeyDescriptor contains the offset and length attributes needed to extract the key from arecord, but
does not contain the key's actual data.

The next section has information on the constants used by classesin JRIO.

JRIO Constants

JRIO constants are static variables in interface com.ibm.recordio.lConstants. Table 17.1 shows the
JRIO constants used by classes that implement the |Record interface, their values, the JRIO classes
that you'll use these constantsin, and a short description.

Table 17.2 shows the JRIO constants representing file attributes used by the listDetailed() method of
the class Directory. ListDetailed() returns an array of file names and file attributes. The class
Directory implements the IDirectory interface.

Listing 17.1 shows how to use the listDetailed() method.

The next section has some information on exceptions thrown by methods from JRIO classes.
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Table 17.1 JRIO Constants Used in Classes that Implement | Record

CONSTANT NAME VALUE USEDIN CLASSES DESCRIPTION
JRIO DEFAULT _RECORD_FORMAT  String= RecordFile Default file record f
"FB" RandomA ccessRect
JRIO DEFAULT_RECORD_LENGTH int =80 RecordFile Default LRECL
RandomA ccessRecc
K eyedA ccessRecor(
JRIO_FIXED_MODE String = RecordFile Represents Fixed Bl
"FB" RECFM
RandomA ccessRect
JRIO_MAX_RECORD_LENGTH int= RecordFile Thelargest LRECL
32760 possible
RandomA ccessRect
JRIO_MIN_RECORD_LENGTH int=1 RecordFile The smallest LREC
possible
RandomA ccessRect
JRIO_READ_EOF int=-1 Filel nputRecordStream End of file marker
RandomA ccessRecc
KeyedA ccessRecor(
JRIO_READ_MODE String = RandomAccessRecordFile  Random access reac
" mode
KeyedA ccessRecor(
JRIO_READ_WRITE_MODE String = RandomAccessRecordFile  Random read-write
"rw" mode
K eyedA ccessRecor(
JRIO_VARIABLE_MODE String = RecordFile Represents variable
"vb" blocked RECFM

RandomA ccessRect
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Table 17.2 JRIO Constants Used by listDetailed() from Class Directory

CONSTANT NAME VALUE DESCRIPTION

JRIO_DIR_ENTRY_POSIX byte=0 Fileentry isaPOSIX file

JRIO_DIR_ENTRY_CATALOG byte=1 File entry came from a
catalog

JRIO DIR_ENTRY_HLQ byte =2 File entry came from a High
Level Qualifier

JRIO_DIR_ENTRY_PDS byte=3 File entry came from a PDS
directory

JRIO_DIR ENTRY_TYPE BYTE SIZE byte=1 Size of a directory entry
identifier

static final String nmyHLQ = "//TR23790" ;
/1 Get a reference to the Directory (an HLQ In this case)
Directory nyDSNsDir = Directory new( nyHLQ ) ;
[/l Fetch dataset nanes from HLQ directory object
byte[] [] myDSNs = nyDSNsDir.|istDetailed() ;
[/ This will hold an Individual dataset name
String aDSN ;
[/ This will always be JRIO DIR ENTRY HLQ (2) in this exanple
byte dsnEntryType ;
for (int i =0; i < myDSNs.length; i++ ) {
aDSN = "" ;
/1 Access the first byte of the returned byte array
dsnSource = myDSNs[ i ] [ O] ;
/Il Create a dataset nane as a string fromthe bytes returned from
[11istDetail s()
for (int j =1; j < nyDSNs[ i ].length ; j++)
aDSN = aDSN + (char)myDSNs[ i ] [ | ] ;
//List dataset nane to standard out put
Systemout.println( "DSN = " + aDSN ) ;
}

Listing 17.1 listDetailed() example

JRIO Exceptions

Methods from classes derived from JRIO throw some Java exceptions as well as some exceptions
unique to JRIO. Of the exceptions unique to JRIO, you can group them into common exceptions and
keyed access exceptions. The common exceptions are thrown by a



Page 293

variety of methods that operate on keyed and non-keyed datasets and directories whereas keyed
access exceptions are thrown by methods that operate on keyed datasets only.

The following general Java exceptions in the java.io package are thrown by many methods of JRIO:
FileNotFoundException, | OException, I1legal ArgumentException, I1legal StateException, and
SecurityException.

Short descriptions of the JRIO-specific exceptions follow, starting with those exceptions common to
methods that operate on both VSAM and non-V SAM files and directories.

Common JRIO Exceptions

JRIO methods throw two common exceptions: Recordl OException and Recordl ORuntimeEXxception.
Recor dl OException

Recordl OException is a subclass of the Java exception class java.io.l OException that distinguishes
1/O exceptions detected when using JRIO methods. Recordl OException is a checked exception,
which means that your application code must explicitly handle it. The method that throws the
exception can use atry-catch block to handle the exception or pass the exception to the calling
method by declaring the exception in the method header.

Recor dl ORuntimeException

Recordl ORuntimeException is a subclass of the Java exception class java.lang.RuntimeException
that distinguishes runtime exceptions detected within JRIO. Recordl ORuntimeException is an
unchecked exception, which the application methods need not catch nor declare in athrows clause.

|_NOTE Recall that your application normally can't do anything about unchecked
exceptions except, perhaps, report on them and gracefully exit. If your application catches
unchecked exceptions, you'll use System.exit(0) to stop your application. If you let the JVM
handle the unchecked expression, the JVM will stop your application and generate a stack
trace.

JRIO Exceptions Unique to Keyed File Processing

The exceptions described in this section are specific to keyed file access. They are all subclasses of
com.ibm.recordio.Recordl OException. Methods of class KeyedA ccessRecordFile can throw these
exceptions. Like Recordl OException, they are also checked exceptions. Some of these exceptions
are aresult of programming or input errors; some could result from normal processing.
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DuplicateK eyException

DuplicateK eyException exception is thrown when your application calls awrite or update method
that uses a new record containing akey that violates uniqueness in a unique key index of a cluster.
DuplicateK eyException usually indicates an application logic error or bad input data. It is hard to
imagine a situation where the generation of a duplicate key results from normal or expected
application behavior.

I llegalK eyChangeException

|llegal KeyChangeException exception is thrown when your application calls an update method that
uses a key to locate arecord to update and then tries to change the field containing the key. Y our
application cannot change the field containing the key used to locate arecord. Y ou may be able to
change keys in other fields. However, this could cause a DuplicateK eyException.

K eyNotFoundException

KeyNotFoundException is thrown when your application calls the positionForward(keyFile,
thisKey) method and the method cannot |ocate a record in keyFile containing the key with value
thisKey. The method positionForward() does not perform aread operation; the method moves the
cursor to the record with the key value specified in its argument. The similar method
positionForwardGE(key) does not throw this exception, but positions to the next higher key if the
specified key is not found. The next read could get an End-Of-Fileindication if no more keysin this
index exist.

MissingPrior ReadException

MissingPriorReadException is thrown when your application calls either deleteRecord (aRecordFile)
or update (aRecordFile, aRecord) and the previous operation is not a successful read of the record to
delete or update. Put simply, your call to deleteRecord or update has no record to delete or update.

Now that you've read a bit about the JRIO interfaces, classes, constants, and exceptions, you can
check out some Java that uses JRIO. The next section provides some coding examples of JRIO in
action.

Using JRIO

Here, we present code samplesiillustrating key concepts of using the JRIO API. The code samples
are not complete programs; their purpose isto impart a flavor of using JRIO. Before we jump into
the code samples, afew words on dataset and directory naming conventions, required import
statements, and JRIO record representation are called for.

Directory and Dataset Naming Conventions

JRIO routines expect directory and dataset names to be strings that begin with //. Therefore, all
datasets with the high level qualifier TR23790 would be accessed
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through a directory object "//TR23790". A PDS directory is the name of the PDS dataset, such as
"/ITR23790.MYPDS.LIB". The dash-string "//" represents the root of all high level qualifiers.

Aside from starting the strings with double slashes, dataset names known to JRIO methods are like
dataset names used in a JCL job stream. A non-VSAM dataset name understood by JRIO could be
"/I[TR23790.MY FLATFILE.DATA". A member of aPDS is named as you'd expect,
"[ITR23790.MYPDS.LIB(MYMEM)". A sequential VSAM dataset name could be
"IIMYHLQ.VSAMSEQ.ESDS' and akeyed VSAM dataset name could be
"/IYOURHLQ.VSAMKEY .KSDS".

BETET v ou can use JRIO methods to create a non-VSAM dataset. However, you cannot
use JRIO methodsto create a VSAM dataset. You must use IDCAMS, usually ina JCL job
stream, to create a VSAM dataset before you can accessthe dataset with JRIO. Later,
you'll see a code snippet using JRIO methods that create a non-VSAM dataset.

For HFS datasets, you'll code a path string like "/homedir/hfsDsn.data". Where "//" represents the
root of all high level qualifiersfor non-HFSfiles, asingle slash, /", represents the root of HFSfiles.

import Statements Needed for JRIO.

As previously mentioned, JRIO isin the extension com.ibm.recordio. Hence, the import statement:

i mport comibmrecordio.* ;

isrequired. However, you'll also need to import the base Java lO library aswell. If you want to use
custom record classes as opposed to byte arrays to represent your record structures, you'll need the
com.ibm.record package as well. Y ou could, of course, import specific public classes and interfaces
if you like. If you want to "code and go,” you'll need the three import statements shown in the
following to start using JRIO:

i mport comibmrecordio.* ;
i mport comibmrecord.* ;
i mport java.io.* ;

Representing Record Structures

Y ou have two choices when implementing record structures in Java for use with JRIO: as byte arrays
and as a record framework objects This section provides details on these alternatives.

Representing Records as Byte Arrays

A simple way to implement recordsisto use a byte array. Y ou can think of abyte array as an array
of characters. By now you know that an array of charactersis not a Java
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string, although in COBOL and PL/I, an array of charactersis pretty much the same thing as a string.
Y ou may be tempted to implement your record structures as byte arrays because of the familiarity
you have with using arrays of characters as strings.

When you use a byte array to represent arecord, your application must know each field offset,
length, and type in order to access afield. In addition, your application is responsible for converting
afield to whatever datatype is needed at the time, and back to a byte array, if necessary. Thisisn't
COBOL or PL/1, where you can establish arecord structure as a mixture of representative data types,
code your application to read arecord into the record structure knowing that the runtime will store
characters as characters, packed numbers as packed, and so on (as long as the record structure agrees
with the record contents, of course). All this accessing by offset and length and converting from one
datatype to the other and back sounds like alot of work. Y ou'll see some examples of accessing
fieldsin arecord represented as a byte array later in this chapter.

Y ou create a byte array representing a record using the new() operator as follows:

// LRECLMYDSN is the logical record I ength of a dataset.

byte[ ] nyRec = new byte[ LRECLMYDSN ];

//You could use the JRIO MAX RECORD LENGTH from interface | Constants
//if you want your byte array to hold a record fromany file.

byte[ ] anyRec = new byte[ JRI O MAX RECORD LENGTH];

Remember that with the byte array representation, your application is responsible for keeping track

of all the datatypes, offsets, and field lengths. Doesn't sound very much like object orientation, does
it?

If the previous dissertation on using byte arrays to represent records sounds unappealing, fear not.
Y ou have another choice. Y ou can represent your records as record framework objects. It is not by
coincidence that the subject of record framework representation is the topic of the next section.

Representing Records as Record Framework Objects

Another way to implement records is as record framework objects. The record framework provides
the capability of creating a JavaBean, which encapsulates a record by providing accessors (get and
set methods) to the fields of arecord. The record framework runtime handles any data conversion on
the fields by managing a set of metadata that describe each field offset, length, and type. The record
framework provides classes with operations that use this metadata that assist in locating and
converting fields to and from bytes when accessing afield. In short, the record framework does all
the dirty work you read in the previous section, work you would have to do when you use a byte
array to represent arecord to JRIO.

Worthy of mention is that the record framework does not perform any 1/0. Not to belabor the
obvious, but file 1/O is performed by JRIO, not the record framework. The record framework
provides arepresentation of arecord that enables a Java application access to the record fields
without the hasdl es associated with byte array representation.
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Y ou do not need to use the record framework classesin order to JRIO. However, you would be
remissin your professional responsibility not to investigate using the record framework instead of
using detail -laden, error-prone byte arrays.

Y ou create arecord object with the new() operator. However, you need to create an instance of the
record type and a record object as an object of the record type. In practice, you would code a class
that contains the constructors, and the get and set methods for all the fields.

/] Create an instance of the record type.

/I MyRecordType Is a class that |nplenents | RecordType

| RecordType nyRecType = new MyRecordType();

//Create an Instance of a record of a particular type

/I myRecord Is a method that creates an Instance of nmyRec.

/I myRec nust be froma class that Inplenents the I Record Interface.
| Record nyRec = nyRecType. nyRecord();

The record framework classes are in the package com.ibm.record. Y ou get this package with JRIO.
Y ou could code al the accessor methods, complete with the required data conversions, by hand. A

better strategy would be to acquire atool that hel ps you take advantage of the labor-saving features
of the record framework. Such atool exists, the Visual Age for Java, Enterprise Edition. Perhaps a

word or two on thisflavor of the Visual Age product isin order here.

Visual Agefor Java, Enterprise Edition, and the Record Framewor k

The Visua Age for Java Enterprise Edition Record Framework is a collection of predefined classes of
objects that work together to handle record-oriented datain Java. The record framework enables you
to create a JavaBean. Think of a JavaBean, or bean, as a class that contains no public instance
variables—only public accessor methods (get and set methods, remember?). In abean that
corresponds to a record structure, the bean has accessor methods for the record fields. Hence, when
your Java program needs to access afield on the record, your program would invoke an accessor
method. Any data conversions required are handled by methods, usually the accessor methods.

The Record Framework is provided with JRIO to make it easier for Java applications to access fields
within records. The Visual Age for Java Enterprise Edition for the workstation (NT, OS/2, Windows
95, 98, and 2000, AlX) has tools that enable the programmer to create record beans without requiring
any knowledge of the Record Framework or even writing asingle line of code. The tools are
contained in the Enterprise Access Builder (EAB) feature of the product. There is an importer (that
imports COBOL source code to create arecord bean) and a Record Editor (that enables the
programmer to create, manipulate, or examine records graphically. Currently, support only exists for
C, COBOL, and 3270 records, but the advanced programmer can extend the Record Framework to
support other types of records. The records generated by tools provide access to the fields of arecord
as properties of the generated record bean.

|_NOTE Sadly, Visual Agefor Java Enterprise Edition isnot a free download (although
Visual Agefor Java Developers Edition is).
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JRIO Coding Examples

Here, you'll see JRIO code that performs common file I/O actions. The following list shows the
actions covered in this section.

= Adding Records
= Add arecord to afile output record stream
= Add arecord to akeyed access record file
= Add arecord to arandom access record file
= Determine the existence of afile or directory
= Check the existence of a directory
= Check the existence of afile
= Create adirectory or non-VSAM file
= Create a directory
= Create arecord file
= Create atemporary directory
= Create atemporary record file
= Create (define) akey
= | ocate arecord
= | ocate arecord by key in akeyed access record file
= Position to arecord in arandom access record file
= Read arecord
= Read arecord from afileinput record stream
= Read arecord from a keyed access record file
= Read arecord from arandom access record file
= Deleteitems
= Delete adirectory

= Delete arecord file



= Delete arecord from a keyed access record file
= Fetching Encoded Data From and Setting Encoded Datato Fields
= Update arecord in a keyed access record file

= Compare two keys

Adding Records With JRIO

The following examples illustrate using JRIO to add records. The examplesdo not show how the
records get data (this section has examples of how to load fields with different types of data). Also,
the examples do not show exception handling or recovery code.
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Append a Record to a File Output Record Stream

The JRIO methods used in the following block are the constructors for the classes that implement the
JRIO record interfaces,

/I RecordFile Is a class that |nplenents |RecordFile.

// Note the doubl e-slashes for the file name.

/1 Think of the object of IRecordFile as being Instantiated from
//what we would call the file name.

/1

| RecordFile myRecFile = new RecordFil e("//MYHLQ FLATFI LE. DATA") ;
/| Dat aname decl ares for a PDS member and a HFS dataset foll ow

/1 nyRecFil e = new RecordFile("//MYHLQ PDSFI LE. LI B(MEMBER) ") ;

// Note the single-slash for the HFS dataset nane.

/1 nmyRecFil e = new RecordFile("/u/lou/ nyRecordFile");

// The first block that foll ows shows the record represented

//as an array of bytes. In this case, we need a Streamwiter

/1

| Fi | eQut put RecordStream myQut Stream = nul |

/] The true parmlIn the second argunent tells Java to append subsequent
//output to the end of the stream

/1

myQut St ream = Fi | eQut put RecordStream get | nstanceOf (nyRecFile, true);
/1

byte[ ] byteRecRepresentati on = new byte[ JRI O MAX RECORD LENGTH];
//You woul d have code that sets the byte array elenents to val ues
//corresponding to the fields In the record

/1

// Notice that we are not witing directly to the I RecordFile
//object. We are witing to the stream which has an associ ati on
//with the | RecordFil e object.

/1

myOQut Stream writ e( byt eRecRepresentation);

Here is some code that shows the record framework representation of the record.

| RecordFile myRecFile = new RecordFil e("//MYHLQ FLATFI LE. DATA") ;

| Fi | eQut put RecordStream nyQut Stream = nul | ;

myQut St ream = Fi | eOut put RecordStream get | nstanceOf (nyRecFile, true);
/1 MyRecordType Is an I nplenentation of | RecordType corresponding to
//the particulars of the record structure.

/1

| RecordType nyRecType = new MyRecordType();

| Record nyRecord = nyRecType. newRecord ();

//You woul d have code that sets the fields In nyRecord to val ues
//corresponding to the fields In the record

/1

myQut Stream write(nyRecord);

Append a Record to a Keyed Access Record File

The JRIO methods used in the following are the constructors for the classes that implement the
record and keyed file interfaces.
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/1 You need an Instance of a | RecordFile which corresponds to the
//file name, or what sonme think of as the 'real' file object
| RecordFile nyRecFile =

RecordFi | e. getl nstanceOf ("// MYHLQ. VSAM KSDS. CLUSTER") ;
//Here you define the type of record file created In the previous
//statement. Recall that the constants conme fromthe | Constants
//1nterface.
/1
| KeyedAccessRecordFil e nyKeyedFile =

new KeyedAccessRecordFil e( myRecFil e,

JRI O_READ WRI TE_MODE) ;

//Here's the byte array representation
/1
byte[ ] byteRecRepresentation = new byte[ JRI O MAX_ RECORD_LENGTH] ;
//Set the contents of the record and wite the byte array out.
/1
myKeyedFil e. wite(byteRecRepresentation);

Here are the few lines showing the write operation with arecord framework representation.

/1 This seens nore straightforward than the byte array representation
/[lright?

| Recor dType nmyKeyedRecType = new MyRecordType();

| Record nyRecord = nyKeyedRecType. newKeyedRecord();

/1 Set the contents of the record

myKeyedRecType. wite(nyRecord);

Append a Record to a Random Access Record File

The JRIO methods used in the following are the constructors for the classes that implement the
record and random file interfaces.

| RecordFil e nyRecFile = null
//Here we are using an HFS file. Note the object creation
/lstrategy - a bit different than the ones shown In the preceding
exanpl es.
//You can use any of the create record file object statements
//for any record file object.
/1
myRecFil e = new RecordFile("/u/lou/ myRecordFile");
/1 Again - one statement creates a | RecordFile object
//corresponding to the 'real' file and another object corresponding
//to the "type' of file we are going to use.
/1
| RandomAccessRecor dFi |l e nyRandonfile = nul |
myRandonFi |l e = new RandomAccessRecor dFi | e(nyRecFil e,

JRI O_READ_W\RI TE_MODE)
// Move the cursor to the end of the file, or the start
//of the last record.
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/1

myRandonFi | e. posi ti onLast ();

/1 You've seen this before..

/1

byte[ ] byteRecRepresentati on = new byte[ JRI O MAX RECORD LENGTH];
/1 Set the contents of the record and wite the byte array out.

/1

myRandontil e. wite(bytes);

As with the preceding examples, hereis the code for the record representation.

| Recor dType nyRandonRecType = new MyRecordType();

| Record nyRecord = nyRandonRecType. newRandonmRecor d();
/1 Set the contents of the record

myRandonmRecType. wite(nyRecord);

Determine the Existence of a File or Directory

The following examplesillustrate using JRIO to check if various items exist.
Check the Existence of a Directory

To check the existence of some JRIO object, use theexists() method as shown in the following.

IDirectory nyDir = new Directory("//MYHLQ PDSFI LE. LI B");
//Here's code to create an HFS directory
/'l IDrectory nyDir = new Directory("/u/lou/ nyHFSDi r");
/1 The get Absol utePath() method returns a String representing
/1 (you guessed it) the path of the object
//1f you're really with it, you' d figure that the exists() method
//returns a boolean - true If the object exists, false if not.
if ( nyDir.exists() )

Systemout.printin("dir =" + nyDir.get Absol utePath() +

" oexists");

Check the Existence of a File
| RecordFil e nmyRecFil e = new RecordFil e("//MYHLQ FLATFI LE. DATA") ;
[/ Here are file declares for a PDS nmenber and an HFS dat aset.
/1
/1 1RecordFile nyRecFile = new
RecordFi |l e("// MYHLQ. PDSFI LE. LI B MEMBER) ") ;

/1 1 RecordFile nyRecFile = new RecordFile("/u/lou/ nmyHFSFil");
/1

//You've seen this before, right?
/1
if ( myRecFile.exists() )

Systemout.println("nyRecFile =" + nmyRecFil e. get Absol ut ePat h()
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+ "exists." )

Create a Directory or Non-VSAM File

Recall that you must use IDCAMS to create VSAM files. In other words, you won't see JRIO
methods that create VSAM files.

Create a Directory

Use the mkDir () method to create a directory object as shown in the following. The mkDir() method
uses the default attributes when creating a new directory. For example, your shop may use a default
of 96 directory blocks for a PDS space allocation. The following code aso shows use of the
mkdirLike() method that creates a new directory based on the attributes of an existing one.

IDirectory nyDir, yourDir;
//Create an HFS Directory
myDir = new Directory("/u/lou/nyHFSDir");
if ( nyDir.nkDir() )
Systemout.printIn("HFS Directory " +
myDi r. get Absol utePath() +
" Created" )
//Create a PDS Directory
nmyDir = new Directory("//MYHLQ PDSFI LE. LI B");
if ( nyDir.nkDir() )
Systemout.println ("PDS Directory " +
myDi r. get Absol utePat h() +
Created" ) ;
//Create a PDS directory with the sanme space attri butes
//as an existing PDS directory
myDir = new Directory("//MYHLQ PDSFI LE2. LI B");
yourDir = new Directory("//YOURHLQ PDSFI LE. LI B");
if ( myDir.nkdirLike( yourDir ) )
Systemout.println(" dir =" + dir.getAbsolutePath() +
like =" + yourDir.get Absol utePath() +
' created " ) ;

Create a Non-VSAM Record File

The following code shows using the createFile() method to create an HFS file and a sequential file.
The createfile() method uses the default space and DSN attributes. Also shown is the use of the
createFileLike() method that does what you expect—creates a file based with the attributes of an
existing file.

| RecordFil e myRecFile, yourRecFile;

/1 Set the name of the file - an HFS file here
myRecFil e = new RecordFile("/u/lou/ nyHFSFil");
/'l Create using createFile()

if (myRecFile.createFile() )
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Systemerr.println("HFS Record File located at "+
myRecFi | e. get Absol utePath()+ " created" ) ;
//Creating a sequential (flat) file Is just as straightforward.
// The methods In the JRI O package hide the details of creating
//an HFS file versus creating an MWS sequential file.
// The constructor below all ocates the named dataset with an
/1 LRECL of 160 with a fixed record format.
myRecFil e = new RecordFil e("//MYHLQ FLATFI LE. DATA",
160,
JRI O_FI XED_MODE) ;
if (myRecFile.createFile() )
Systemerr.println("Sequential Record File |located at "+
myRecFi | e. get Absol utePath()+ " created" ) ;
//Last but not least, create a sequential file |like an
/lexisting file
your RecFil e = new RecordFil e("//YOURHLQ FLATFI LE. DATA") ;
nyRecFil e = new RecordFil e("// MYHLQ ANOTHER. FLATFI LE. DATA") ;
if (myRecFile.createFilelLike(yourRecFile) )
Systemerr.println("Sequential Record File located at " +
myRecFi | e. get Absol utePat h() +
"with the sanme attributes as " +
your RecFi | e. get Absol utePath() + " created") ;

Createa Temporary Directory

Y ou use the same JRIO methods, mkDir() or mkdirLike(), to create atemporary directory asyou
would to create a permanent one. The following code shows removing the temporary directory in a
finally block. Y ou recall from Chapter 11, "Java Event-Handling Basics,” that afinally block is
always executed, even when no exceptions are thrown. Using afinally block is a handy way of
ensuring that code tasked with the removal of atemporary directory (or file, for that matter) will be
executed.

Because the methods mkDir() and mkdirLike() do not throw any exceptions, you'll not code a catch
clause; there's nothing to catch.

One additional caveat isthat you'll check to ensure that the directory is non-null before deletion. The
call to delete() will fail if the directory is not empty.

IDirectory nmyDir = null;

/1 Encase the JRIO nethod calls within a try bl ock.

try {
myDir = new Directory("//MYHLQ TEMPPDS. LI B") ;
if ( myDir.nkdir() )

Systemout.printin("Directory Located at " +
nyDi r. get AbsolutePath()+ " created " ) ;

// Do whatever you need to do with this directory (i.e.,
//create files)
/11f any code you place here throws exceptions, catch
//themwith a catch cl ause

}
finally {
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if(myDir !'= null)
//1f you've created any files In the tenmp directory, renove them
[/ Time to delete the directory
if ( myDir.delete() )
Systemout.println("Directory Located at " +
myDi r. get Absol utePath()+ " del eted") ;

}

Createa Temporary Record File

Aswith creating atemporary directory, you'll not write different JRIO callsto create atemporary file
asto create a permanent file. You'll need code that attempts to remove the temporary dataset, again,
like working with atemporary directory.

JRIO methods that write data and position cursors throw |OExceptions. When you code such
methods, you'll need a catch clause to trap and deal with such exceptions. Also, your file must be
closed before you attempt deletion. In Java, you don't explicitly open files and streams but you must
close them.

Objects instantiated from class RecordFile are, essentially, datasets. After a successful creation of
RecordFile objects, you create File objects, which are, essentially, DDNames. Y ou code JRIO read
and write operations as methods invoked from File objects, like you would code aREAD FILE
statement in COBOL or WRITE FILE FROM statement in PL/I.

// Recall that when working with files, you create a dataset with a
/I name and optional attributes. This call to new()uses an
/1 LRECL = 100.
/1 Thi nk ALLOCATE DSN her e.
| RecordFile myTenpFile = new
Recor dFil e("// MYHLQ TEMPRANDOM DATA", 100 );
// Next, create the file that you'll reading and witing to.
/1 Thi nk DDNAME her e.
| RandomAccessRecor dFi |l e myRandomAccessFile =
new RandomAccessRecordFil e(nyTenpFil e);

[/ Do stuff with your newy created file (l.e., wite data to It)
try {

myRandomAccessFile.write(...);

myRandomAccessFil e. positionFirst(...);

myRandomAccessFil e.read(...)

//JRI O methods that read, position the cursor and wite to record
//files throw checked exceptions that nust be caught or
/] ot herwi se handl ed.
catch(| Oexception ioe) {
i oe.printStackTrace(); //VWatever. ..
}

// This code al ways gets execut ed.
finally
{
if (myTenpFile!= null)
try {
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myRandomAccessFi | e. cl ose();

}
catch(1 OException ioe) {

/1 Do sonet hing, stack trace, whatever...
}

if (myTenpFile!= null)
try { nyTenpFile.delete(); }
catch(1 OException ioe) {
// Do sonething, stack trace, whatever...
}

}
Create (Define) a Key

The code that follows shows how you'd use the constructor for the Key class to create objects of
class Key. The constructor takes a byte array as an argument. The JRIO method getBytes() is a useful
method that generates a byte array from a string or Key object.

Key k1 = new Key( "10101".getBytes() );

Key k2 = new Key( "ABC'.getBytes() );

//1f you have unprintable characters, you can create your
// byte array as shown bel ow

byte[ ] nmyByteArray = {

(byte) OxCA, (byte) OxFE, (byte) OxBA, (byte) OxBE,

b
Key k3 = new Key( nyByteArray );

L ocating and Reading Records with JRIO.

The next group of code snippets shows how to use JRIO to locate and read records.
Locate a Record by Key in a Keyed Access Record File

JRIO has methods to locate a record based on the value of a supplied key. The following code shows
you how to use these methods. L ocate and position methods for keyed files search the index of the
file, not the file itself. If the key isnot found in the index, the position cursor does not change.

| KeyedAccessRecordFil e nyKeyedFile =
new KeyedAccessRecordFil e("// MYHLQ. KEYED. KSDS",

JRI O_READ_MODE) ;

/1

| RecordFil e nyl ndex = nyKeyedFil e.getPrimryl ndex();

/1 Assunme nmyKey |s an object of class Key with a val ue

//Find the first reference to the key In the |Index

myKeyedFi | e. posi ti onForward( myl ndex, nyKey);

// Now you can read the record...
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Position to a Record in a Random Access Record File

The following code shows more JRIO record locate methods. Record searches by key may fail
because the key is not contained in the index; record searches by position (aside from generating an
1O exception) will not fail.

JRIO has methods that position the read cursor relative to the current cursor position or absolute to
the beginning of the file. Relative positioning methods include positionNext() and positionPrev().
Absolute positioning methods use a record index as an argument; the first record is referenced by an
index value of zero. Hence, to reference the Ith record in a random access record file, you would
look for the |—1 th record.

The code snippet shows the invocation of read() methods. We don't have to worry about EOF
because we are reading arecord after positioning the file to the desired record.

| RandomAccessRecordFi |l e nyRandonFile =
new RandomAccessRecordFil e("// MYHLQ VSAM KSDS",
JRI O_READ_MODE
//recBuffer holds the data read fromthe file.
byte[]recBuffer = byte[ 200 ] ; //LRECL = 200
// The cursor begins life at the first record. Perfornmng a read()
//wi thout positioning the cursor gets the first record In the file.
myRandontFi | e. read(recBuffer);
/1 The positionLast() nethod advances the read cursor after the |ast
//record. Hence, to read the last record In the file, you need to
/1" back up' one record after advancing to the end of the file.
myRandonti | e. posi ti onLast();
/1" Back up' one record
myRandonFi | e. positi onPrev();
// Read the last record
myRandontFi | e. read(recBuffer);
//You can position the read cursor forwards and backwards. However,
//you cannot go two or nore records back with one nethod
/11 nvocati on.
//Position the read cursor to the beginning of the file.
myRandonFi | e. positionFirst();
//Skip to the next record
myRandonFi | e. posi ti onNext ();
// Read the second record.
myRandontFi | e. read(recBuffer);
// Move the read cursor to the 6th record (renenmber that record
//references are zero- based!)
myRandonFi | e. seek(5L); // Note the use of primtive type |long
// Read the sixth record
nmyRandonti | e. read(recBuffer);
myRandonti | e. cl ose();
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Read All Recordsfrom a File Input Record Stream

The short story isthat you code aloop reading one record at atime until you reach the end of file. In
other words, nothing new except for the use of JRIO methods to perform the reading.

Y ou can read arecord into a byte array or arecord, depending on the record representation coded.
The following code shows reading into both representations.

When you read into a byte array, you could code the size of the byte array equal to the LRECL of the
file or equal to the constant JRIO_MAX_ RECORD_LENGTH. Y ou don't want the byte array size
less than the file's LRECL ; you'll read only the number of bytes equal to the size of the byte array. In
addition, you'll not receive any warning that your read operation did not fetch the entire record. In
the case of coding, the byte array size equal to JRIO_ MAX_RECORD_LENGTH, the read() method
will read a number of bytes equal to the LRECL of the file. Coding an array size of

JRIO_ MAX RECORD_LENGTH removes the need to hardcode LRECL s in your applications.

//You read fromthe myFil el nput Stream regardl ess of the record
/'l representation (byte array or customrecord)
I Fil el nput RecordStream nmyFil el nput Stream =

new Fi | el nput RecordStrean("// MYHLQ. FLATFI LE. DATA") ;
/1 This Is the byte array record representation
byte[ ] recBuffer = new byte[ JRI O MAX_RECORD _LENGTH ];
/1
/1 This continuous |ooping structure Is fanmliar to mainframe
programrers.
/1 COBOL programs have record structures with 77 levels coded to
//detect EOF. PL/1 progranms use ON ENDFI LE conditions to catch EOF.
//Loop until you break
for(;;)

{
int bytesRead = nyFil el nput Stream read(recBuffer);
if (bytesRead != JRI O READ EOF)
{
// Process the record just read
}
el se

br eak;

nmyFi | el nput St ream cl ose();

The code that follows shows a different looping structure.

int bytesRead = nyFil el nput Stream read(recBuffer);
whil e (bytesRead != JRI O READ ECF) {

// Process the record just read

byt esRead = nyFil el nput Stream read(recBuffer);
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Here's an example using arecord representation from the JRIO record framework. The read() method
returns the number of records read either 1 or 1 (JRIO_READ_EOF).

// The met hod get Cust onRecordType() |s coded In ny custom cl ass that
//1mplements the particulars of the record and the record field's
//get and set nethods.
| Recor dType myCust omRecType
Cust omRecord myCust omRecord
myCust onRecType. newRecor d() ;
int recsRead = nyFil el nput Stream read( nyCust onRecord );
whil e (recsRead! = JRI O READ EOF) {

/'l Process the record just read

recsRead = nyFil el nput Stream read( nyCustonRecord );

myRecRepr esent ati on. get Cust omRecor dType() ;
(Cust onRecor d)

}

Read a Record from a Keyed Access Record File

The particulars of reading from akeyed file versus a sequential file deal with the establishment of the
appropriate keyed dataset structures. The methodology for performing the 1/O is the same regardless
of the underlying dataset organization. That's part of the power of an object-oriented programming
language like Java.

The following code shows the continuous loop shown previously. However, because the code
searches for records with a matching key, the code does not examine every record in the file. For
keyed files, you can search for records using either the primary index or an aternate index (assuming
the dataset has an alternate index). In practice, the search for arecord by primary index would not be
contained within aloop, because primary indices contain unique keys. The loop structure for record
searchesin keyed accessfiles is more appropriate for datasets containing an aternate index.

Y ou can use the code in the section that reads all records from afile input stream to read all records
from a keyed file sequentially. Put differently, if you want to process al recordsin a keyed file, you
need not access them by key values. Y ou can access the records sequentially using the code, with
appropriate changes to the file objects, shown in the previous section.

| KeyedAccessRecordFil e nyKeyedFile =
new KeyedAccessRecordFil e("// MYHLQ. VSAMDATA. KSDS") ;
| RecordFile nyPrimaryl DX = nyKeyedFil e. get Pri maryl ndex();
//Byte array representation of the record follows
byte[ ] recBuffer = new byte[ JR O MAX_RECORD LENGTH];
/1 Assune the key has a val ue.
nyKeyedFi | e. posi ti onForward(key);
// Do the read Into the buffer
byt esRead = nyKeyedFil e.read(nmyPri maryl DX, recBuffer);
if ( bytesRead != JRI O READ _EOF )
// Record found...process

The code that follows shows record access and input by using an aternate index. Note that the
method getAlternatel ndex() requires the name (the path, really) of the
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aternate index file whereas the method getPrimarylndex() does not require any arguments.

myKeyedFi | e. posi ti onForwar d(key);
| RecordFile myAlternatel DX =
myKeyedFi | e. get Al t er nat el ndex("// MYHLQ ALTERNATE. Al X",
JRI O_READ_MODE) ;

byte[ ] recBuffer = new byte[JR O MAX RECORD LENGTH];
int bytesRead = nyKeyedFil e.read(nyAlternatel DX, recBuffer);
whil e (bytesRead != JRI O READ EOF) {

/!l Record found...process

// Read the next record with the matching key

byt esRead = nyKeyedFil e.read(nyAlternatel DX, recBuffer);

}
myKeyedFi | e. cl ose();

Read a Record from a Random Access Record File

The code seeks out a particular record then reads that record. The code is conceptually the same as
searching for arecord by primary key followed by aread. Asin the case of sequential reads from a
keyed file, you can use the code in the "read all records’ section to access and read all records from a
random file.

| RandomAccessRecor dFi |l e nyRandonFil e =
new RandomAccessRecordFil e("// MYHLQ RANDOM DATA") ;

//You've seen this before...
byte[ ] recBuffer = new byte[JR O MAX RECORD LENGTH];
[/ recNumAeWant is the record nunber we're | ooking for.
myRandonFi | e. seek( recNunWeWant );
i nt bytesRead = nyRandonFil e.read( recBuffer );
if (bytesRead != JRI O READ ECF) {

/1 Record found and read - process It

}
nyRandonFi | e. cl ose();

Deleting Directories, Files, and Records with JRIO

The next group of code snippets show delete actions.
Deletea Directory

Before deleting a directory, you check if the directory is non null, as the following code shows. Y ou
must remove any filesin the directory or the call to delete() will fail.

I Directory nyDir;
[/ Do stuff with this directory...
if ( myDir !'= null ) {
Systemout.print(" Directory Located at "+ nmyDir.get Absol utePath() );
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// Renmove files In the directory before directory deletion
if ( myDir.delete() )

Systemout.printlin(" Is deleted" ) ;
el se

Systemout.println(" Is not deleted" ) ;

}
Delete a Record File

Deleting afileisasingle JRIO method call. However, you must have permission to delete afile. The
Java Security manager, called from your OS/390 system, will check permissions by invoking the
file's checkDelete() (not a JRIO method!) method.

| RecordFil e myRecordFil e;
/I Do stuff with the record file.
try {
if ( myRecordFile.delete() )
Systemout.printIn("File Located at " +
myRecor dFi | e. get Absol utePath() +
" deleted" ) ;
el se
Systemout.println("File Located at " +
myRecor dFi | e. get Absol utePath() +
" not deleted" ) ;
}
catch (SecurityException sex) {
System out. println("You do not have pernmission to delete " +
myRecor dFi | e. get Absol utePath() ) ;

}
Delete a Record from a Keyed Access Record File

Y ou must read arecord from a keyed file before you can perform operations on the record, such as
update or delete. The following code does not show any record read operation(). Aswith the
previous del ete record example, the Security manager checks for user permissions before enabling
any record or file operations. The following code does not show catching any security exceptions
that may be thrown.

| KeyedAccessRecordFil e nyKeyedFile =
new KeyedAccessRecordFil e("// MYHLQ VSAM KSDS",
JRI O_READ_W\RI TE_MODE)
// Need an I ndex to access the file, right?
| RecordFil e i ndex = myKeyedFil e. get Primaryl ndex();
[/ Do stuff with the keyed file (l.e., read, update, delete records)
/1 The del eteRecord call renoves the last record read
myKeyedFi | e. del et eRecor d(i ndex) ;
/1 Close the file to make
myKeyedFi | e. cl ose();
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Fetching Encoded Data from and Setting Data to Fields

Sometimes your records contain raw data encoded in ASCII, EBCDIC, or some other encoding. The
technique for extracting such dataisto issue a call to the String constructor with four arguments:

AString = new String ( byteArray, fieldOfset, fieldLength, Encoding );

The byteArray isyour record, the field offset is zero-based, the field length is, of course, the length
of the field, and the encoding is a string that describes the character encoding. If you are using a
record framework representation, you'll have get methods for your record fields; the get methods
would contain code that implements the previous technique.

Table 17.3 shows some of the more common character encodings and the values of the argument
strings.

The following code shows extracting an EBCDIC field from arecord represented as an array of
bytes.

[/ Assune the record Is laid out as foll ows:

11 Field 1 = "2A"
11 Field 2 = "4B"
11 Field 3 = "6C

[/ Here's what this record | ooks |ike
/1l byte] ] nyEBCDI CRec = {

/1 (byte) OxF2, (byte) OXCL,
/1 (byte) OXF4, (byte) OXC2,
/1 (byte) OXF6, (byte) OXC3
/1 } o

//We want to access Field 2
String field2 = new String (nyEBCDI CRec, // Record Byte array
2 , /I First array el enent of

[lfield
2 , /[/Field 2 length
"Cpl0o47"); /I Val ue representing
/1 EBCDI C

Table 17.3 Character Encoding Values for the String Constructor

ENCODING VALUE FOR STRING CONSTRUCTOR
8859 1 ASCII (1SO Latin-1)

Cp1047 EBCDIC

UnicodeBig Unicode

UTF8 UTF-8
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For other encodings, merely change the value of the fourth argument in the String constructor and
you're all set.

Asfor setting the value of arecord field to an encoded value, the short story isto use acall to
method getBytes(). The getBytes() method from class String converts a string into a byte array
according to a character encoding scheme passed as an argument. The values of the character
encoding arelisted in Table 17.3. Sure sounds like what we need here, doesn't it? Here's code
sample:

/1 Once again, assunme the record Is laid out as foll ows:

11 Field 1 = "2A"
11 Field 2 = "4B"
11 Field 3 = "6C

// The code bel ow changes Field 2 to "AB"
/1 myASClI I Rec Is the byte array representation of a record.
final int FIELDOFFSET = 2;
String newASCl | Val ue = "AB";
//Create a byte array holding the new field 2 val ue
byte[ ] newFiel d2Bytes =
newASCl | Val ue. get Byt es("8859 1");
//We need the field offsets to put the data Into the record.
//So, put the data back In!
for(int i = 0; i < newrield2Bytes.|length; ++i)
nmyASCI | Rec [ FI ELDOFFSET + i] = newFiel d2Bytes [i];

Update a Record in a Keyed Access Record File

Updating arecord involves one method invocation (you guessed it—update()). However, you can
update only the last record read. Hence, your application must read a record prior to issuing the call
to update(). The following code shows the way. Obviously, the file must be opened for read-write
mode. Not so obviousis that you must access the record-to-be-updated by using an index.

The update() method throws JRIO-specific exceptions that arise when code changes key fields
improperly.

| KeyedAccessRecordFil e nyKeyedFile =

new KeyedAccessRecordFil e("// MYHLQ MYKEYED. FI LE",

JRI O_READ_W\RI TE_MODE)

// Need an Index for the update call. Here, we're using the primry
/11 ndex
| RecordFile prim DX = nyKeyedFil e.getPrimryl ndex();
//You could use a record representation or a byte representation
myKeyedFi |l e. read(pri m DX, recBuffer);
// Code to change non-key fields foll ows
/1
// Update the record.
myKeyedFi | e. updat e(prim DX, recBuffer);
myKeyedFi | e. cl ose();
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Compare Two Keys

Comparing keysis a common operation. The JRIO Key class has its own equals() and compareTo()
methods. In Java, objects are compared by reference but the methods in class Key compare by value.

Given the key declarations in the following:

Key k1l = new Key("1A".getBytes());
Key k2 = new Key("2A".getBytes());
Key k3 = new Key("2A".getBytes());

Key k1l isnot equal to keys k2 and k3. Keys k2 and k3, although different objects, are equal.

In Summary

The one striking difference between the mainframe data processor's applications and those of her
small machine counterpartsis the overwhelming amount of record 1/0 performed by the mainframe
data processor. A programming environment without support for record 1/O is of little use to the
mainframe programmer. With JRIO, the mainframe programmer can use Javato access familiar and
useful IBM dataset structures.

Here, you've seen code snippets using JRIO to perform useful tasks. The next chapter shows
additional and more fully featured JRIO code.
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CHAPTER 18
Java, CICS, and IMS

CICS and IMS are two of the most widely used products in the IBM OS/390 mainframe shop. For
Java technology to be aforce in mainframe processing, you, the mainframe programmer, must have
the ability to write Java applications using CICS transactions, and IM S applications using Java.

This chapter covers how to access CICS transactions with Java by using the CICS Transaction
Gateway and a set of Java classes called JCICS. We'll also look at the IBM IMS Connector for Java
products, which supports communications with IMS between one or more TCP/IP clients and one or
more IMS systems.

Java and CICS

As previously mentioned, the Java CICS programmer has two options: the CICS Transaction
Gateway (CTG) and the JCICS classes. These are not either-or choices; you'll see that you may use
JCICS classes to write Java code that invokes CICS transactions through the Transaction Gateway .
First, let'slook at the Transaction Gateway .

The CICS Transaction Gateway

The IBM CICS Transaction Gateway (CTG) for OS/390 provides access from Web browsers and
network computers to applications running on a CICS Transaction Server in atwo-tier configuration.
It replaces the CICS Gateway for Java (MV S), which was shipped as a component of the CICS
Transaction Server for 0S/390 1.2.
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The CTG for OS/390 runs in the same operating environment as the CICS Transaction Server for
0S/390, using the UNIX System Services of the OS/390 Operating System. It is supported with the
CICS Transaction Server for OS/390 1.2 and 1.3. It provides an API that enables Java applets and
Java servlets to communicate using the CICS External Call Interface (ECI). The CTG for OS/390
converts this ECI communication to access the CICS Transaction Server for OS/390 using the
External CICSInterface (EXCI). Unlike the CTG supported in other platforms, the CTG for OS/390
can only route ECI requests and not the External Presentation Interface (EPI) requests.

CTGs on other platforms can access multiple CICS servers; however, the CTG for OS/390 can only
access the CICS Transaction Server for OS/390.

The JVM and CICS Execution Environment

The VM used in CICS uses the open TCB provided by the CICS Open Transaction Environment
(OTE). The OTE enhances CICS internal architecture to enable specified user tasks to run under
their own task control block (TCB), the open TCB. The open TCB that CICS usesto run the VM is
called 38 TCB. The J8 TCB usesthe MV S Language Environment (LE) services, rather than CICS
LE services because CICS LE does not support threading. In addition, each J8 TCB is set up to run
asan MV S UNIX System Services process, which is required by the VM on OS/390.

Each Java program requiring services runs under its own J8 TCB with itsown VM. The VM
cannot be reused. It is created, used, and destroyed only for the Java program that requires the JVM.

An open TCB isassigned to a CICS task for the life of the CICS task. No subdispatching of other
CICS tasks takes place under the open TCB. The execution of the VM must not impact the main
CICSworkload, so it runs at alower priority than the main CICS TCB.

An MV S JIVM requires significant storage above and below the line outside the CICS DSAS. In
practice, currently, no more than 30 JVMs can be active at any one time.

The good news s that you, the Java CICS programmer, need not be too concerned with these details.
When you write a Java CICS application, you typically require only one VM. The system
programmers should configure the CICS gateway to make the required memory for the VM above
and below the line available to your application program.

Changesto Your JCL for Java CICS Execution

Y ou, or some other party responsible for maintaining JCL, must make afew changesto run Java
with CICS. To run with only VM (bytecode) support, put the MV S LE executable SCEERUN in the
CICS STEPLIB or MVS LINKLIST. To run with VM support and CICS LE support, you (or this
other person) should put SCEERUN in the CICS STEPLIB or MVS LINKLIST and put SCEECICS
followed by SCEERUN in DFHRPL.

In addition, two DD cards are needed in the CICS startup JCL:

DFHCIVM DD DUMMY
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and

DFHIVM DD DSN=ClI CSTS13. CI CS. SDFHENV

The environment variables that control the VM initialization are supplied in the SDFHENV PDS.
The member DFHIJVMEYV contains default values and should be copied and tailored to your desired
values. The default name of the copied member is DFHIVM.

DFHCJIVM is astandard batch C program using the MV S Language Environment. The job of
DFHCJIVM isto create a Java Virtual Machine whenever a Java program consisting of bytecode (as
opposed to executable code created by the High Performance Java Compiler) isloaded. It isloaded
during CICS initialization as part of the CICS nucleus. The program uses the DFHCJVM DDname
for STDIN rather than the SY SIN DDname.

CTG Modes of Operation.

The gateway classes have two modes of operation: Network mode and Local mode. In Network
mode, the gateway must be customized to listen on a TCP/IP port. The CTG can be activated as a
started task or from a UNIX Systems Services command line. Requests arriving over the network can
then be serviced by the gateway and connections can be made to CICS servers.

Application programmers in the mainframe environment rarely are responsible for configuring
network devices. Let's face it—the application programmer's job is tough enough without having to
configure networked resources. Usually, the job of configuring the gateway is delegated to a separate
team within the organization.

In Local mode, no customization is required. The gateway classes can be used directly in Java code
and connections can be made locally to CICS servers running on the same OS/390 system. CICS
support for transactions written in Javaisincluded in the base product and no specific installation is
required.

More good news—you, the Java CICS programmer, need not be too concerned about the
configuration (Network mode) or lack of configuration (Local mode).

Java CI CS Processing Flow

Here are the typical steps required to use the CICS Transaction Gateway in a Webbased application:
1. A URL isinvoked from the browser with input parameters.

2. The Web server loads the servlet if it is not already loaded and invokes the serviet service()
method.

3. Intheinitialization process (init method), the servlet creates alocal logical connection to the
CICS Transaction Gateway. In the termination process (destroy() method), the servlet closes
the logical connection to the CICS Transaction Gateway .
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4. Inthe service() method, the servlet sends arequest to the CICS Transaction Gateway using the
ECI API.

5. The CTG calls CICS transaction services locally using EXCI.
6. A JCICS Java program retrieves data through the CICS COMMAREA.

Actually, the previous steps are not peculiar to Java CICS programs. They may describe a CICS
transaction written in any programming language supported by CICS, such as COBOL, PL/I, or C.

Figure 18.1 shows the connection between the relevant piecesin the CICS and Web server
environments that typically make up athree-tier Java CICS application.

EXCI isthe External CICSInterface and ECI isthe CICS External Call Interface
Writing a CTG Application

Take the following steps to implement a CICS Transaction Gateway application:
1. Import the required Java CICS package com.ibm.ctg.client.*;.

2. Create the connection to CTG for OS/390. The class that represents the logical connection
between a Java program and the CICS Transaction Gateway for OS/390 is called
JavaGateway:

JavaGat eway j gConnection = new JavaGateway();

Thisisthe default constructor that creates a blank JavaGateway object. Y ou must set the relevant
attributes to define the kind of connection you are using. For now, assume you'll set up alocal
connection. Here's the code to set up the JavaGateway object jgConnection to use alocal connection:

try{
j gConnection. set URL("l ocal : ");

‘|_- Client
.

JCICE
Trans-
acticn

Figure 18.1 Java CICS application environment.
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}catch(java.io. | OExceptoin e){
[/ Deal with the exception
e.printStackTrace();

}

The setURL() method in class JavaGateway determines whether the connection islocal or
network-based.

. Open the connection by coding the following:

try{
j gConnecti on. open();

}catch (java.io.| OException e){
[/ Deal with the exception
e.printStackTrace();

}

. Initialize the CICS COMMAREA.

The ECI interface sends data to the CICS Transaction Server program and receives data from
it through the CICS COMMAREA. A COMMAREA is an array of bytes that may contain
different data types such as characters, binary numbers, or packed decimal numbers. To work
with the COMMAREA, you can manipulate it one byte at atime or you can access the
contents of the COMMAREA using the IBM Java Record Framework to access fields as
objects (refer to Chapter 17, "Java Record 1/0 Using the JRIO Package"). The following code
shows a method, initCommArea(), which initializes a byte array with the datato be sent. This
is the code of the initCommArea() method:

public byte[] initComArea(int size , String data)

{

[/build a tenporal byte array

byte [] dataBytes = data.getBytes();

/1 Create new commArea | ong enough to store the request and to store
the reply

byte []theCommAr ea=new byt e[ si ze];

/1 Copy input data into the commArea

System arraycopy(dat aByt es, 0, t heConmAr ea, 0, dat aByt es. | engt h) ;
[IFill the rest of conmArea bytes with 0

int ¢ = dataBytes. | ength;

while (c < size) theCommAreal c++] =0;

return theCommAr ea;

}

This method returns a byte array with the request data contents. Keep in mind that the byte
array commAreais an input/output field. Its length must be large enough to store the request
and the reply. However, the size of the COMMAREA may not exceed 64K.

. Initialize the COMMAREA by invoking the previous method:

byte []commArea = init ConmArea(2048, dat a) ;
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6. Create arequest. You may create a synchronous or asynchronous request. Here you'll see how
to create a synchronous request. A synchronous request causes the runtime to wait until the
request is completed before proceeding. The class that represents an ECI request is
ECIRequest. Here is a code sample:

ECl Request eci Request = new ECI Request (
CI CS_APPLID, //CICS Regi on Nane

nul |, /1 Userl D

nul I, /'l Password

programNanme, //CICS Target Program Name

comMAr ea, /1 COMVAREA Byte Array to hold Request results

ECl Request . ECI _NO _EXTEND, //ECI _NO EXTEND to tell CICS extended
units of work are not supported

ECl Request . ECI _LUW NEW ; //This value Is Ignored for non extended
units of work

Flow the request to the CICS transaction server. Here's an example invocation:

try{

j gConnection. fl ow eci Request);
}catch (java.io.| OException e){
[/ Deal with the exception
e.printStackTrace();

}

7. Process the reply from the CICS server. The reply attributes are contained in the ECIRequest
object (property COMMAREA) used to make the synchronous request. If the transaction
originated from a Java servlet, the servlet could format an HTML or XML page containing the
datafor the reply.

8. Close the connection to the CICS Transaction Gateway. Here's a code sample:

try{
j gConnecti on. cl ose();

}catch (java.io. |l Oexception e){
[/ Deal with the exception
e.printStackTrace();

}

The methods in class JavaGateway are straightforward: setURL (), open(), flow(), and close(). Each
method should be contained within a try/catch block.

Writinga JCICS program using COMMAREA

This section shows a sample program that receives data and sends back the reply through the
COMMAREA. A COMMAREA isan array of bytesthat may contain different data types such as
character, binary number, or packed decimal numbers. To work with the COMMAREA, you can
manipulate it one byte at atime or you can
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access the contents of COMMAREA using the IBM Java Record Framework to accessfields as
objects.

The class that represents the COMMAREA is CommAreaHolder. The actual COMMAREA isan
instance variable of type byte[] with the name value. The reason for this extra holder classisthat a
COMMAREA is used both for input and output, so the extralevel of indirection is needed as Java
only passes arguments by value. On input, value contains the COMMAREA that is being passed into
the program. The program returns a COMMAREA by setting value to a new byte[] that it has
constructed.

Listing 18.1 shows a CICS program using the JCICS classes to receive data from the COMMAREA.

The parameter ca of class CommAreaHolder will hold the input and output of the main() method.
Notice the property value of the argument of the main() method. This property represents the byte
array that will hold the data returning from the COMMAREA.

Javaand IMS

As earlier mentioned, IBM supports Java access to IMS by means of a proprietary product called
IMS Connect for Java. IMS Connector for Java provides away to create Java applications that can
access IM S transactions. With additional support from the IBM WebSphere Studio and IBM
WebSphere Application Server, you can build and run Java servlets that access your transactions
from Web sites.

public static void main(ConmAr eaHol der ca) {

String caString = new String (ca.value); [2]

int receivedLength = caString.length();

Systemout.println("String size we get from CormmArea : " +

recei vedLength

);

Systemout.printIn("String that we get from CommArea : " + caString
);

/I Wite the conmmarea back to ctg

String sCommAr eaResponse = ( "Message received: "+caString);
Systemout.println("Reply commArea set to : "+ sCommAr eaResponse);
//Create reply that includes nessage received and date

String dateString = (new java.util.Date()).toString();

String sCommAr eaResponse = ( "Message received. Date: "+dateString);
ca. val ue = sConmAr eaResponse. get Byt es();

return,

}
Listing 18.1 Receiving data from the COMMAREA.
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Y ou will not configure IMS Connector for Java. The IMS Connector for Javais a piece of system
software and it is they who will tend to installation and tuning.

What IsIMS Connect for Java?.

IMS Connector for Java provides a Common Connector Framework-compliant Javainterfaceto IMS
Connect. IMS Connector for Javais aclass library that consists of two packages:
com.ibm.connector.imstoc and com.ibm.imstoc. All of the classes in the com.ibm.imstoc package and
many of the classes in the com.ibm.connector.imstoc package are support classes that are not used by
application devel opers during the development of applications that use IMS Connector for Java.

Prerequisites for Running IMS Connect for Java

A prerequisite to using IMS Connector for Javais IMS Connect (formerly called IMS TCP/IP
OTMA Connection, or simply ITOC). IMS Connect enables client applications to send messages to
IMS TM through the IMS Open Transaction Manager Access (OTMA) interface, providing
connectionsto IMS transactions from a variety of platforms, including both workstation and
mainframe products. IM S Connect will provide enhancements in usability, performance, and SMP
installability. Before you attempt to run a Java application program or servlet that usesIMS
Connector for Java, Version 3.5, be sure that the following products are installed on the target host
machine.

IMS Connector for Java Concepts

This section provides an overview of some of the concepts and terminology needed to understand
IMS Connector for Java, and it includes

= MFS formatting

= Java classes provided with IMS Connector for Java

= |MS messages

= | M S message formats

= |MS logon information

= Synchronization levels

= Connection management

= |MS conversations
MFS Formatting
Transaction input and output messages that are provided to IMS through IBM's Open Transaction
Manager Access (OTMA) bypass online MFS processing. MFS is the online processing component

in IMS that performs message formatting, such as field padding, truncation, justification, and the
insertion of literal data in messages.
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Java Classes Provided with IM S Connector for Java

IMS Connector for Java provides a number of Java beansto aid you in building Java programs and
servlets. All of these beans are in the IMS Connector for Java package com.ibm.connector.imstoc.
Y ou can combine these beans into a composite bean that accesses an IM S transaction. IMS
Connector for Javaincludes the following documented classes:

= | M SConnectionSpec: The IM SConnectionSpec bean provides information about the
connection between a Java program and an IMS Connect host component, as well as
information about connection management. The |M SConnectionSpec host name and port
properties are specific to IMS Connector for Java, while the other properties are inherited from
the Common Connector Framework interface
com.ibm.connector.ConnectionSpecM anagementProperties.

= |MSConvContext: The IMSConvContext bean is used to comply with the IMS Connect
requirement that the same connection isused for all iterations of an IMS conversation. A
connection is acommunications link, a socket in the case of TCP/IP, and is analogous to the
phone line that connects two tel ephones during a telephone conversation. IMS Connector for
Javaincludesthis classin its programming model for use by conversational Web applications.
A Java application or servlet should create a single instance of the IM SConvContext class at
the start of a conversation and associate this single instance with the connection used for the
conversation. This ensures that the connection will be preserved for the lifetime of the IMS
conversation and that the CCF ConnectionManager will always return the same connection for
each iteration of the IMS Conversation.

= | M SConvHttpSessionCleanup: IMS Connector for Javaincludes the class
IM SConvHttpSessionCleanup in its programming model for use by conversational Web
applications only. This class implements the HttpSessionBindingListener interface and is used
to capture the unbound event of an HttpSession object during an active conversation, and to
then perform appropriate cleanup.

= | M SlInteractionSpec: The M SlnteractionSpec bean provides information about the interaction
between a Java program and a datastore. Interaction properties include

= ConvTerminated, set to TRUE if the host IMS application program ends the IMS
conversation. The Java application program checks the value of this property to determine
whether or not the conversation has been terminated by the host.

= Datastore name, the name of the target IMS datastore that is defined in the IMS Connect
configuration file.

= | TERM name, used to override the LTERM namein the IM S application program 1/0O PCB.
The override is used if the client does not want to override the LTERM namein the 1/0O
PCB with the transaction pipe.

= Map name (or the MFS MOD name), which is the name provided by an IMS application
program when returning the output of atransaction. It can also
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be provided by IMS when returning a status message, such as the output from a/DIS
command, or an error message.

= Mode, or the type of interaction to be carried out between the Java program and the IMS
datastore. The modes that are currently supported include MODE_SEND_RECEIVE,
MODE_ACK, MODE_NACK, and MODE_END_CONVERSATION.

= Synchronization level, or what specifies the transaction synchronization level—the way in
which the client (a Java application or serviet) and server transaction program (for example,
an IMS application program) interact with respect to transaction output messages. Stated
simply, the synchronization level determines whether or not transaction output messages
must be acknowledged, that is, accepted (ACK) or rejected (NACK), by the client.

= DFSMsg: The DFSMsg bean represents IM S status or error messages that are returned to a
Java application or servlet in response to acommand or atransaction. These messages
typically begin with the characters DFS. Often, DFS messages are returned to a Java
application or servlet. Some DFS messages indicate error situations, while others are returned
asthe output of IMS commands. In all cases, because OTMA is used to return the message,
MFS formatting is not performed. However, IMS includes an MFS MOD name (map name)
with DFS messages. IM S Connector for Java checks the MOD name field of messages that it
receives from IMS Connect. If the MOD has one of the following names, the message is
processed as a DFS message. If the name is not listed in the following list, it is processed as
transaction output.

IMS M essages

The messages sent to IMS or received from IMS by a Java application or serviet using IMS
Connector for Java can be any of the following:

= |MS transaction input messages

= | M S transaction output messages

= |MS status or error messages (also called DFS messages)

= |MS commands

= |MS command output messages

= |MS Connector for Javais primarily designed to handle the first three types of messages.
IMS M essage For mat
M essage segments that are sent to and received from IM S transactions always begin with atwo-byte
segment length field (called LL), followed by atwo-byte field that contains IMS information (called
ZZ). The two-byte segment length field represents the length of the entire message segment,

including the LL and ZZ fields. The data of the message segment followsthe LL and ZZ fields. In
the case of the first segment of
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the transaction's input message, up to the first n+1 bytes of the data portion of the segment contain
the n-byte transaction code, followed by a blank.

IMS Logon Information

The IMSlogon information (user ID, password, and group name) provided to the runtime context of
aJava application or servlet is used by IMS Connector for Java.

The user 1D, password, and group name are placed in the OTMA message sent by IMS Connector
for Javato the host component, IMS Connect. IMS Connect then calls the host's Security
Authorization Facility (SAF) under control of the IMS Connect SETRACF command.

Synchronization Level

Currently, all IMS Connector for Java interactions use the OTMA protocol Commit Mode 1, also
referred to as send-then-commit. Under this protocol, if the synchronization level is Confirm, IMS
sends the output message to the client and then waits for a response from the client. It isthe
responsibility of the client to respond to IMS. If the synchronization level is None, IMS commits any
changes made by the IM S application without waiting for a response from the client.

For Synchronization level none, the transaction runs and IM S sends the output message to the client.
Any database changes are then committed. IMS does not require that the client send amessagein
response to the transaction output message in order to commit the database changes. Synchronization
level Noneistypically used for Java applications and servlets that run IM S transactions that browse
or query host databases.

For Synchronization level confirm, the transaction runs and IM S sends the output message to the
client without committing any database changes. IMS does not complete the transaction until the
client responds to the transaction output message by sending a positive or negative acknowledgment
to IMS. If the client is satisfied with the transaction output, it responds by sending a positive
acknowledgment. IM S then compl etes the transaction by committing the database changes, if
necessary. If the client is not satisfied with the transaction output (or does not want to continue with
the transaction for any reason), it responds by sending a negative acknowledgment. IMS then rolls
back any changes to the database.

Connection M anagement

Connection pooling is key to enhancing the performance of Java applications or servlets that access
IMS transactions. This connection management feature is provided by the IBM Common Connector
Framework (CCF). CCF isaset of Java APIsthat provides infrastructure services like connection
management, transaction services, security, and tracing facilities to Java applications and servlets.

IMS Conver sations

IMS Connector for Java Conversational Support enables customers to build Java applications and
Web applications to access IMS conversational transactions. A conversational IMS transactionisa
transaction that is defined to IM S as being conversational,
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meaning that it can process transactions made up of several individual steps. An IMS transaction is
made up of a connected series of client-to-program-to-client interactions. The IMS conversational
program receives messages from the client, processes the requests, and repliesto the client. It also
saves the intermediate data from the transaction in the scratch pad area (SPA). When the user enters
more data from the client, the program has the data it saved from the last message in the SPA, and
thus can continue processing the request without having the user enter the data again. When the
client sends a message to initiate the next iteration of the conversation, the program uses the datain
the new message along with the data it saved in the SPA at the end of the last iteration of the
conversation as its input. In more complex conversations, different transactions can be invoked using
an immediate or deferred program switch.

In Summary

IBM has provided the mainframe Java programmer the tools to access two important and commonly
used system software packages. IMS and CICS. With these tools, Java programmers have access to
existing mainframe data and applications.
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CHAPTER 19
Java and DB2

As part of IBM's"Java Everywhere" strategy, IBM has provided the OS/390 Java programmer with
two access mechanisms to access DB2 data. This chapter discusses two mechanisms: using Java
Database Connectivity, or JIDBC, and using SQLJ. In addition, the Java programmer can use either
mechanism to access DB2 data by calling DB2-stored procedures.

The chapter starts by providing an overview of Javawith DB2 in the OS/390 environment. Next, the
chapter covers how the OS/390 Java programmer can access DB2 data by using JDBC, SQLJ, and
stored procedures. The reader will see code snippets illustrating each access mechanism. A
comparison of the strengths and weaknesses of JDBC versus SQL Jfollow.

Overview of Java and DB2 for OS/390

Figure 19.1 shows the major components that make up a Java/DB2 environment for 0S/390. The
programmer can access DB2 data by including static DB2 in their Java source (SQLJ), dynamic DB2
(JDBC), or both. Also, the programmer can access DB2 data by having their Java programs access
DB2 stored procedures.

If the Java programmer uses either SQLJ or stored procedures, they must call a DB2 preprocessor
called the SQLJ translator. This tranglator provides the same function as the DB2 preprocessor for
tranglating static SQL embedded in COBOL, PL/I, or C programs. After a successful SQLJ
trandation, it's business as usual with the production of
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Figure 19.1 Java/DB2 environment for OS/390

aDBRM and a plan or package bind. The Java programmer using JDBC for dynamic SQL skips
these DBRM/plan or package bind steps.

The OS/390 Java DB2 programmer can use a mixture of static (including stored procedures) and
dynamic SQL statements like the COBOL DB2 programmer. Whatever the combination of SQL
statement types used, the code gets to the Java compiler where the compiler produces industry-
standard Java Bytecode. From here, the Bytecode can get passed to the Java Virtual Machine (JVM)
for program execution or to IBM's High Performance Java (HPJ) compiler.

The HPJ compiler accepts Bytecode as input and produces OS/390 native code as output. Java's
cross-platform execution by using standard Bytecode formats comes at
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aprice. Bytecode execution is interpretive and therefore slow when compared to traditional compiled
and linked languages like COBOL or C. To address the needs of customers who want the advantages
of Java application development (cross-platform source code or the use of object-oriented
techniques, for example) without the execution performance degradation common with interpretive

languages, IBM offers the HPJ compiler. As Figure 19.1 shows, the same source code that gets
compiled and sent to the Java Virtual Machine can be sent to the HPJ.

Java Database Connectivity (JDBC)

JDBC isanindustry-standard SQL API that enables the Java programmer to access most relational
databases, including DB2. The programmer should include the java.sgl package to use JDBC. This
package includes the following class and abstract interfaces:

= DriverManager. Thisclass is used to load the DB2 driver code needed to create database
connections.

= Connection. This interface enables a programmer to connect and disconnect to a named data
source.

= Statement. This interface is used to execute SQL statements. Included with the Statement
interface are two interfaces:

= PreparedStatement. Executes SQL statements containing input parameters.
= CallableStatement. Invokes a DB2 stored procedure.

= ResultSet. Thisinterface isused to retrieve the datain the results set of a previously executed
SQL statement.

These classes and interfaces are not unique to the OS/390 environment; any Java programmer
wanting to access relational database data with Java would use these classes and interfaces.

Using JDBC

Here are the steps a Java programmer takes to access DB2 data with JDBC (with code snippets):
1. Import the IDBC package java.sql by coding:
i mport java.sql.* ;
2. Load the DB2 driver using DriverManager:
String ibnDriver = "ibmsql.DB2Dri ver"

try { Class.forNane( ibnDriver ) ; }

catch ( Cl assNot FoundExcepti on exception) {
exception. printStackTrace()

}
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The method Class.forName automatically creates an instance of adriver object. A benefit of using
the class method from class Class (quite the tongue twister) is that the forName() method
automatically registers the driver with the Java runtime. Notice that you need not assign the results
of the invocation of forName() to any object. It'sal part of the Java magic.

3. Declare and connect to a named data source (database):

String db2URL = "jdbc: db20s390: nydb2db" ;
Connection myCon ;

try { myCon = DriverManager. get Connection( myURL ) ; }
catch ( SQLException exception ) {

exception. PrintStackTrace()
}

The named data source identifies the database that will be queried or updated. The form of the string
isa URL. The DBA responsible for maintaining the DB2 catalog should associate the URL with
some DB2 access object, such as atable, database, or view. In particular, for OS390, JDBC
identifies a data source for connection by accepting a database URL in the following format:

jdbc:db20s390:<locationname>

where <locationname> isthe DB2 LOCATION found in the DB2 catalog table
SYSIBM.LOCATIONS.

Once the data source is identified to the Java program, the program must make aconnection to the
named access object. The getConnection() method in class DriverManager doesthis. If the method
invocation is successful, the program has a connection object, which the program uses to issue SQL
and process results.

4. Execute one or more SQL statements by creating a Statement object, associating the statement
(s) with an active connection, and executing the statement using the appropriate method.

For SQL SELECT statements, the appropriate method is executeQuery(). For SQL statements that
modify or create tables, the appropriate method is executeUpdate(). The following code shows a Java
program issuing an SQL DELETE statement. Step 5 shows a Java program issuing an SQL SELECT
Statement.

Statement del eteStnt = myCon.createStatement() ; //myCon is the active
connecti on

String del eteSQ = "DELETE FROM EMP WHERE UNIT = ' AOO1"'"

del et eSt nt . execut eUpdat e( del eteSQL ) ; /| Execut e St at enent

SQL statements may be constructed by using the full arsenal of String methods and operators. The
previous code snippet shows a static string. However, you may construct the string by concatenating
arguments and String objects. The following isvalid in the world of Javaand JDBC:

String tabKeyForDelete = "' AOO1"" ;
String del eteSQ. = "DELETE FROM EMP WHERE UNIT = " + tabKeyForDel ete ;
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Notice the inclusion of the single quotes for string data. DB2 recognizes both single and double
guotes as long as you are consistent. If you omitted the single quotes surrounding the value of UNIT
in the previous example, your code would generate an SQL Exception.

5. Retrieve the data returned by a SELECT statement by creating a ResultSet object and
accessing the rows of this ResultSet, usually with aloop construct.

Statenment selectStm = nyCon.createStatenent () ;

Resul t Set sel ectResults =

sel ect St m . execut eQuery( "SELECT NAME, SALARY, UNIT FROM EMP")

/1 Loop through selectResults to access each row of the //Result Set

obj ect

whi | e( selectResults.next() ) {

String javaName = selectResults.getString( 1)

float javaSal ary = selectResults.getBigDecimal ( 2,2 ).fl oatVal ue()
String javaUnit = selectResults.getString("UNI T")

}

The next() method of an instance of ResultSet advances the cursor to the next row. The cursor is
initially above the first row; hence, the first call to next() advances to the first row in the ResultSet.
Next() returns false when no following row exists in the ResultSet.

Class ResultSet contains get???? methods, where ?7??is a Java primitive data type or class that
corresponds to a SQL datatype. A program could use a method to access the DB2 data but could get
unexpected results. For example, a program accessing a DECIMAL type as FLOAT could result in a
loss of precision. Table 19.1 shows what get???? methods of class ResultSet are recommended to get
DB2 data. Note that the recommended method to access aDB2 FLOAT data type is getDouble(), not
getFloat(). The generic getObject() method could be used to access data of any type, but the returned
results could be unpredictable.

Only SQL statements create result sets. SQL INSERT, DELETE, and UPDATE statements do not.

JDBC enables two ways to identify a column in the results set: by position and by name. Note the
first call to getString() in the previous code snippet:

String javaName = selectResults.getString( 1)
The second call uses the name of the table column, "UNIT":

String javaUnit = selectResults.getString("UNIT")
The author is not aware of any advantages one method of identification has over the other.
Asyou know, most indexed entities in Java have indices that start with zero. For example, to access
the first element of a Java array, you access element 0. However, with indexed entities returned by
JDBC calls, the index startswith 1, not 0. The call to getString() earlier accesses the first column in

the result set. Were you to code

String javaNane = selectResults.getString(0)
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the Java compiler would not catch the error because the method signature states that the method
requires an argument of type int (or String). Upon execution, your program would throw an
SQLException.

Y ou may use the PreparedStatement interface to issue SQL statements. The PreparedStatement
interface is used to issue precompiled SQL. Theideal isthat DB2 can perform some optimizations
on the SQL statement. Thisis not quite the same thing as preprocessing your SQL statement by
creating a plan.

Here's a code snippet for issuing SQL with the PreparedStatement interface:

String SQLString = "SELECT NAME, SALARY, UNI T FROM EMP WHERE NAME = ?
and SALARY > ?"

Table 19.1 Recommended Access Methods According to DB2 Data Type

DB2 DATA TYPE RECOMMENDED ACCESSMETHOD

TINYINT getByte()
SMALLINT getShort()
INTEGER getint()

BIGINT getLong()

REAL getFl oat()

FLOAT getDouble()
DOUBLE getDouble()
DECIMAL getBigDecimal ()
NUMERIC getBigDecimal()
BIT getBoolean()
CHAR getString()
VARCHAR getString()
LONGVARCHAR getAsciiStream(), getUnicodeStream()
BINARY getBytes()
VARBINARY getBytes()
LONGVARBINARY  getBinaryStream()
DATE getDate()

TIME getTime()

TIMESTAMP getTimeStamp()
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Prepar edSt at enent nyStnt = nmyCon. prepareStatenent( SQ.String ) ;
//Recall that myCon Is the active connection

/] Set paraneters

myStnt.setString( 1, "Lou Marco") ;

mySt nt . set Doubl e( 2, 234567.89 ) ;

// No parameter to the executeQuery() nmethod

Resul t Set sel ect Results = selectStnt.executeQuery( );

/1 Loop through selectResults to access each row of the //Result Set
obj ect

whil e( selectResults.next() ) {

String javaName = selectResults.getString( 1) ;

float javaSalary = selectResults.getBigDecimal ( 2,2 ).floatValue() ;
String javaUnit = sel ectResul ts.getString("UNIT")

}

The question marks in the SQL string are placeholders. The setString() and setDouble() methods are
used to fill in the placeholders. Y ou must know the data types of the DB2 columns you want to
access. You may replace the word "get" with the word "set" with the method names shown in Table
19.1 to set SQL predicate values for SQL issued with the PreparedStatement interface.

Notice that when using the Statement interface, the SQL string is passed to the executeQuery()
method, whereas with the PreparedStatement interface, the SQL string is not. If you forget and code
astring argument, don't fret. The Java compiler will stop you in your tracks.

The technique used to access the result set is the same whether you use the Statement interface or the
PreparedStatement interface.

6. Clean up by closing the statement and closing the connection from the database:

selectStnt.close() ; /1 Close the statenment
sel ect Results.close();//Close the result set
myCon. cl ose() ; /1 Close the connection

The application should have code that closes the statement(s), the result set, and the active
connection when the application encounters an unrecoverable error. Many Java programmers place
the calls to the close() methods within a finally block. When enclosed within afinaly block, the
close() methods are guaranteed to execute even if no exceptions are thrown.

The structure of Java code that issues SQL resembles

try{
//1oad driver, create connection, |Issue SQ., process results

}

catch (SQLException sqlE) {

/[lreport any errors arising from SQL execution

}

finally {

/1 Close statenment(s), result sets (If any) and connection(s)

}
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JDBC use, with DB2 under OS/390, is not different than JDBC use with other relational database
products under different operating systems. The only DB2-specific code is the loading and
registering of the DB2 driver by using the Class.forName() method. The creation of statements using
the Statement or PreparedStatement interfaces is the same.

Java and SQLJ

SQLJisastandard way of embedding static SQL statements in Java programs. The overall
methodology is similar to embedding SQL in COBOL or PL/I programs. A Java program can use
both SQLJ and JDBC to access DB2 data.

The SQLJ standard includes three parts: the embedded SQL, the SQLJ translator, and a SQLJ
runtime environment. The programmer embeds SQL in SQLJ programs by preceding the SQL
statement with the #sqgl token. SQLJ programs can contain any data manipulation SQL, DB2 table
DDL, COMMIT/ROLLBACK, searched and positioned UPDATE and DELETE, CALL to access
stored procedures, and SET for host variables. SQLJ files containing Java and embedded SQL J must
have a sglj extension.

The SQLJ trandlator produces Java source containing embedded SQL into Java source files. Put
another way, the SQL J trandlator is similar to the DB2 preprocessor used by the COBOL, PL/I, or C
programmer accessing DB2 data. The SQLJ translator also produces profiles that provide the runtime
with various details on the database schema. These profiles are used to create DBRMS that are

bound to packages or plans.

The SQLJ runtime environment executes SQL using, in part, the information found in the previously
generated profile(s). Typicaly, the runtime SQL implementation is done through JDBC.

Using SQLJ
Here are the steps a programmer takes to create a Java/DB2 program using SQLJ.

1. Import the java.sgl and sglj.runtime.ref packages by coding:

i mport java.sqgl.* ;
import sqlj.runtine.ref.* ;

2. Declare and establish a connection context. A connection context is the SQLJ equivalent of a
database connection. In JavaSpeak, a connection context is an instance of a connection context
class. Here's how an SQLJ program declares a connection context:

#sql context nmyCtx ;

Once the program knows the connection context, the programmer has a choice of two DB2
connection methods. The first isto invoke the constructor for the class created by the previous
declaration using the location of the DB2 data source as an argument. Here is an example:
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// Note difference in second qualifier
//from JDBC | ocati on nane
String db2URL = "jdbc: db20s390sqlj: nydb2db" ;

my Ct X myCon = new nyCt x( db2URL ) ;

The second method is to invoke the constructor for the context connection class using the
JDBC connection returned by DriverManager.getConnection(). For example,

Connecti on nmyJDBCCon = Driver Manager. get Connecti on( db2URL ) ;
my Ct x my Con = new nt Ct x( nyJDBCCon ) ;

. Load a DB2 driver as shown in the section "Using JDBC."

. Declare result set iterators. A result set iterator is similar to the ResultSet object discussed
earlier. In the language of static SQL, aresult set iterator islike acursor. Like a cursor, the
iterator declaration identifies the columns of a DB2 table or join to be accessed. One
interesting feature of iterators not shared by their cousins, the cursors, is that iterators can be
passed to methods as arguments (like other Java objects), whereas cursors cannot.

SQLJiterators come in two flavors: positioned iterators and named iterators. A positioned
iterator associates the columnsin the results table with the columns referenced in the iterator in
left-to-right order. A named iterator associates these columns by the name of the column in the
DB2 table.

The programmer declares the iterator classes corresponding to those SQL statements that
produce result set tables having more than one row. The programmer declares objects of the
iterator classes. Here are some examples:

[/ By Position iterator show ng data type of
[/result set colum.
#sql i terator ByposUnitliter ( String ) ;

// By Nanme iterator show ng data type

/[l and name of result set colum
#sql i terator BynameNanelter( String unit ) ;

It isimportant to remember that the previous #sgl statements declare Java classes and that the
DB2 program works with objects created from these classes.

. Execute the SQL statement(s). If the SQL statements access more than one row, the SQL
statement may refer to a previously declared iterator. Here is an example:

/1 Decl are an object of Class ByposUnitlter

ByposUnitlter ani t er ByPos ;
/1 Construct the iterator object and execute statenent
#sql  (myCon) ani ter ByPos =

{SELECT UNIT FROM EMP WHERE EMPI D=23790 } ;
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// Do the FETCH, | oop down the iterator

#sql  (myCon) { FETCH :aniterByPos INTO :javaUnit } ;
whil e (!aniterByPos. endFetch() ) {

/* Do Stuff Wth The Retrieved Data*/

#sql  (myCon) { FETCH :aniterByPos INTO :javaUnit } ;

}

Like embedding SQL ina COBOL or PL/I program, the Java programmer passes data between
the Java program and DB2 by using host expressions. A Java host expression could be a Java
identifier, like the previous FETCH statement shows, or a Java expression that evaluatesto a
value, preceded by a colon. Javaidentifiers, therefore host expressions, are case-sensitive.
Here's an example of some Java code that uses a named iterator:

/1 Decl are an object of Class BynaneNanelter
// Construct the iterator object and execute statenent
BynanmeNanmel t er ani t er ByNane;
#sql (myCon) aniterByNane =
{ SELECT NAME FROM EMP WHERE UNI T='" AO01'} ;
/1 Get the data, | oop down the iterator
whil e (aniterByName. next() ) {
/* Do stuff with the retrieved data */
javaNanme = aniterByNanme. Unit() ;

}

Note the name of the accessor method provided to the program from the iterator class:

ani t er ByNane. Uni t (). SQLJgenerates an accessor method for every column named in
the iterator. For those cases where the DB2 column name is not avalid Javaidentifier, the
programmer could use the AS feature of the SELECT statement. For example,

/I Declare named iterator C ass
#sql i terator aNanel t er ByName( String MyCol ) ;
/I Declare iterator from Cl ass
aNanelter nylter ;
#sql mylter =
{ SELECT "GOOD DB2 BAD JAVA NAME' AS MYCOL FROM ATABLE};

6. Commit any changes by invoking the commit() method of the Connection object with code
that resembles the following:

myCon. commit () ;

7. Finally, close any iterators and close (disconnect) from the database:

mylter.close() ;
myCon. cl ose() ;
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Aswith aJDBC connection, the program should disconnect from the database when the program
encounters an unrecoverable error.

Comparing JDBC to SQLJ.

Java programs that access DB2 data may use both JIDBC and SQLJ. However, if a Java program
needs to issue dynamic SQL, that program must use JDBC only. The dynamic nature of JDBC has an
impact on security. DBAS can grant users access to tables; a user can either change atable or not. In
contrast, a program that uses SQL J uses a previously bound package or plan. The DBA can grant
users execution authority to the package or plans.

Of course, the old argument of execution speed still applies. Programs that use statically bound SQL
statements execute quicker than programs that use dynamically bound SQL statements. In addition,
the access paths contained in the DBRMs can be analyzed and tweaked, yielding further performance
gains.

The JDBC program cannot check that the SQL data types match the Java primitive types or classes
until runtime. In programs that use SQL J, type checking is done at the translator (precompiler) stage.

On theflip side, using SQLJ limits the portability of the application. Each vendor could provide their
SQL Jtrandator, which would be different for different products. Also, the SQLJ development
process is more complex owing to the need for trandation (precompilation) and binding.

If Java/DB2 development parallels DB2 development in COBOL, PL/I, or C, it isa safe bet to
assume that most Java/DB2 programs would use static SQL more than dynamic SQL.

The mainframe DB2 programmer is used to precompiling their SQL and producing plans. There are
no facilitiesin Java that assist the programmer in creating plans. Y ou, the Java DB2 programmer,
will continue to use the operating system products from IBM that precompile SQL, bind plans, and
(optionally) create packages.

In Summary

The Java programmer has access to IBM's flagship database product DB2. Because DB2 is available
on every IBM platform, the promise of Java, "Write once, run everywhere," is closer to reality in the
IBM world.
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CHAPTER 20

The Training Department Class Scheduler System
Revisited

We revisit the training department scheduler shown in Chapter 13, "The Training Department Class

Scheduler System.” In this chapter, you'll see afunction of the system done with DB2 database calls
as opposed to using native Java File /0.

The chapter starts by describing the implemented feature and shows a mainframe solution. Next, we
present a Java solution that implements the feature. We do not repeat the descriptions of the data; we
leave it to the reader to refer to Chapter 13 for such details. We conclude the chapter with a summary
of the key issues addressed in the chapter.

The Application Feature Defined

The feature we'll show here isto access three tables with an SQL join to create alist of classes
offered later than a date input parameter. The SQL will reference table names so you can see where
the columns are coming from. All data represented in the tables are strings.

The SQL Used in the Example
Listing 20.1 shown hereisthe SQL that will retrieve the needed data.

The quantity ENTEREDDATE is the date parameter used to qualify the classlist. Of course, the
same SQL will be used in the procedural language and the Java language solution.
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sel ect classinfo.classid, courseinfo.coursetopic,
instructorinfo.instructorfirstnane || " " ||
instructorinfo.instructorl astnane,
cl assi nf o. dat eof fered, cl assi nfo.roomunber
fromcourseinfo, instructorinfo, classinfo
where coursei nfo.courseid = substr( classinfo.classid, 1, 5) and
classinfo.instructorid = instructorinfo.instructorid and
cl assi nfo. dat eof fered > ENTEREDDATE

Listing 20.1 SQL to retrieve data.

A Procedural Language Solution for " Display ClassList L ater
Than Entered Date" Option

Listing 20.2 shown hereisa COBOL module that performs the following tasks:
= Accepts a date parameter
= Creates an | SPF table to display the outputs

= | ssues the SQL shown in Listing 20.1, reformatted to fit COBOL's column coding
requirements

= Fetches arow retrieved from the query and adds the row's data to an 1SPF table

= Saves return codes to send back to the calling routine

Commentson the COBOL Solution

The COBOL module handles the SQL execution and the creation of the structure (an | SPF table) that
will display the output. The module could have been coded to pass the data retrieved by the SQL
query back to the calling module, leaving the calling module to build the | SPF table. However,
COBOL 'slack of support for all but the most elementary data structures makes such an approach
awkward.

Given the procedural nature of mainframe programming languages, including COBOL, the approach
is centered around the process. The code shown in Listing 20.2 flows naturally. However, thereis no
real hope of reusability aside from copying and pasting code from one dataset to another.



| DENTI FI CATI ON DI VI SI ON.

PROGRAM | D.  CBLEX.

ENVI RONMENT DI VI SI ON.

CONFI GURATI ON SECTI ON.
SOURCE- COVMPUTER. | BM- 0S390.
OBJECT- COVPUTER. | BM- 0OS390.
| NPUT- OUTPUT SECTI ON.

FI LE- CONTRCL.
SELECT PRI NTFI LE ASSI GN TO PRI NTER- QPRI NT
ORGANI ZATI ON | S SEQUENTI AL.

DATA DI VI SI ON.
FI LE SECTI ON.

FD PRI NTFI LE
BLOCK CONTAI NS 1 RECORDS
LABEL RECORDS ARE OM TTED.
01 PRINT-RECORD PI C X(132).

WORKI NG- STORAGE SECTI ON.
R I S I S b b I R S b b b S S S b R R I b b b S b b b R b b
* This string holds the | SPF Tabl e Cormands to add dat a, *
* create, and display the | SPF Qutput table. *
R R R S b b S S S S R S S S Rk S S R R bk S R I S S
01 TABLECOMVANDS.

05 TBADD Pl C X(15)

VALUE " TBADD DTELATER".
05 TBCREATE PIC X(72)
VALUE " TBCREATE DTELATER NAMES( CLASSI D, CTOPI C, | NSTNAME,

DOFFERED, ROOWNUM " .

05 TBDI SPL PI C X(17) VALUE "TBDI SPL DTELATER".

LR Rk R S kS R Rk kS S S I R R S S R Sk O b S S I S R Rk I

*  Return Code from | SPF *

kkhkkhkkhkkhkhkhkhkhkkhkhkhkhkhkhhkhkhkhkhhkhhkhkhkhhhhkhkhkhkhhhhkhkhkhkikhhkikrkhkkhk k krkhkkkkkrk*%x

01 | SPFRC PI C S9(4) COwP.

LR R Rk S S S R S I R S O

* Structure that holds data resulting from SQL Join *

R R R R S S I S R I O

01 SQLJOI NDATA.
05 CLASSI D PI C X(8).
05 CTOPIC PI C X(15).
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05 | NSTNAME PI C X(10).

05 DOFFERED PI C 99/ 99/ 9999.

05 ROOVNUM PI C X(5).
EIR IR b 2 b I b I I b I I I b I IR b I b A b b b b b A b b b I b I b I b I 2 b b b b b b b A b A b b S b 2 b b b b
*  The SQL Conmuni cations Area *
ER IR b 2 b I b I I b I I I b IR b I b A b b b b b A b b b b 2 b I b I b I I b b b b b I b A b A b b S A b 2 b b b b

EXEC SQL

| NCLUDE SQLCA
END- EXEC.

LR Rk kI S kS S Rk S S S S S I S R R S R O

* The |inkage section contains return codes returned to the *
* calling routine and the date for the query. *

kkhkkhkkhkkhkhkhkhkhkhkhkhkhkhkhkhhhkhkhkhhhhkhkhkhhhhkhkhkhkhhhhkhkikhkikhkhkikrkhkkhk khkrkhkkkkkrk*%x

LI NKAGE SECTI ON.

01 ENTDATE Pl C 99/ 99/ 9999.
01 | SPFRETURN PI C S9(4) COWP.
01 SQLCODERETURN PI C S9(4) COWP.

PROCEDURE DI VI SI ON.

A000- MAI N.

R R I b bk S b S R S S S S S b S I S R I S b S S b b S b S b S I R S
* |ssue the SQL Join. Report on any errors. *
* *

Rk I R R Ik Ik b R R Rk R Rk A R R R R R kb R R R R S

EXEC SQL
WHENEVER SQLERROR GO TO E000- SET- RETURN- CODES.
END- EXEC.

R I S S S R R S S S S S R S kR Rk S S b

* |ssue the SQ that generates a result set containing rows *
* with data for classes offered |later than the passed date. *
EE R R I S S R R Ik Rk kR A R Sk kS R R Sk I S I R S S S R S S
exec sql
declare c1 cursor for
SELECT Cl assl D, CourseTopic, InstFName || " " ||
| nst Lnanme, DateOf fered, RoomN\um
from Courselnfo, Classinfo, Instructorinfo
where DateOffered > : ENTDATE and
Classinfo.InstID = Instructorlnfo.lnstlD and
Coursel D = Substr( CasslD, 1, 5)
end- exec.
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EXEC SQL
OPEN Cl1
END- EXEC.

CALL ' 1 SPEXEC USI NG TBCREATE, | SPFRC.

IF I SPFRC > 0
PERFORM EO000- SET- RETURN- CODES THRU
ECOO- SET- RETURN- CODES- EXI T.

PERFORM B000- ADD- ROA5- TO- OUTPUT- SCREEN THRU
BO0O- ADD- ROAG- TO- OUTPUT- SCREEN- EXI T.
UNTI L SQLCODE NOT EQUAL TO ZERO.

A100- DONE.
EXEC SQL
CLCSE C1
END- EXEC.
E R SR I I I I S I I S I
* Al done. Set Return codes and split. *

ER R R S S S S S I S I I I

A900- MAI N- EXI T.
PERFORM EO000- SET- RETURN- CODES THRU
EO000- SET- RETURN- CODES- EXI T.
EXIT.

Rk I R R Ik Ik b R R Rk R Rk A R R R R R kb R R R R S

* Fetch and add row to | SPF table *
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***************************************************************S*

BO0O0- ADD- RONS- TO- OUTPUT- SCREEN.
EXEC SQL
WHENEVER NOT FOUND GO TO A100- DONE
END- EXEC.
EXEC SQL
FETCH C1 | NTO : CLASSI D,
: CTOPI C, | NSTNAME,
: DOFFERED, : ROOVNUM
END- EXEC.

CALL "1 SPEXEC" USI NG TBADD, | SPFRC.
IF ISPFRC > 0
PERFORM EO000- REPORT- ERROR THRU
ECOO- REPORT- ERROR- EXI T.
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BO0OO- ADD- RONS- TO- OUTPUT- SCREEN- EXI T.
EXIT.

Rk S S I R R R I Sk b kR S kR R R kb S kR Rk S I

* Error occurred while issuing SQ.. Set SQL and | SPF return *
* codes to return values and split. *

R I S S kR R S S S S R R R S S S I R R S kS

E000- SET- RETURN- CODES.
MOVE SQLCODE TO SQLCODERETURN.
MOVE | SPFRC TO | SPFRETURN.
EO000- SET- RETURN- CODES- EXI T.
EXIT.

Listing 20.2 A COBOL solution.

A Java L anguage Solution for " Display ClassList Later Than
Entered Date" Option.

The code listings that soon follow show Java classes that contain methods that issue SQL to capture
class offerings that start after the entered date. We present code for four Java classes. Each class
contains methods for a set of related tasks.

The Codefor a Single Class Retrieved from the Database

Listing 20.3 shows the Java code that models the information relevant to a single class. Each instance
of the class shown will be an element of another class that contains all classes offered later than the
entered date. The instance variables are not declared private; you could declare the instance variables
private and code get/set methods to retrieve or change the values as the need arises.

Listing 20.4 shows a Java class, sglClass, with limited but important responsibilities. Class sglClass
has methods that establish a database connection and disconnect from the database. With a bit of
polish, class sglClass could make an excellent utility. In particular, we'd need a mechanism to obtain
the driver information and the database (URL) name from parameters.

Class queryClass, shown in Listing 20.5, has methods that issue the query and return avalue
corresponding to a single column in the result set. Class queryClass contains the sgl query as a string.
However, the query string could be passed as a parameter.
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public class CourseO feredLaterThan {
String classlD
String courseTopic
String instructorNane ;
String dateOfered ;
String roomNunber ;
public CourseOfferedLaterThan( String clD, String cTopic,
String i Nanme, string dOff,
String roomNum ) {
classID = cI D ;
courseTopic = cTopic ;
i nstructorNane = i Nane ;
dateOrfered = dOFf
roomNunber = roomNum ;
)
}

Listing 20.3 Java code for asingle class.

i mport java.sql.*;
i mport java.io.*;
public class sql Cl ass

{
private String nmyDriver = "ibmsql.DB2Driver";
private String nyURL = "jdbc: db20s390: cl assdb”

prot ected Connecti on nyConn;

public sql dass() {}

public void makeConnection() throws Exception
{
Cl ass. forName( nyDriver);
myConn = Driver Manager. get Connecti on(nyURL) ;

}
public void di sconnect FronDB() throws Exception
{
my Conn. cl ose() ;
}

}
Listing 20.4 Java code for the sqlClass class.
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i mport java.sql.*;
i mport java.io.*;
public class queryCl ass extends sql Cl ass
{
String mySel ect Query =
"SELECT Cl assl D, CourseTopic, InstFName || " " || " +
"I nstLnane, DateCOffered, RoomNum " +
"from Courselnfo, Casslnfo, Instructorinfo " +
"where Classinfo.InstID = Instructorlinfo.lnstID " +
"and Coursel D = Substr( ClassID, 1, 5) " +
"and DateOffered > " ;

Resul t Set myResultSet = null;
public queryC ass() {super();}
publ i c bool ean get Courses(String enteredDate) throws Exception
{
String myQuery = mySel ect Query + enteredDat e;
Statement stnt = myConn. createStatenent();
myResul t Set = stnt.executeQuery(nyQuery);

return (nyResultSet !'= null);
pui)l i ¢ bool ean get Next Course() throws Exception
Eet urn nmyResul t Set. next ();
}
public String getColum( String inCol) throws Exception
Eet urn nmyResul t Set.getString(inCol);
}

}
Listing 20.5 Java code for the queryClass class.

Notice that queryClass extends the sglClass. That's why the reference to myConn, an object of class
Connection, is understood in queryClass, although myConn is not declared in queryClass.

Class CoursesLater ThanOutput, shown in Listing 20.6, models alist of classesthat are offered later
than a specified date. The class contains a constructor that invokes al the needed methods from
classes sglClass and queryClass. Since queryClass extends sgl Class, the constructor can invoke the
disconnectFromDB() method defined in sglClass by referencing an object of class queryClass.
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public class CourseslLater ThanQut put {
[/ The only instance variable in the class
private Vector courseslLater ;
// The constructor for the courses can handle all the necessary
/1 wor k.
public CourseslLater ThanOQutput ( String dateForQuery ) {
gueryCl ass nyQuery = new queryCl ass();
try
{
myQuery. makeConnection();
myQuery. get Cour ses(dat eFor Query);
whil e (myQuery. get Next Course())
{
Cour seOf f eredLat er Than aCourse =
new Cour seCf f er edLat er Than(
myQuery. get Col um(*"cl assi d"),
myQuery. get Col uim( " coursetopic"),
myQuery. get Col um("i nstructornane"),
myQuery. get Col uim( " dat eof fered"),
myQuery. get Col utm( " r oomumnber ™)) ;
/1 Add new course to vector
aCour se. courseslLat er. addEl enment ( aCourse ) ;
}
nmyQuery. di sconnect Fr onDB() ;
}
catch (Exception e)
{ e.printStackTrace(); }
}

}
Listing 20.6 Java code to hold information for the classes later than entered date.

In Summary

The COBOL solution, at first glance, may appear simpler and more straightforward than the offered
Java solution. The COBOL solution accomplishes the goal within the confines of a single module,
whereas the Java solution uses four classes. However, thinking of a solution as simple because the
code required for implementation is short may be narrow-minded. The issues of code reuse and
maintenance should a so be considered as well.

The Java classes shown in this chapter that connect and disconnect from the database, and issue the
query and return the results, could be changed to be reusable.



Page 348

This page intentionally left blank.



Page 349

PART Three
Java: Above and Beyond Other Programming
L anguages
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CHAPTER 21
Applets

Before you read this book, you may have thought of Java as the "applet language of the Internet." In
case you don't know, an applet is a Java program that runs within the context of a Web browser. This
chapter provides you with information on coding Java applets.

Well start by providing abit of background followed by the key methods you must code for an
applet to be an applet. Next, you'll see some short examples. The chapter concludes with some
comments on the future of applet devel opment.

A Bit of Background

You'll see that you aready know how to code Java applets. In other words, you write Javaif/else
statements, while loops, assignment statements, and method calls as you've been doing up to now.
All you need do is code a few required methods and voilal Y ou've got an applet.

Of course, you should have an understanding of how an applet differs from an application, how to

code a Web page that can use an applet, and how an applet executes on the user's machine. So, let's
get started.

Applications versus Applets

As mentioned earlier, an applet is a Java executabl e that runs within a Web page. Y ou may also run
appletsin the Java SDK utility appletviewer as explained in Chapter 2. Java
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applications run within the context of the Java Virtual Machine (JVM). The VM isusually invoked
from a command prompt or from some program that accepts operating system commands.

Applications must contain a main() method with the often-seen signature:

public static void main( String[] args )

Applets do not requirea main() method. If an applet contains a main() method, the method is not
automatically invoked as with applications. Applets have their own "magic" methods that are
invoked by the Java runtime.

Applications do not come with a standard graphics context. If you want GUI elementsin your Java
application, you need to create at least one container and take it from there (see Chapter 22). For
applets, you have a graphics context; every applet has a container of class Panel (or JPanel)
immediately available.

Coding the Web Page that Usesthe Applet

Y ou can use the applet tag within an HTML page to cause the browser to download the applet into
the browser. Here's a bare-bones example:

<appl et code=AnAppl et. cl ass w dt h=400 hei ght =400>
</ appl et >

The applet tag names the class file containing the applet and provides asize for theinitial graphics
context. The size parameters, width, and height arein pixels.

Y ou may code other parameters in the applet tag that specify the border to draw around the graphics
panel. Because this chapter is on applet coding, not HTML coding, let's forgo the subtleties of the
applet tag. When you code applets, you'll probably spend most of your time using the appletviewer
program, which is more full -featured than using a Web page.

As an aside, you cannot change the size of the panel within your applet that you code on the HTML
page within the applet tag.

How an Applet Executes

As earlier mentioned, applets have their own magic methods. Table 21.1 describes these methods.

Y ou do not invoke any of the methodsin Table 21.1 directly (by name). These methods are invoked
by the Java runtime within the browser when the runtime deems it necessary.

When the user clicks on a Web page containing an applet tag, the browser downloads the file cited in
the code= parameter into a panel of size coded in the applet tag. Once the download completes, the
init() method executes. After init() executes, the applet's start() method executes. At this point, you
may imagine the user is interacting with the applet, at which point methods that you code are usually
invoked. If the user
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Table 21.1 Magic Applet Methods

METHOD SIGNATURE DESCRIPTION

void init() Invoked when the applet isinitially loaded
into memory.

void start() Invoked each time the user visits the Web
page containing the applet.

void stop() Invoked when the user |eaves the Web page
containing the applet.

void paint( Graphicsg) Invoked by the graphics environment when a
component (or container) needsto be
redisplayed.

void destroy() Invoked when the user closes the Web page

containing the applet.

takes any action that causes a component to be redrawn, the applet's paint() method isinvoked by the
runtime (not by your code).

If the user clicks on another Web page, thereby deactivating the page containing the applet, the
applet's stop() method isinvoked. When the user clicks on the Web page again, the applet's start()
method isinvoked. Finally, when the user has had enough and closes the Web page, the runtime
invokes the destroy() method.

One important point: All the magic methods cited previously are not required. Y ou do not have to
code these methods. However, if you do not code a paint() method, you'll not see anything.

A Minimal Applet

Here's an example of a pretty minimal applet:

public class M nAppl et extends javax.sw ng.JApplet {
public void paint( javax.aw .G aphics g ) {
g.drawString("Hello Wrld", 15, 15 ) ;
}

}

Y es, the previous code is a bona fide applet that will draw the phrase "Hello World" in the graphics
panel. Figure 21.1 shows the result of running this applet in appletviewer.

The HTML that may be used to invoke this applet within a Web page may be:

<appl et code=M nAppl et. cl ass hei ght =400 wi dt h=400>
</ appl et >
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@Applel Viewer: Minfpplet.class =]
Applet

Hello Waorld

Applet started.

Figure 21.1 A minimal applet output.

Another Pretty Minimal Example

This applet shows the invocations of the init(), start(), and destroy() methods. Listing 21.1 shows the
code.

The applet displays as before (see Figure 21.1); the printin() methodsdo not write to the graphics
pane. The appletviewer program directs standard output to a command window; a browser hasits
own Javalog that may be used to record standard output messages. Figure 21.2 shows the command
window.

Notice the line of code in the methods:

repaint ()
The repaint() method forces the Java runtime to invoke the paint() method. That's why you see calls
to paint() throughout the execution of the applet. Although you do not call paint() yourself, you may
force acall to paint() by calling repaint().

The callsto start() were caused by the user minimizing and then restoring the applet window.
Finaly, the call to destroy() shows up asthe last line to be written to the standard output.
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i mport javax.sw ng.* ;
i mport java.awt.* ;
public class M nAppl et extends JApplet {

String nmessageStr = "Hello Worl d"
int xPos = 15, yPos = 15 ;
public void init() {

Systemout.println( "lnvoking init()" )
repai nt ()

public void start() {

Systemout.println( "lInvoking start()" )
nessageStr = "lInvoking Start()"
xPos =+50 ;
yPos =+50 ;
repaint ()

}
public void destroy() {
Systemout.println( "Invoking destroy()" )

}

public void paint( Gaphics g ) {
System out . println("Ilnvoking Paint")
g. drawstri ng(messageStr, xPos, yPos )

}
Listing 21.1 Showing the init(), start(), and destroy() method invocations

Objects that you want to access inside the magic applet methods must be declared outside any
method; the objects cannot be local to any method. The signatures of the magic methods are cast in
stone. For all but paint(), the methods take no arguments. Y ou cannot pass any objects as parameters
to the magic methods. The message string and the position of the message to be drawn are declared
outside any method. Ergo, these objects are accessible within any method.

One more point: The paint() method redraws the entire panel . The display of the applet in Listing
21.1isthe string "Invoking start()." Actually, if you are from Krypton, you'd notice the message
displayed in the applet window changing from "Hello World" to "Invoking Start()." Because the
paint() method redraws the entire container, you'll see the results of the last redraw operation.
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|4 oppletvicwer

Figure 21.2 Showing the init(), start(), and destroy() method invocations.

Applet Odds and Ends.

Before we close this chapter, here are some odds and ends about appl ets.

Applet code may be bundled with images, sounds, or other resourcesinto a jar file. Chapter 2 has
some information on the Sun JDK utility program jar. Jar is short for Java Archive. Think of ajar file
as acompressed version of one or more files, of which oneis usually a Java class. Because applet
code is downloaded to the browser, it makes sense to minimize download activity. Compressing the
classfile(s) helps, of course, However, if the applet uses other files, combining these files with the
applet classinto one file means the browser needs only one download session to fetch required files.

Y ou may pass parameters to applets. Within the applet tag, you have the option of coding one or
more param tags. For example:

<appl et code=AnAppl et . cl ass hei ght =300 wi dt h=300>
<par am nane=paranl value="This |Is the value for Paranml">
<par am nanme=anot her par am val ue="anot her Val ue">

</ appl et >

Within the applet, you would code the getParameter() method as follows:

String val Paraml = get Paraneter (" paranl") ;
String val Paran? = get Paranet er ("anot her parant') ;
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In Summary

Applets are atime-honored way of presenting the user with a more robust user interface than with
garden variety HTML. In addition, applets enable the Web page devel oper to bring the power of Java

to their pages. Thisis, of course, agood thing.

However, another side is there to be told. When Java first made the Web scene in the mid-1990s,
Web developers had few optionsin providing their customers with robust, animated Web pages.
Today, Web devel opers have a host of tools that can provide what applets once did without having to
use Java. In addition, the enterprise is learning that other Java technologies, such as Java Servlets and
JavaServer Pages, can provide more effective access to corporate data than applets while providing
customers with a professiona look. As the enterprise moves toward using enterprise Java
technologies, applet use may dwindle.



Page 358

This page intentionally left blank.



Page 359

CHAPTER 22
Java User Interface Basics

Java supports the creation and manipulation of the traditional GUI elements. Here, you'll get some
exposure to the "Javaway" of creating front ends for applications.

Thetopic of user interfaces is sizeable and entire books have been written on Java GUI alone. The
intent of this chapter is to provide you, the mainframe Java programmer, with the fundamental s of
Java GUI programming. We'll start the chapter with some information on Java GUI packages and a
review of the standard GUI components, and describe the Java mechanism for representing these
components. Next, you'll read about Java containers and Java layout managers. Along the way, you'll
see afew examples of Java GUI component creation and manipulation. The chapter closes with some
comments on Java GUI usage in the enterprise.

Java GUI Component Libraries

Y ou have two packages at your disposal when creating Java GUIs: the Abstract Windowing Tool kit
(AWT) package and the Java Foundation Classes package. The AWT contains more than GUI
component Application Programming Interfaces (APIs). The AWT package includes support for
Java events (refer to Chapter 11) as well as miscellaneous Java functions, such as printing.

The Java Foundation Classes package contains the Swing component set. Swing replaces one piece
of the AWT, namely the GUI component construction piece.
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YOU WILL NOT CODE MUCH JAVA NATIVE GUI INTERFACES

Y ou, the Java programmer, are far too valuable a commodity to be spending
time coding GUIs. These days, GUIs are developed using screen-building
tools, which aresimilar to Visual Basic form buildersand thelike. Also, the
days of the graphical Java application are coming to a quick close. Java has
found a home with server-side and enter prise technologies. The new
application model isto have a front layer represented by a client running a
browser, one or more middle layersrepresenting businesslogic, and a data
layer housing per manent data stores.

Having said that, you should have a basic under standing of the Java GUI
mechanism. You may be called upon to rewrite old (four yearsold?) Java
applicationswith Java GUIs. Two possibilitiesfor a modern facelift are Java
server -side programs called serviets that generate HTML pagesfor display or
JavaServer pages, which are a combination of HTML and Java scripting code.

Standard GUI Components

Table 22.1 describes some standard GUI components. The first column isthe AWT component
name, the second column is the Swing name, and the third is a short description. Figure 22.1 shows a
screen shot with these components.

Soon, you'll see the Java code for the creation of this display. First, however, you need to read some

background on how Java implements GUI components.

Java Containers

In Java, a container is an object that holds one or more graphical components, including other
containers. The Java class Container is abstract; you cannot create container objects directly. You
usually create one of two popular subclasses of class Container: the Panel (for applets) and Frame
(for windows and dialogs) subclasses.

Here's the short story on how to create a Java user interface:
= First, create a container using an object from a Java container class.
= Second, decide on a layout manager for the container. You'll read more about layout managers
soon. For now, alayout manager is an overall scheme for placing components within a

container.

= Third, create your components using initialization parameters that are peculiar to the
component.

= Fourth, place components (the items listed in Table 22.1, among others) inside the container.
The layout manager decides how to place the components within the container.



Table 22.1 Some Standard GUI Components

AWT NAME SWING NAME DESCRIPTION

Label JLabel Text describing another component or
providing instructions

Button JButton Component that triggers a user action

Checkbox JCheckbox Component that offers a user an on or off
choice

CheckboxGroup ButtonGroup Radio buttons where one and only one of
the group must be selected

Choice JCombobox A list where the user may select one or
more entities

List JListbox A Choice with more than one entity
visible

TextField JTextField Enables the user to enter aline of text

TextArea JTextArea Enables the user to enter multiple lines
of text

ScrollBar JScrollbar Enables the user to bring in previously

hidden portions of a component
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= Fifth, attach alistener to the components. Y ou will recall from Chapter 11 on event handling,
that Java uses the event delegation model to capture and process events.

Listing 22.1 shows a piece of code that creates a small window with two text entry fields. The
example uses AWT components with comments on using Swing components. Asyou'll see, little
difference exists between the coding of the two components.

Here is the code that corresponds to the previous steps.

1. Create a container using an object from a Java container class. The call to the constructor
and the constructor code creates the container:

AWIEnt ryScreenl myES = new AWTEntryScreenl() ;

super ("Enter

Name and Enpl oyee ID") ;

The class statement clarifies that the object of class AWTEntryScreenl isa child class of class
Frame; the constructor invocation using the keyword super gives AWTEntryScreenl objects

the characteristics of the Frame superclass.

Think of a Frame as awindow. Although Java has a Window class, the Window classis not
what you might think. A Java Window object is a piece of screen areawithout a border, atitle
bar, or open or close buttons. Y ou'd use the Frame class to create "Windows." By the way,
Frameis a subclass of Window.
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Am:ll:t Yiewer: GUIComponents. clazz =10 ]

Beplet
Hello Wigrld! U Boid ¥ talics

@ 1zt O o2a O 3rd |Times Roman =

Manday 2
Tuesday
Wednesday I
Thurzday
Friciay I
|Fredefinad Text
|Test + Size

Applet started.

Figure 22.1 Standard GUI components.

/[ljava.amt .* |Is for the user Interface conponents
//java.awt.event |Is for the event handling
/1 You would I nport java.swi ng.* for sw ng conponents.
//You still need java.awt.events because sw ng conponents use
[l awt events.
i mport java.awt.* ;
i nport java.awt.event.* ;
/1 SWi ng: extends JFrane
[/ The ActionListener Interface Is for event capture and
/I processing
public class AWEntryScreenl extends Frane inplenents ActionListener
{
[1String objects to hold what the user enters
private String userNanme = null ;



private String userID = null ;
[ AWl Text field conmponents

[1Swing: JTextField userNanmeTF = new JTextField( 20 )

Text Fi el d user NameTF
Text Fi el d user| DTF

new TextField( 20 ) ;
new TextField( 6 ) ;

public AWEntryScreenl() {

/'l Create a Franme object with the title In quotes.

/'l See text below for comments on the getContentPane
() call

super ("Enter Name and Enpl oyee ID') ;

/1 Swing: this.getContentPane().setlLayout( new G i dLayout
(3,2) )

/1 See the text below for comentws on the setlLayout call

this.setlLayout (new GidLayout( 3, 2) ) ;

/1 Swi ng: JLabel userNaneLabel = new JLabel ( " Nane ")
Label userNaneLabel = new Label ( " Nane R
Label userl DLabel = new Label ( "Enployee ID " ) ;

/1 Swing: JButton submtBtn = new JButton(" Submt" ) ;

But t on submtBtn = new Button(" Submt" ) ;
submi t Bt n. addActi onLi stener(this) ;

/1 Swing: this.getContentPane().add(O)

thi s.add( user NaneLabel ) ;

this.add( user NaneTF) ;

t hi s. add( userl| DLabel ) ;

t hi s. add( userl DTF ) ;

this.add( submtBtn ) ;

[/ This |Is the action |istener that allows the user to

//close the wi ndow. See Chapter 11 for details.
t hi s. addW ndowLi st ener (new W ndowAdapter() {

public void w ndowCl osi ng( W ndowEvent we ) {

Systemexit( 0 ) ;
}
}) o

}

[/ This Is the call back that the Java runti ne | nvokes

//when the user clicks on the button

public void actionPerforned (ActionEvent aev ) {
user Nanme = user NaneTF. get Text () ;

userI D = user| DTF. get Text () ;

System out.println( userName + * " + userlD)

}

public static void main( String[] a ) {
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AWIEnt ryScreenl nyES = new AWTEntryScreenl()

myES. pack()
myES. show() ;

}
Listing 22.1 Create awindow with two text fields and a button with AWT components.

2. Decide on a layout manager for the container. A layout manager is a Java object that
describes the overall ook of a container. The choices are a GridLayout, a FlowLayout, a
BoxLayout, a GridbagLayout, and a custom layout. Y ou have the option of using absolute
component placement within the container, but real Java programmers frown on absolute
placement (although absol ute placement comes in handy when developing custom layouts).

In our example, we've chosen to use GridLayout. Imagine that the frame is divided into agrid
of so many cells wide by so many cellstall. Each component placed within the frame occupies
agrid position. The GridLayout adds componentsin left to right order. The GridLayout isthe
default layout for Frame (or JFrame) components.

A FlowL ayout adds components using directions. north, south, east, west, and center. You
may add a component by specifying a direction, or add components and let FlowL ayout take
care of placement. FlowLayout is the default for Panel (or JPanel) components.

The BoxLayout adds components either left to right or top to bottom, depending on
initialization parameters.

The GridbagL ayout is similar to the GridLayout without the restriction of each component
occupying only one cell. With a GridbagL ayout, a component may span multiple cells.

However, the complexity of the GridbagL ayout has left many users with less hair than when
they started. GridbagL ayout is not for the squeamish.

Here's the code that adds the layout manager to the Frame component:
this.setlLayout (new GridLayout( 3, 2) )
As an aside, use of the keyword this in the previous exampleis not required.
3. Create your componentsusing initialization parametersthat are peculiar to the

component. We create five components: two Labels, two TextField, and a Button. Here's the
code that creates the components:
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Text Fi el d userNaneTF = new Text Field( 20 )

Text Fi el d user| DTF = new TextField( 6 )

Label user NaneLabel = new Label ( " Nane ")
Label user | DLabel = new Label ( "Enpl oyee ID " )
Butt on submtBtn = new Button(" Submt" ) ;

Notice that the two text field components are created outside the constructor because we'll
need to access these text fields outside the constructor.

. Place components (theitemslisted in Table 22.1, among others) inside the container. As
previously mentioned, the layout manager decides how to place the components within the
container. The code that places the components inside the container is

thi s. add( user NanelLabel )
t hi s. add( user NaneTF)

t hi s. add( user| DLabel )
thi s. add( user| DTF )
this.add( submtBtn )

The GridLayout adds the componentsin left to right, top to bottom order. Again, use of the
keyword this is optional.

. Attach a listener to the components. We could attach a listener to every component except
the Label component (Label does not generate events). However, for this example, we'll attach
an event listener to the Button and the Frame. We want to know when the button is clicked and
we want to be able to close the window.

Here's the code that attaches the listener to the Button:

submi t Bt n. addAct i onLi st ener (this)

When the user clicks the button, the Java runtime looks for a method named actionPerformed
() with the following signature:

public void actionPerfornmed (ActionEvent aev )

Notice that no code actually invokes the actionPerformed() method; no code invokes the
method directly.

The code for the actionPerformed() method fetches the text from the two TextFields and writes
the field contents to the default output stream. Thisiswhy the text field components were not
declared within the constructor. If they were, the code could not access the components outside
the constructor to gain access to the entered text.

public void actionPerforned (ActionEvent aev ) {
user Nane = user NameTF. get Text ()
user| D user | DTF. get Text ()

Systemout.println( userNane + " " + userlD)
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Hereisthe code that attaches the window listener so the user can close the window, thereby
quitting the application:

t hi s. addW ndowLi st ener (new W ndowAdapter () {
public void wi ndowCl osi ng( W ndowkEvent we ) {
Systemexit( 0 )
}
1)

The technique used in this code is known in Java circles as using an anonymous inner class.
The addWindowListener () method is attached to thethis object, which is AWTEntryScreenl,
the subclass of Frame. The class name is WindowAdapter , which contains stub methods for
catching window-related events, like moving, resizing, or closing awindow. The body of the
method invokes the exit() method, which quits the application. Using anonymous inner classes
to exit windowed applications is common; the previous code is a Javaidiom that is found
everywhere.

Notice that we did not attach a listener to the text entry fields. The use of event listenersis
optional. Y ou may gain access to a component's contents without using a listener, aswe did in
the previous example. If you want to perform some input validation as the user is entering text,
you could attach alistener to fetch characters as the user enters them.

The main() method creates and displays a windowed object. If this object was part of an
application, the windowed object would be created as part of the application workflow.

Another Example

Next, let'stake alook at the code that generates the screen shown in Figure 22.1. Listing 22.2 shows
this code.

The code creates an applet (see Chapter 21) that contains a host of GUI components. Aswith the
previous example, let's examine the code according to the formula cited earlier.

i mport java.aw.*;

i mport java. applet.?*;

i mport java.aw.event.?*;

/! For swing, lnmport java.sw ng.* ;

[/ This is an AWI i npl enentation of the code that generates
/1 the "all conponents" screen shot.
/1 For swing, extend class JApplet.
public class GUI Conponents
ext ends Appl et
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i mpl ements ActionListener, |tenlistener

{

Label greeting; /1 JLabe
Butt on aButton; //JButton ;
Checkbox bBox, i Box; [/ JCheckbox

Checkbox cBox1l, cBox2, cBox3;
CheckboxGroup cbGroup;

Choi ce chooser; /1 JCombobox

Li st | stDays; /1 JLi st Box
TextField txtl, txt2, txt3;//JTextField

Text Area sendText, recvText; /1 JText Ar ea

public void init()
{
// Remenber, for Swing, to add conponents to the
// content pane, accessible by a call to getContentPane()
greeting = new Label ( "Hello World!" );
add( greeting );

aButton = new Button( "Hello World!" );
aBut t on. addActi onLi stener (this);
add( aButton );

bBox = new Checkbox ("Bol d");

i Box = new Checkbox ("lItalics", true);
bBox. addl t enlLi stener (this);

i Box. addl tenlLi stener (this);

add (bBox);

add (i Box);

cbG oup = new CheckboxGr oup();

cBox1l = new Checkbox( "1st", cbG oup, true );
cBox2 = new Checkbox( "2nd", cbG oup, false );
cBox3 = new Checkbox( "3rd", cbGoup, false );

cBox1. addl tenli stener (this);
cBox2. addl tenLi stener (this);
cBox3. addl tenLi stener (this);
add( cBox1 );
add( cBox2 );
add( cBox3 );

chooser = new Choice();
chooser. addl tem( "Tinmes Roman" );
chooser. addl tenm( "Hel vetica" );
chooser. addltem( "Courier" );
chooser. addl tenlLi stener (this);
add( chooser );
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i nt howvany = 5;

bool ean nulti Sel ect = true;

| st Days = new List( howMvany, multi Sel ect );
| st Days. addl ten{ "Monday" );

| st Days. addl tem( " Tuesday" );

| st Days. addl tem( "Wednesday" );
add( | stDays );

| st Days. addl tem( " Thursday" );

| st Days. addl ten( "Friday" );

| st Days. addl tem( " Sat urday" );

| st Days. addl ten{ "Sunday" );

| st Days. addActi onLi stener (this);
| st Days. addl tenlLi stener (this);

txtl = new TextField( 20 );
txt2 = new TextField( "Predefined Text" );
txt3 = new TextField( "Text + Size", 40 );

txt 1. addActi onLi stener (this);
t xt 2. addAct i onLi stener (this);
t xt 3. addAct i onLi stener (this);
add( txtl );
add( txt2 );
add( txt3 );

int rows =5, cols = 30;

sendText = new Text Area( rows, cols );
recvText = new Text Area( "None", rows, cols );
add( sendText );

add( recvText );

}

public void actionPerformed (ActionEvent e)
{
if (e.getSource() == aButton)
{ Systemout.println ("Hello World Button"); }
if (e.getSource() == |stDays)
{ Systemout.println ("List double clicked"); }
if (e.getSource() instanceof TextField)
{ Systemout.println ( ((TextField)e.getSource
()).getText ()
;)
}

public void itenttateChanged (ltenEvent e)
{

if (e.getSource() instanceof Checkbox )

{
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Checkbox ¢ = (Checkbox) e. get Source();
Systemout.println (c.getlLabel () + c.getState() );

}
el se
if (e.getSource() == chooser)

{

Systemout.println ("Font is " + chooser. get Sel ectedltem

}
if (e.getSource() == |stDays)

{

Systemout.println ("Day selected is " +
| st Days. get Sel ectedltem() );

}

}
}

Listing 22.2 The code that generates Figure 22.1.

1. Create a container using an object from a Java container class. For applets, you do not
need to explicitly create a container; applets come ready-made with a container. Applets (and
JApplets) extend the Panel container. Hence, the Java runtime already provides applets with a
container to play in.

2. Decide on a layout manager for the container. The default layout manager for objects of
class Pandl (and hence, applets) isthe FlowLayout. Our example does not attach aflow
manager to the Panel. Nonetheless, the layout manager exists. When components are added to
the container, they will be added in flow layout order.

3. Create your components using initialization parametersthat are peculiar to the
component. Here is some code that creates GUI components. Thisis a button:

aButton = new Button( "Hello World!" );
Here's choice.

chooser = new Choice();

chooser. addltem( "Tinmes Roman" );
chooser. addl ten( "Hel vetica" );
chooser. addltenm( "Courier” );

Here'sa TextFied:

txtl = new TextField( 20 );
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Therest of the components are created with constructors that are peculiar to the component.

4. Place componentsinside the container. Components are placed in a container with the add()
method, as shown:

add( aButton ); /1 Add the button to the Panel container
add (chooser) ; /1 Add the Choice object
add( txtl) ; //Add the TextField

For swing components, the add() method invocations could resemble the following:

get Cont ent Pane() . add( aButton ); // Add the button to the Pane
cont ai ner

get Cont ent Pane() . add (chooser) ; /1 Add t he Choi ce object

get Cont ent Pane() . add( txt1l) ; /1 Add the TextField

5. Attach a listener to the components. Here isthe code that "listens’ for events on these
components with their respective listener methods.

[/ Attach the |istener for the button

aBut t on. addActi onLi stener (this);

[/ Attach the |istener for the text field

t xt 1. addActi onLi stener (this);

//Here's the call back

public void actionPerformed (ActionEvent e)

{
if (e.getSource() == aButton)
{ Systemout.println ("Hello World Button"); }
if (e.getSource() == |stDays)
{ Systemout.println ("List double clicked"); }
if (e.getSource() instanceof TextField )
{ Systemout.println ( ((TextField)e.getSource()).getText() );
}
}

Y ou may attach the same listener to multiple components. The Java event handling API specifies
which component types should be attached to which listener methods. Buttons, lists, and text fields
may be listened to by catching an ActionEvent.

When one listener is attached to multiple components, your program needs away of distinguishing
which component is the source of the event. The getSource() method of class Event (and known to
all subclasses of class Event) can identify the event source. A sequence of if/else statements may be
used to hone in on the event source component.

Here's the code for attaching the listener and the callback for handling events that arise from
selecting an item from a Choice object.
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// Attach the |istener

chooser. addl tenli stener (this);

//Here's the call back

public void itenfStateChanged (ItenEvent e)

{
if (e.getSource() instanceof Checkbox )
{
Checkbox ¢ = (Checkbox) e.getSource();
Systemout.println (c.getlLabel () + c.getState() );
}
el se
if (e.getSource() == chooser)
{
Systemout.println ("Font is " + chooser.getSelectedltem) );
}
if (e.getSource() == I|stDays)
{
Systemout.println ("Day selected is " + |stDays. getSel ectedlten()
);
}
}

Components that contain lists have their events captured by item events.

Something worth mentioning is that you may attach more than one event class to a component. For
example, the list of a days component, a multiselect list object, has an ActionEvent and an ItemEvent
attached to it. In Java, you can attach events to components in a somewhat arbitrary fashion,
depending on what makes sense for your application.

In Summary.

Java provides the programmer with extensive facilities to create robust GUI front ends. The Java
GUI mechanism integrates nicely with Java event delegation, enabling a clean separation of user
interaction processing and user presentation. However, most of usin the Javaworld rely on tools to
create user interfaces or are delving into Java enterprise technologies, leaving the user interface
issuesto HTML or XML screen generation.
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CHAPTER 23
Java Filel/O

Every programming language needs a mechanism for reading and writing data to and from
permanent storage: adisk file. This short chapter describes the basics of native file I/O in Java. Here,
we do not discuss the IBM package JRIO aswe did in Chapter 17. Instead, you'll read about some of
the methods in the package java.io. You'll also see how Javafile I/O stacks up against 1/0 in
COBOL and PL/I.

The chapter starts with adiscussion of afilein Java, followed by the concept of a stream. The
chapter continues with covering how to read and write bytes and primitive data types to and from
files. You'll see sample programs throughout the chapter illustrating the concepts. Y ou'll read about
the Java implementation of random file access and see how this stacks up against procedural,
mainframe programming languages.

YOUWILL NOT CODE MUCH JAVA NATIVEFILE 1/O

Asyou'll read, Java nativefile /O issimilar tousing ACCEPT/DISPLAY
statementsin COBOL or GET/PUT LIST statementsin PL/I. Most
mainframe programmers do not use these statementsin their programs. M ost
mainframe programsuserecord I/O or perform database callswith SQL, or
work in atransaction monitor like CICS. Likewise, Java programmers make
database callsusing JDBC, likein Chapter 18, or get user inputs by way of a
visual presentation component, such asan applet or HTML screen. That said,
you, the mainframe Java programmer, should have a bit of exposureto native
Javafilel/O, which this chapter provides.
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TheFile

Think of the file as an entity that holds related sets of data, known to the operating system by asingle
name. Now, each operating system has a set of naming rules used to construct file names. Also, one
or more files may be grouped together to form higher-level data storage structures, such as databases.
Here, we are concerned with accessing data kept in storage structures represented by catalog (MVS)
or directory (other) listings.

Files (Datasets) in COBOL, PL/I

The termfile as used by MV S mainframe programmers usually means a reference to a data store
used in an application program; the actual data store is called a dataset. An application program
written in COBOL, PL/I, or another MV S mainframe programming language references the
filename. The filename must be previously associated with a dataset name prior to program
execution. Typically, the association lasts for the duration of a program or job step execution. The
common term for a filename associated with a dataset for the duration of a program or job stepisa
DDName

The previous association of afilename and a dataset name, or allocating a dataset to a DDName, is
usually done statically in a JCL jobstream for batch programs, or by the execution of a TSO
ALLOCATE statement in aREXX EXEC or TSO CLIST. Listing 23.1 shows a REXX EXEC that
associates a filename with a dataset name; it then invokes a program that uses that dataset, and it a'so
shows a COBOL code snippet that may read the dataset.

Listing 23.1 shows that the filename is a further abstraction of the dataset name, or an abstraction of
the data store as known to the operating system. The program knows the dataset by the filename, not
the dataset name. The obvious advantage of associating filenames with dataset names in programsis
that the data used by the program may be changed without changing the program. For example,
changing the line in the REXX EXEC shown in Listing 23.1 to

"All ocate Da( ' TX12345. Sal esDt a. Feb2000. Data') Fi (Sal esDta) Shr Reu"

causes the COBOL program to use February's sales data, not January's. The application devel oper
does not recompile the COBOL program. Actually, the COBOL program has no real knowledge of
the name of the dataset; the association of the dataset name with the filename is made by the
operating system.

A file allocation, or association between a filename and a dataset name, does not guarantee that a
program will use the data. Listing 23.2 shows a JCL job stream that makes two datasets available to a
program, and a PL/I code segment that conditionally uses one of the two datasets.

For the most part, MV S application programs know little about the characteristics of datasets. The
dataset name is hidden from the application as are other dataset attributes, such as blocksize or where
the dataset resides. The file allocation mechanism does not require that application programs know
most dataset attributes in order for the programs to use the data.
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/* Execute program MAKRPT using January data */
Addr ess TSO
"All ocate Da( 'TX12345. Sal esDt a. Jan2000. Data') Fi
(Sal esDta) Shr Reu"
If RC > 0 Then
Call Display Allocate Error
"Cal | 'TX12345. Sal esPgm Load( MakRpt)"
/[** Other Rexx Code May Fol | ow **/

* Here |Is a possi ble COBOL code sni ppet
FI LE SECTI ON.
FD SALESDTA
RECORD CONTAINS 120 CHARACTERS.
01 SALES- REPORT- | NPUT- RECORD.
05 SALES-AREA-ID PIC 'X(3)'.
* Oher Fields In This Record Fol | ow
* WORKI NG STORAGE section Foll ows

PROCEDURE DI VI SI ON.
A100- MAI N.
OPEN | NPUT SALESDTA
OUTPUT ANOUTFLE
PERFORM UNTI L NO- MO- RECORDS
READ SALESDTA
* Process Records, etc.

Listing 23.1 Making a dataset known in a COBOL program.

Filesin Java

Filesin Java are, of course, instances of the File class. File objectsin Java do not permit a Java
program to do any 1/0O on afile. The class File enables a Java program to glean information
(attributes) about afile. Methods in class File enable a Java program to
Determine whether or not afile can be read from or written to
bool ean canRead(), bool ean canWite()
Determine whether a File object isafile or adirectory
bool ean isFile, boolean isDirectory()
Get the size of afilein bytes
I ong | engt h()
Delete afile or directory

bool ean del ete()
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/1 AX12345A JOB( ACCTI NFO), OTHER JOB CARD PARMS

/1*

/ I RUNPGM EXEC PGVEMAKRPT, PARME' SUVMMARY

[/ STEPLI B DD DSN=AX12345. REPORT. LOADLI B, DI SP=SHR

[ I SUMRY DD DSN=RT98765. SALESDTA. JANSUMRY, DI SP=SHR
/1 DETAI L DD DSN=RT98765. SALESDTA. JANDETAL, DI SP=SHR
//SYSOUT DD  SYSOQUT=*

// SYSUDUWP DD  SYSOUT=*

[1*** Other Job steps may foll ow

MakRpt: Proc( Sunmary Detail Parm) Options( Miin )
Reor der ;
Dcl Summary_ Report Desired Bit( 01 ) Aligned
Init( I nput_Parm For_Summary( Summary_Detail _Parm) ) ;
Dcl Mo_Dat a Bit( 01 ) Aligned Init('1 B);

Dcl Sal eDta File Vari abl e;

Dcl Sunry File Input Record ;
Dcl 01 Sunry_Input_Record,
05 Field_A Fi xed Bin( 31 ),
[* Other Fields For This record Follow */

Dcl Detail File Input Record ;
Dcl 01 Detail _Input_Record,
05 Field_A Fi xed Bin( 31 ),
/* Other Fields For This record Follow */
/[** Use the Summary or Detail File Based on the Runtime |nput Parm
**/
I f Summary_Report Desired Then
SaleDta = Sunry ;
El se
SaleDta = Detail ;

Call Process_Sales Data ;
/** And so on **/

Listing 23.2 Conditionally using afilein PL/I.

Make a directory

bool ean nkdir ()

The previous list of methods in class Fileis not exhaustive. Y ou can see that, in Java, class File
denotes objects that are files and directories.

Listing 23.3 shows some of the methods in the File classin use.
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i mport java.io.* ;
i mport java.util.* ;

public class FileTest {

public static void main( String[] a ) {

/I Make a new File Object

String f Name = "cl assinfo.dat" ;

File aFile = new File( fName ) ;

/1 Does the file exist?

System out.println( fName + exists is a

aFile.exists() + " statenment" ) ;

//1s this a file or a directory? (could use the isFile()

/1 method as well)

Systemout.printin( fNane + " is a directory is a
+ aFile.isDirectory() + " statenent" ) ;

//Where is this file | ocated?

Systemout.println( aFile + " is located at
aFi |l e. get Absol utePath() ) ;

[/ How big is the file?

Systemout.println( aFile +
+ " bytes." ) ;

[/ Can we read fromor wite to this file?

Systemout.println( "You may wite to " + aFile + " is a "
+ aFile.canWite() + " statenment") ;

[ I'\When was this file |ast nodified?

Systemout.println( aFile + " was nmodified on " +

new Date(aFile.lastMdified()) ) ;
}

}
Listing 23.3 Some methodsin class Filein use.

" +

n +

is " + aFile.length()

A few comments about the code are in order. First, the constructor does not create anew file. That is,
by constructing a new File object, you do not create a new file on disk. The File constructor provides
your Java program with a reference to an existing file (assuming the file exists). Hence, the
statements

/IFile aFile = new File( "classinfo.dat" ) ; works here, too
String fName "cl assinfo.dat" ;
File aFil e new File( fName ) ;

enable your program to determine the attributes of afile in the current directory named classinfo.dat.
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Notice that some of the printIn statements use the character string representation of the filename

(String fName), while others use the File object (File aFile). We can get away with using the File
object because the magic of the println statement causes the toSring() method of class Fileto be

invoked.

Listing 23.4 shows the output of the codein Listing 23.3.

We've seen that amajor use of afilein the mainframe world isto associate a file with a dataset,
thereby enabling an application program to perform 1/O operations on that dataset. Does an object of
class File provide the Java programmer with similar functionality? I's an object of class File a
DDName of sorts for the Java program? The short answer is yes, the long answer isincluded in the
next section.

The Concept of a Stream

A file, or dataset, is one of a number of data sources for a program. A program can get data from the
keyboard, a Web page, a network socket, or afile. To accommodate the idea of an abstract data
source, Java and other programming languages support the concept of astream. In this section, you'll
read about streams in mainframe programming languages and in Java.

Streamsin COBOL and PL/I

MV S programmers do not speak of COBOL, PL/I, and other procedural mainframe languages
supporting streams. Rather, MV S programmers speak of programming language support for stream
I/O and record I/O. In the MV S world, you get data into a program by using stream 1/O facilities and
record /O facilities.

COBOL and PL/I support stream /O with input and output statements that are part of the
programming language, whereas, in Java, every 1/0O statement deals with a stream in one form or
another. Put another way, stream 1/O is afeature or function of an MV S programming language,
whereas the stream is the very heart and soul of Javal/O.

In mainframe programming languages and in Java, the concept of system-defined streamsis used.
Let'stake alook at system-defined streamsin COBOL and PL/I.

classinfo.dat exists is a true statenent

classinfo.dat is a directory is a false statenent
classinfo.dat is |ocated at D:\Lous Fol der\Java M- Book\ Book
Chapters\Java Fil e 1O Code\cl assi nf o. dat

classinfo.dat is 9772 bytes.

You may wite to classinfo.dat is a true statenent

cl assi nfo.dat was nodified on Sat Feb 17 14:28:50 CST 2001

Listing 23.4 The output from code in Listing 23.3.
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System-Defined Streamsin COBOL and PL/I

The system-defined streams of the MV S world are known by two filenames: SY SIN and SY SOUT.
If you do not tell your program any differently, your program assumes your input source is allocated
to (or associated with) DDName SY SIN, and your output destination is allocated to DDName
SYSOUT.

Y ou would use different 1/0 statementsin COBOL for stream 1/0O than in record 1/0. COBOL
supports the ACCEPT statement that may fetch input from the keyboard and the DISPLAY
statement for output to the terminal. PL/I supportsthe GET and PUT statements for keyboard 1/0.
The record |/O statements for COBOL are READ, WRITE, and REWRITE; for PL/I, the record |/O
statements are READ INTO, WRITE FROM, REWRITE, and LOCATE.

For example, the short code snippet shown in Listing 23.5 gets a line of input from the terminal and
assignsthe input line to avariable called Customer-Namein COBOL and PL/I.

* COBOL exanpl e
* Environnment Division, et. al. is coded here
Configuration Section.
Speci al - Nanes.
Console is Terninal -1nput.
* More Statenents foll ow
Wor ki ng- St or age secti on.
01 Customer-Name Pic X(80).
* More Statenents Foll ow
Procedur e- Di vi si on.
* More Statenents foll ow
Accept Custoner-Name From Terni nal -1 nput.
Di splay "You Entered " Custonmer-Nanme "Fromthe Term nal".
* End of COBOL Exanpl e

[** PL/l Exanple **/
Ex: Proc Options( Main)
[** Statements follow **/
Dcl Cust ormrer _Nane Char( 80 ) Varying Init( ' )
[** More Statenments **/
Get Skip List( Custoner_Nane )
Put Skip List
( "You Entered " || Customer_Nane || " From The
Termnal " )

Listing 23.5 Reading characters from and writing characters to the default 1/O streams.
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Streamsin Java

Think of a stream in Java as any data source that holds a series of bytes that can be read or written.
Such a series may be stored on afile or kept in memory, or the seriesis accessible over a network
port. The essence of an object-oriented programming language like Javais to express accessing such
a series of bytes the same way, regardless of its source or destination.

All 1/0 in Javais done through a stream. Java defines alibrary of stream classes in the java.io
package. Here we'll take alook at some of the methods in the java.io package as well as some
methods from java.lang.System that define some streams.

System-Defined Streamsin Java

The class java.lang.System defines three streams available from any and all Java programs:
= System.in: Reads bytes from the keyboard.
= System.out: Writes bytes out to the screen.
= System.err: Writes error text to the screen.

You've aready seen Syst em out . pri ntl n() statementsazillion times, right?

i mport java.io.* ;
public class Keybdl O {

public static void main( String[] a ) {
char acChar Read ;
try {
aCharRead = (char) Systemin.read()
while ( aCharRead != (char) -1 ) {
Systemout.println
( "Here's a char read ==> " + aCharRead )
aCharRead = (char) Systemin.read()

}

System out. println( "You never see this statenment” )

}

catch( | OException ioe) {
Systemout.println("1O Error " + ioe )
}

}
}

Listing 23.6 Reading characters from the keyboard.
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Reading and Writing a Stream of Bytes-Java
How do you read characters from the keyboard? Listing 23.6 shows you one way.
The statement
aCharRead = (char) Systemin.read();

isresponsible for fetching a single character from the keyboard. Oddly, the read() method reads an
int that usually gets cast to achar. The value il signals end of file; on the PC, press Control+Z.

The println() statement outside the while loop never gets executed; the only way to stop the input
loop isto stop the program.

Asfar aswriting charactersto the screen is concerned, you've seen and done System.out.println()
many times, right? The default output stream out has the printin() method, which you use to write
characters to the stream.

Javafile /O is done within atry/catch block. The methods in the various stream classes throw an
exception of class IOException, which your code must deal with.

To read characters from afile, you may create afile object and assign that file object to afile, not
unlike using a DD statement in a JCL job stream. Once done, you use a mechanism similar to the one
shown in Listing 23.6. Listing 23.7 shows how to read characters from afile.

The program in Listing 23.7 detects the end of file and eventually lists the phrase, "Y ou see this
statement at end of file."

Y ou could have constructed the FileReader object with the following constructor:

Fi | eReader nyReader = new Fil eReader( "afile.dat" )
and not use the constructor for the File object.
Listing 23.8 shows a small program that captures keyboard inputs and writes the inputsto afile.
Notice the use of a Javaclass called FileWriter. Java usesreader and writer classesto referencefile
streams. Also, notice that in Java, you do not open streams, but you should close them. In Listing
23.7, if you did not close the stream, your outputs (viathe myWriter.write() statement) would not

stick.

So much for character |O. What if you want to read and write ints, floats, or other primitive types?
The next section sheds some light.

Reading and Writing Primitive Data Types—Java

We consider two categories of 10 here. The first is performing 1/0 on Java primitive types so the
result is human-readable text. That is, we want to write primitive types as characters (no, you don't
convert the primitive types to charactersfirst!). Next, we'll consider doing 1/O on primitive types as
is, not in human-readable form.



You use aPrintWriter stream to write Java primitive typesto a stream in character form. Listing 23.9
shows an example:

Here, we require the use of the PrintWriter class. PrintWriter objects take a FileWriter object as an
argument for its constructor. Notice that the output stream object myWriter should be closed.
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i mport java.io.* ;
public class FileRead {

public static void main( String[] a ) {
char aChar Read

try {
File nmyFil e = new File("afile.dat")

Fi |l eReader nyReader = new Fil eReader( nyFile )
aChar Read = (char) nyReader.read()
while ( aCharRead != (char) -1 ) {
Systemout.println
( "Here's a char read ==> " + aCharRead )
aChar Read = (char) nyReader.read()

}
myReader . cl ose()
System out.println
( "You see this statenment at end of file" )

}
catch( | OException ioe) {

Systemout.println("1O Error " + ioe )

}

}
Listing 23.7 Reading text from afile.

Next, we'll ook at writing Java primitive typesto filesasis, in binary format. We'll use methodsin
the Java class DataOutputStream for thistask. Listing 23.10 provides an illustrative example.

Notice that we use objects of class FileOutputStream and DataOutputStream in Listing 23.10. The
ruleis, for character 1/0, use reader/writer classes, such as FileWriter. For binary 1/0O, use
InputStreamyOutputStream classes, such as DataOutputStream.

Reading and Writing Objects-Java

Java supports the reading and writing of entire objects. The Javaterm for the process of writing an
object isto serializethe object. When an object is serialized, all properties of that object, including
other objects, may be written to disk.

The Java keyword transient marks object properties as not worth saving. That is, an instance variable
coded with the transient modifier will not be saved upon serialization.
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i mport java.io.* ;
public class FileWite {

public static void main( String[] a ) {
char anl nput Char ;

try {
Filewiter nmyWiter =
new FileWiter( "anewoutfile.dat" )
anl nput Char = (char) System i n.read()
while ( anlnputChar != (char) -1 ) {
myWiter.wite( anlnput Char )
anl nput Char = (char) Systemin.read()

}
myWiter.close()
}
catch( | OException ioe) {
Systemout.println("1O Error " + ioe )
}
0}

}
Listing 23.8 Writing characters to afile.

Listing 23.11 shows the writing of an object to a disk file and reading that object in.

The seriaizable interface contains no methods (in JavaSpeak, it's called a marker interface). Notice
that the methods in the ObjectInputStream class throw a ClassNotFound exception that your code
must catch.

The object property notSaved is just that, not saved, because the property is coded with thetransient
modifier.

In Summary.

Javarelease 1.3 contains 75 classes in the java.io package. Here you've seen abit of Javafile 1/O
capabilities. Java exploits the concept of a stream, which is an abstraction for a data source or data
output destination. Y ou use reader and writer stream classes to perform character 1/0, and
InputStream and OutputStream stream classes to perform native Java primitive type 1/0. Java also
supports the direct input and output of objects through a process called serialization.
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i mport java.io.* ;
public class UsePrintWiter {

public static void main( String[] fname ) {

i nt anl nt = 12345 ;
doubl e aDoubl e = 123. 45 ;
bool ean aBool = true ;

try {
FileWiter my FW

PrintWiter nmyWiter
nyWiter.print( anlnt ) ;
myWiter.print( aDouble ) ;
nmyWiter.print( aBool ) ;
myWiter.close() ;

new FileWiter( fname[ 0] ) ;
new PrintWiter( myFW) ;

catch( | OException ioe) {
Systemout.println("1O Error " + ioe ) ;

}

}
Listing 23.9 Writing Java primitive types to afile as characters.



Page 385

i mport java.io.* ;
public class UseDat aCut put Stream {

public static void main( String[] fname ) {

i nt anl nt = 12345 ;
doubl e aDoubl e = 123. 45 ;
bool ean aBool = true ;

try {
Fil eQutput Stream nyFGCS =

new Fil eQutputStrean( fname[ 0] ) ;
Dat aQut put Stream nmyWiter =

new Dat aQut put Strean( nmyFOS ) ;
myWiter.witelnt( anlnt ) ;
myWiter.witeDoubl e( aDouble ) ;
nmyWiter.witeBool ean( aBool ) ;
myWiter.close() ;

catch( | OException ioe) {
System out.println("10 Error

+ ioe ) ;

}

}
Listing 23.10 Writing Java primitive types as binary data.
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i mport java.io.* ;

public class Objl Oexanple inplements Serializable {

i nt i ntpropl = 12345;

doubl e doubprop2= 321. 65 ;

transi ent char notSaved = 'K ;

String strprop3 = "This is an exanmple of Object serialization";

public static void main( String[] fname ) {

try {

Fil eQut put Stream nyFGS =

new FileQutputStream fname[ 0] ) ;
Cbj ect Qut put Stream nyWiter =

new Cbj ect Qut put Stream( nmyFOS ) ;

Obj ectl nput Stream nyReader =
new Cbj ect | nput St ream
new Fil el nput Stream( fnane[0] ) ) ;
Obj | OExanpl e obj 1 = new Obj | OExanpl e() ;
Obj | OExanpl e obj 2 ;

nyWiter.witeObject( objl ) ;
nyWiter.close() ;

obj 2 = (bj | Oexanpl e) nyReader.readObject( ) ;
System out. println( obj2.strprop3 ) ;

catch( | OException ioe) {
Systemout.println("1O Error " + ioe ) ;
}
catch( Cl assNot FoundException cnfe) {
Systemout.println("Class not found " + cnfe ) ;
}
}

}
Listing 23.11 Writing and reading Java objects.
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CHAPTER 24
TheJava 2 Enterprise Edition Libraries

J2EE, the Java 2 Enterprise Edition platform is a collection of about a dozen application
programming interfaces (APIs) for developing enterprise applications. These APIs define a complete
set of services that software engineers use to develop software in 100 percent Javathat is scalable,
fault-tolerant, distributed, and secure. This chapter discusses the J2EE APIs.

What IsJ2EE?

Depending on your point of view, J2EE is aset of APIs that gives the Java programmer the
additional capabilities of writing enterprise-class applications. J2EE can also be viewed as a product.
Y ou can download the J2EE software development kit from the Sun site, which certainly lends the
impression that J2EE is a product. However, the J2EE "product” does littlein and of itself. Itisa
means by which ateam of software developers may develop alarge, multi-user Java application.

Up to now, you've been reading about the Java 2 platform, Standard Edition (J2SE). It serves asthe
foundation for Java technologies. Y ou might say that J2EE includes J2SE, plus a set of extra APIs.
Whereas J2SE deals with writing application programs and applets on the client, the J2EE APIs deal
with writing Java on the server.
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Java on the Server

J2EE assists the Java application devel opment team by providing afoundation for server-side
software development. Let's face it—using Java solely on the client raises some issues. Javais
interpretive, which trandates into slow. How many REXX (an immensely popular IBM mainframe
scripting language, in case you don't know) production applications do you see in your mainframe
environment?

Also, Java being interpretive means that every box that runs Java requires a separate Java Virtua
Machine (JVM), or Java runtime. That's one more piece of maintenance requiring attention. In
addition to distributing new releases of productivity tools, such asword processors and the like, the
company must attend to distributing new JVMs. Isn't the hassle of software maintenance on the
one reason why the enterprise is spending fortunes on developing N-tier applications?

Turns out that Java makes for a pretty darn good platform for server-side software development. As
you've seen, using an object-oriented language greatly aids you, the application developer, in your
appointed task (whether you're writing client or server software). Java, with full support for object-
oriented software development and arich set of classes available for use, enables powerful software
devel opment.

The fact that Javais interpretive does not impact server-side applications much. Although Java code
does not execute as quickly as code written in compiled languages, Java code executes quickly
enough for the server. The real bottleneck in N-tier applications is not the speed of the code per se;
the bottlenecks arise from poor application design, including the failing to engineer software to be
scalable to thousands of usersin adistributed environment. Besides, enterprise applications dealing
with distributed components and data stores running over networks can only be as fast as the
underlying network. Java code has no problem executing faster than the network's capability to move
around data and code.

Actually, the interpretive nature of Java may serve as a benefit in the server environment. The Java
environment has the capability to dynamically load Java classes when needed. A static executable
may require that all needed software be resident at the moment of execution, whereas a Java server-
side application may load Java classes as needed and remove them when not needed. The dynamic
loading and purging of software components (loosely speaking, Java classes) help serversto
maximize resources, such as memory, storage, and database connections. The J2EE specification
(apart from the API specifications) published for draft release 1.3 is 161 pages.

The J2EE APIs enable you, the Java devel oper, to write your application without having to worry
about the dynamic loading and purging of classfiles. Actually, the J2EE APIs enable you to write
software without worrying about a number of server-side application issues, such as network
communications or transaction integrity and security. Y ou may concentrate on solving your problem
without dealing with the mundane but necessary detailsinvolved in writing enterprise-wide,
distributed server applications. Let's look at the J2EE components next and see just what services
J2EE provides you, the Java server-side application devel oper.
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J2EE APIs

Hereisalist of the 2EE APIswith abrief description. Please understand that most of these J2EE
APIs are worthy of a separate book. Sun has published specifications for these APIs, often running
into hundreds of pages for each specification. Of course, you may freely download any of these
specifications from the Sun Web site.

JavaServer Pages (JSPs)

JavaServer Pages enable developers to dynamically generate Web pages with HTML, XML, and
Java code. Some call JSPs the front door to enterprise applications, and with good reason. The thrust
of JSPsisto help the enterprise application devel oper separate presentation code from businesslogic
code on the server. The theory is that by separating the presentation into its own layer, the
application developer can make changes to the presentation (Web pages) without impacting the code
that implements the business logic, and vice versa.

You create a JSP using atext or HTML building tool and store the JSP on the server. The user
invokes a JSP by entering the name of the JSP in the location bar of his or her browser or clicking on
an HTML form containing the JSP as the target of the ACTION attribute.

Listing 24.1 shows a JSP page that displays "Hello <Y our name here>" on a Web page.

JSPs use tags to send commands to a JSP trandator. The JSP tags are shown in italics. We assume
that some previously displayed Web page had a form with an entry field named you, making this
value known to the server during the session.

Notice the previous JSP page has a mixture of HTML and Java code. The HTML is coded as you'd
expect; the Java code is sandwiched between <% and %> tag markups.

<htm >

<head><titl e>The Hello JSP</titl e></head>
<body>

<% page | anguage="java" %

<p> Hello

<% String you = session.getParaneter("you");
out.println(you); %

</ body>
</htm >

Listing 24.1 Hello <your name here> JSP.
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The latest version of JavaServer Pages, version 1.2, isin the final specification phase, meaning that
unless some organization with clout involved in JSP development says otherwise, the version
becomes official. The JSP specification for release 1.2 is 243 pages.

Java Serviets

Like JSP, servlets enable developers to dynamically create Web content as well as provide additional
functionality to a Web server. Aswe'll see later, a JSP is actually trandated into a Java servlet, which
resides on the Web server.

Listing 24.2 shows a Java servlet that does the same thing as the JSP shown in Listing 24.1.

Notice how the servlet constructs HTML by using println statements. The servlet has the full features
of the Java programming language available to construct whatever HTML (or XML or text) is
desired.

Actualy, JavaServer Pages get trandated into Java servlets. When a client requests a JavaServer
Page (by entering the JSP name in the location bar of a browser, for example), the browser sends a
request to the Java-enabled server. The server determinesif a servlet corresponding to the requested
JSP page is present; if not, the server tranglates the JSP into a servlet and executes the servlet.
Subsequent invocation of the JSP page results in the server executing the previously-generated
servlet. Figure 24.1 shows the process.

Y ou can do everything with a servlet that you could do with a JSP. Looking at Listings 24.1 (JSP)
and 24.2 (servlet), most will agree that the JSP is smaller than the servlet. Most will agree that the
JSPis easier to understand and maintain than the servlet. Most

i mport java.io.*;
i mport javax.servlet.*;
public class HeyltsYou extends HttpServlet {
public void doPost(HttpServl et Request req,
Ht t pSer vl et Response res) throws Servl et Exception, | OException {
res. setContent Type("text/htm");
PrintWiter out = res.getWiter();
String you = session. getParaneter("you">);
out.println("<htm >");
out.println("<head><title>The Hello JSP</title></head>");
out.println("<body>");
out.println("<p> Hello," + you );
out.println("</p>");
out.println("</body>");
out.println("</htm >");
}
}

Listing 24.2 The Hello <your name here> servlet.
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will al'so agree that writing out HTML (or XML, of course) by way of out.printin() statementsisa
major drag. A large page could have hundreds of out.println statements!

However, servlets have a place in the J2EE world. Some server-side tasks are pretty awkward by
using JSPs alone. Also, recall that JSPs were devel oped to help the application devel oper separate
business logic from presentation logic, not to replace business logic. Servlets are best used to
implement business logic, whereas JSPs are best used to deal with presentation details. The Java

servlet specification for release 2.3 is 267 pages.

Java Messaging Services (JMS)

JMSisaset of APIsthat invokes asynchronous messaging services like broadcast and point-to-point
(client-to-client) messages. IMSis an API for using networked messaging services. A messaging
system accepts messages from "producer” clients and delivers them to "consumer” clients. Data sent

in amessage is often intended as a sort of event notification.
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In a synchronous messaging service, the producer sends a message and then waits for verification
from the consumer that the message was received and understood. This waiting can cause severe
bottlenecks. In an asynchronous messaging system, the producer sends the message and del egates the
responsibility of delivery and verification to the messaging service. The producer is free to continue
without waiting for the verification of message delivery by the consumer. The messaging service
tends to the messy details. The specification for the current version of IMS, release 1.0.2, is 112

pages.

Java Transaction API (JTA).

JTA provides developers with a mechanism for handling the commit and the rollback of transactions
aswell asinsuring the Atomicity, Consistency, Isolation, and Durability (ACID) properties of a
transaction.

JTA isused for managing distributed transactions (such as updates to multiple databases that must be
handled in asingle transaction). JTA isalow-level API and associated coding is complex and error-
prone. Fortunately, other J2EE technologies, such as Enterprise JavaBeans, and application servers
provide transaction support, which means that rarely, if ever, an application programmer makes calls
to the JTA API. Transaction support is one of the many services provided to the enterprise
application developer using the J2EE family of APIs. The specification for the current version of
JTA, release 1.0.1, is 60 pages.

Java Transaction Services

Java Transaction Services (JTS) provides developers with a means of communicating with
transaction monitors and other transaction-oriented resources. Of course, JTS provides high-level
support for JTA, aswell as other transaction services.

JTS playstherole of an intermediary for all the constituent components of the EJB architecture. In
JTSterminology, the director is called the transaction manager. The participants in the transaction
that implement transaction-protected resources, such as relational databases, are called resource
managers. When an application begins atransaction, it creates a transaction object that represents the
transaction. Y ou would use JNDI to access this transaction object. The application then invokes the
resource managers to perform the work of the transaction. As the transaction progresses, the
transaction manager keeps track of each of the resource managers enlisted in the transaction. Often,
JTS assists in managing the activities involved in a two-phase commit. The specification for the
current version of JTS, release 1.0, is 17 pages.

Enterprise JavaBeans

Enterprise JavaBeans (EJB) defines an architecturethat enables developersto create reusable,
server-side components. EJBs typically reside on the application server or may have their own
dedicated server. These components are the heart and soul of the enterprise application. Although the
long list of J2EE APIsis necessary for any sub-
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stantial enterprise or N-tier application, most of the API sets define interfaces to support services and
external resources that are required for EJB usage. EJB is the API that deals with creating application
components and how these components interact with the other J2EE APIs.

A key feature of the EJB architecture is the construction of applications from software components
(enterprise beans). The EBJ architecture defines what the enterprise beans are, what enterprise beans
are made of, and what classes and interfaces enterprise beans extend or implement. The EJB
architecture does not define how a vendor constructs enterprise beans; the vendor isfreeto use
whatever tools and technologies are at their disposal. The vision is one of arich marketplace of
vendors creating reusable server-side distributed components and an industry of customers mixing
and matching different vendor offerings, secure in the knowledge that the developed enterprise beans
will work according to the EJB architecture.

If you plan to devel op Java-distributed applications, plan on using EJB. The specification for the
final draft version of EBJ, release 2.0, is 558 pages.

JavaMall

The JavaMail API offers a standard Java extension APl to talk to all your favorite standard Internet
mail protocols. The API provides a platform-independent and protocol -independent framework to
build Java technology-based mail and messaging applications. Put differently, JavaMail represents a
standardized, extensible platform for communicating, presenting, and manipulating all current and
future Multimedia Internet Mail Extension (MIME) types. The JavaMail APl isimplemented asa
Java platform standard extension.

Say goodbye to writing your own classes for talking to mail protocols. Say goodbye to learning yet
another unigue third-party or in-house class library for dealing with e-mail or newsgroups. JavaMail
was designed to communicate with popular protocols and mime types. The specification for the
current version of JavaMail, release 1.2, is 104 pages.

Java Naming and Directory Service (JNDI)

JNDI provides an interface for accessing name and directory services, such as LDAP directory
services and Domain Name Service (DNS). JNDI enables Java programs to use name servers and
directory serversto look up objects or data by name. Thisimportant feature enables a client object to
locate a remote server object or data.

JNDI isageneric API that can work with any name or directory service. As such, INDI was not
designed to replace existing technology; instead, it provides a common interface to existing naming
services. For example, INDI provides methods to bind a name to an object, alowing that object to be
located, regardless of its location on the network.

Server providers have been implemented for many common protocols (such as NIS, LDAP, and
NDS) and for CORBA object registries. Of particular interest to users of J2EE, JNDI isused to
locate EJB components on the network.
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Again, the thrust of J2EE technology isto provide enterprise application devel opers with much-
needed services in the distributed realm. It's hard to think of a more invaluable service than a naming
service. INDI provides the Java application developer with this much-needed service. The
specification for the current version of INDI, including the APl documentation, release 1.2, is 76

pages.
JDBC

Java Database Connectivity (JDBC) provides the J2EE application a standard interface to databases
(usually relational databases). Y ou've seen JDBC in Chapter 19, "Java and DB2." However, the latest
releases of JDBC have additional capabilities not yet supported in the IBM environment.

Sun offerstwo versions of JDBC: one version for client-side development and the other for server-
side. If your needs are to issue SQL statements, either version will work. The server-side JDBC
package provides additional transaction support, using JTA and JTS, which you'll need in a
distributed environment. The specification for the alpha draft version of JDBC, release 3.0, is 190

pages.
Java I nterface Definition Language (Java IDL)

By using the Java Interface Definition Language (IDL), the Java programmer has access to CORBA
objects. The Java programmer can use the IDL -to-Java compiler, called idlj, to generate Java code to
interact with CORBA objects.

CORBA, the Common Object Request Broker Architecture, defines a standard for creating
distributed object request systems. The CORBA standard is the result of the collaboration of well
over a hundred companies. The end result is a standard that is language-, platform-, and vendor -
neutral.

CORBA enables the enterprise to use existing software by providing features that devel opers can use
to wrap existing software as CORBA objects. With CORBA, applications written in several
languages can happily coexist and communicate. By using Java IDL, the Java enterprise application
developer can tap into the CORBA world.

In Summary

Asyou can see, J2EE is arobust framework that covers much ground and provides numerous, vitally
important services to the enterprise application developer. J2EE is an evolving technology. As
industry participants, in collaboration with Sun, use J2EE, we can expect the specifications of the
J2EE APIsto changein the future.

The previous (and other) J2EE APIs do not stand in isolation. When developing a distributed,
enterprise application in Java, you'll need to write code that uses several of the mentioned APIs.
Fortunately, you need not deal with several underlying issues; the 2EE APIs tend to many of the
details, leaving you free to bust code to solve your problems.
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CHAPTER 25
Remote M ethod | nvocation

Java gives you, the programmer, the interesting capability to invoke Java methods that live on
different machines, or VMs. Now, what makes this capability interesting is that the invocations
appear, for the most part, to work on methods on the same machine. This capability, or feature, is
called Remote Method Invocation (RMI).

This chapter describes how you would code RMI method invocations. We start by describing the
requirements for Java RMI, followed by the code for a pair of classes that execute on the same VM.
Continuing, we split this pair by placing one classin one VM, the other in another VM, and coding
the RMI constructs required to invoke the methods remotely.

What IsJava RMI?

JavaRMI isan API that enables you to invoke methods residing on different Java Virtual Machines
asif these methods were available locally. The RMI mechanism will send parameters across the
network and tend to values (if any) that return to the calling method.

RMI isacompletely 100 percent Java solution to the problem of accessing distributed objects on the
network. Now, RMI is not the only distributed object technology available. Non-Java environments
could use asimilar technology called Remote Procedure calls (RPC), which is very similar to RMI.
Also, implementations of the CORBA standard address accessing remote objects across a network.
For now, let's limit our discussion to RMI.
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BT secause mainframe environments are rarely 100 percent, Java, RM| may not
addressall of theissuesinvolved in accessing distributed objectsin a mainframe
environment. The CORBA standard was developed to address distributed objectsin a
heter ogeneous distributed environment. Also, RMI isnot the only Java solution to
distributed objects. Enterprise JavaBeans also addresses thisissue and appliesto
environmentsthat are not 100 percent pure Java. That said, the concepts underlying RMI
will serveasabasisfor CORBA and Enterprise JavaBeans, should your shop decideto
pursue one of those routes.

Before we start, abit of terminology isin order. We call the method residing on the distant VM the
remote method. We call the object invoking the remote method the client; we call the object naming
the remote method the server.

Please understand that the client/server pairing is only for the duration of a single remote-method
invocation. The same object may serve as aclient for one method invocation and a server for a
subsequent invocation.

Also, understand that when your RMI program invokes a remote method, it executes on the server .
Don't think that RMI is copying the method over from the server to the client VM before executing
the method. That's why RMI is called Remote Method Invocation, not Remote Method Copying.

Java RM| Mechanics

The basic idea behind Java RMI and all remote method or distributed object referencing technologies
isto create understandable constructs for the client and the server; however, they are not what they
appear to be. For thisfeat of Java magic to work, afew details must be taken care of.

First, we need away of invoking the remote method with the appearance of invoking a local method.
Next, we will want the capability to address the second detail mentioned.

Second, your client Java object needs a way to locate this remote method. Remember that the remote
object may be on any server on the network. In addition, you don't want to hard code some particul ar
server reference; you want to access the remote object wherever it may be today. If the remote object
moves to another server tomorrow, you don't want to be forced into changing your client code.

Third, your client needs away of sending parameters over the network and accepting returned
values, if any, back from the remote method. Recall that the method isinvoked locally from the
client, but executed on the server. Hence, any datareturned via a return statement originates in the
server VM.

Fourth, because you are sending and receiving data over the network, you may have security
considerations. We'll not cover the nitty gritty of Java's security features. Y ou'll see what you haveto
code in order for your RMI programs to pass the muster.

The next section addresses the first issue of concern: invoking the remote method like it is alocal
method.
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The RMI Stub.

In RMISpeak, you create an object accessed locally by the RMI client that the RMI server
understands. When the client accesses thislocal object, the magic of RMI performs network tasks,
which include locating remote objects, sending parameters, and invoking the remote object.

The local object cited in the preceding paragraph is called a stub. The stub isimplemented as a Java
class like everything else in Java, right? Think of the stub as a dummy routine that looks similar to
the remote method (it has the same signature and return value type).

Part of the magic of RMI is that the stub tends to collect all the parameters, ready the parameters for
network transport, and send the parameters over the network. In RMISpeak, the process of collecting
and readying the parametersis called marshalling the parameters.

Y ou don't need to be arocket scientist to figure out what happens on the server side. The parameters
are fetched from the network and made ready for the remote method by a process called
unmarshalling.

Of course, al this marshalling and unmarshalling is totally transparent to the Java program or Java
programmer. Y ou, the Java programmer, merely code your application as RMI-ready; the Java
runtime takes care of the messy details. The marshalling and unmarshalling of parameters and
returned values answers the third detail previously cited. How nice that you don't have to tend to the
sticky networking details!

Y ou may wonder what this stub looks like or how you can create it. The short story isthat you use a
Sun-supplied JDK tool called rmicto create the stub. Before we show you how, we need one more
piece to fully respond to the first detail.

The RMI Interface

We can't get a stub class because we need to tell the stub what it should look like. In other words, we
need to tell the stub what the remote method looks like. The method used by RMI isto rely on a Java
interface that describes the remote method implemented by the server class. Ergo, when the client
calls the stub, the stub knows what the server method looks like because the server class implements
the interface; the interface describes the remote method.

Y es, it already sounds confusing, right? Soon, we'll take alook at an example that will show you
how the interface ties with the server class, which ties with the stub, which ties with the client object.

Let's address the second detail: locating the remote method.
Thermiregistry Program

Although the interface describes the remote method and the stub is aware of the interface, your client
still needs away to locate a remote object so the client can invoke the remote method. Once your
client has areference to the remote object, your client invokes the method by the old and familiar
object.method() invocation syntax.
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The RMI way of locating remote objectsis by using a JDK tool called rmiregistry. The rmiregistry
program loads a Java registry with a symbolic name (that's fancy phrase for a string) paired with a
remote object. Y our server program creates a remote object, invokes a method in thermi APl to
associate the name with the remote object, and the rmiregistry program loads the pair into the
registry. Your client program accesses the registry using a method from the rmi API and invokes the
remote method using object.method() syntax.

Think of the registry as a small table resident on every JVM. Y ou don't need to know anything more
about the registry in order to useit. If you are privy to the registry on Windows operating systems,
you have a good understanding of the Javaregistry.

On to the fourth detail: the issue of security.

Security Considerations

Because RMI sends data to and from different JVMs, security concerns should be addressed. Every
time data comes into aJVM from an outside source, that data may be corrupted by omission or
commission. Prudenceis called for, especially in these perilous times.

We will not delve into the specifics of Java security in this section. You'll read enough to get kick-
started on using RMI1. What we need to do istell the VM(s) that the client, server, or both, have
permission to connect, accept, and receive network connections.

We do this by passing an option to the Java runtime when we execute our client (or server) RMI

programs. We code the relevant permissions into a policy file and make that policy file known to the
client or server. Later, you'll see an example of apolicy file used in our up-and-coming example.

Timefor an Example

The next several sections show a pair of classesthat residein asingle JavaVM that we'll break up.
WEe'll make one class the client, the other the server, and "RMIize" the classes. Along, the way, welll
provide commentary.

Refer to listing 25.1 for the Java source for the two classes.

After the compile, you'll see two Java classes. Figure 25.1 shows the output when running the
RMIExample class.

Our mission is to convert the class RMIExample into the RMI client and the class
RemoteM ethodL ocal into the RMI server. We'll do this one step at atime. Aswe progress through
the steps, we'll encounter RMI requirements and explain them en route.

Step 1. Createthe RMI Interface

The interface has to show a description of the remote method. In our case, the method rollDice() is
the method in question. Listing 25.2 shows the code for our RMI interface.
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public class RM Exanmpl e {
public static void main( String[] a ) {
Renpt eMet hodLocal nmyEx = new Renot eMet hodLocal () ;
String roll edvValue = nyEx.rol | Dice() ;
Systemout.println( rolledvalue ) ;
}

cl ass Renot eMet hodLocal {

public String rollDice() {

i nt di evVal uel
int di eval ue2
return "You rolled a

(int) (5 * Math.random() ) + 1 ;
(int) (5 * Math.random() ) + 1 ;
" + dieValuel + " and a " + dieVal ue2 ;

}
Listing 25.1 Two Javaclassesin one VM.

5 M5-DO% Prompt

D:wLous FoldewsJaua MF Book«Book ChaptepssChapter 2% — RHIMCodeljava RMIFxample

You rolled a 5 and a 4

D:+Lowz Folder~Java MF Boolk-Book Chapters~Chapter 2% — RMI“Code>

Figure 25.1 Running the RMIExample class.

This interface shows some RMI requirements. First, the interface must extend the Remote interface.
The Remote interface is part of the java.rmi package shown imported in this interface. Second, all
remote methods must have a throws clause, throwing RemoteException. That is all for the RMI
interface.
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i mport java.rm.* ;
public interface RMInterface extends Renmote {

public String rollDice() throws RenoteException ;

}
Listing 25.2 The RMI Interface that describes the remote method.

Step 2: Codethe Client Class

Y ou could code the server class hereif you like—it doesn't really matter. Anyway, Listing 25.3
shows code for the client class.

Let's examine Listing 25.3 for differences from class RMIExamplein Listing 25.1. First, the codeis
sandwiched between atry/catch block. Every time you do any RMI, you must be prepared to catch
exceptions. Here, we are merely printing out the text that accompanies the caught exception.

Although the catching of exceptions is a requirement for RMI programming, catching exceptionsis
not "RMIish." However, the following two lines are definitely "RMIlsh:"

Renot e r emobj
RM I nterface server Obj ect

Nam ng. | ookup("//1 ocal host/ RM Exanpl e" ) ;
(RMInterface) renlbj

The Naming class of (you guessed it) the java.rmi package contains methods to load into and retrieve
datafrom the rmi registry. Because thisis our client program, we need a reference to the remote
object; the Naming.lookup() method provides this referencing service.

The method Naming.lookup() returns an object of class Remote. In order for our client program to
use this remote object, we must cast it. The second line casts the reference to the remote object to
that of the RMI interface coded in Listing 25.2.

In our example, we used the special name //localhost. This name refers to the same host, but not
necessarily the same JVM. When you run RMI on a network, your argument to Naming.lookup()
will resemble

rm ://yourservername. com namef ronNam ng. r ebi nd()

where namefromNaming.rebind() is the symbolic name paired with the remote object in the RMI
server class.

How do we know that the cast will be valid? We know the cast is valid because when we code the
server, we take painsto have the server class implement the interface. Next we will take alook at the
server code.
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i mport java.rm.* ;
public class RM Exanpl el ient {

public static void main( String[] a ) {

try {
Renmpte rembj = Nami ng. | ookup

("//1ocal host/ RM Exanpl e" )
RM I nterface serverObject = (RMInterface) rembj

String what YouRol | ed = serverObject.rollDice()
System out. printl n( what YouRol | ed )

}

catch (Exception exc) {
System out . printl n(exc. get Message() )
}

}
Listing 25.3 The RMI client class that invokes the remote method.

Step 3: Codethe Server Class

Listing 25.4 shows the code for the server class.

It looks like the server class has additional RMI constructs and requirements. The first is that the
server class must extend java.rmi.UnicastRemoteObject. For now, the only class supported by the
server-side of Java RMI is the UnicastRemoteObject. People are talking about Sun developing a
class for MulticastRemoteObject, but that's for tomorrow.

The second RMI requirement is that the server class must implement the RMI interface. Y ou read this
in the previous section on the client code. With the server implementing the interface, the client can
access the remote object asiif it were alocal object. Of course, it doesn't matter where on network the
remote class resides—that's the magic of RMI.

Thethird RMI requirement is that the default constructor throws RemoteException. Asarule, every
method invoked remotely must throw RemoteException. However, is the constructor invoked
remotely? Well, the client program invokes the Naming.lookup() method, which accesses the rmi
registry for a name/remote object pair. At thistime, areference to the remote object is made
available to the client program.

The fourth requirement is not strictly an RMI requirement, but you follow it because of RMI. Y our
remote method must match the signature of the interface description.
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i mport java.rm.* ;
i mport java.rm.server.* ;

public class RM Exanpl eServer extends Uni cast Renpt eCbj ect
i mpl ements RM Interface {

public RM Exampl eServer () throws RenoteException {
super () ;
}

public String rollDice() throws RenpteException {

int dievaluel = (int) (5 * Math.randon() ) + 1 ;

int dievalue2 = (int) (5 * Math.randon() ) + 1 ;

return "You rolled a " + dievaluel + " and a "
+ di eval ue2 ;

}

public static void main( String[] a ) {
System set Securi t yManager ( new RM SecurityManager

0 )
try {
RM Exanpl eServer myExObj = new RM Exanpl eServer () ;
Nanmi ng. rebi nd("/RM Exanpl e", nyExQbj ) ;

catch (Exception exc ) {
System out. println( exc.get Message() ) ;
}

}
Listing 25.4 The RMI server class that contains the remote method.

Of course, that is part and parcel of why you use interfaces. However, the requirement that all remote
methods throw RemoteException comes into play here.

The fifth requirement is not a hard-and-fast RMI requirement, but we show an example because it
deals with security. The following line of code,

System set Securi t yManager ( new RM SecurityManager() ) ;

shows the implementing of a Java security manager. Here, we show the RMI SecurityManager being
"installed” in the server. Again, thisis not an RMI requirement;
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however, you may have to code a security manager because of shop standards (remember them?) or
overly paranoid management.

The fifth requirement is that your server RMI code must be sandwiched in atry/catch block.

The next two lines highlight the seventh requirement:

RM Exanpl eServer nyExObj = new RM Exanpl eServer ()
Nam ng. rebi nd("/RM Exanpl e", nyExQbj )

Thefirst line merely creates an object of the server class. Nothing terribly "RMIish" about that;
however, the client programs need an object to "hang" the remote method on.

The second line invokes the Naming.rebind() method to associate the remote object with a string
(name). Note the name string /RMIExampleis very similar to the name used in the client program's
invocation of the Naming.lookup() method.

That'sit. We've seen the code for the interface that makes the remote method ook like alocal
method and the code for the RMI client and RMI server programs. Now, let's continue our steps and
get our RMI example up and running.

Step 4. Compilethe Interface, then the Server, and Then the Client
Classes

Easy enough, right? Put all three source filesin one directory and compile them with the Java
compiler. Compile the interface first because the server and the client require knowledge of the
interface.

Step 5: Generate the Stub with the rmic Program

Run the rmic program with the server classfile as an argument. Figure 25.2 shows a successful rmic
execution and alisting of the classfiles.

Notice the last file shown in the directory listing: RMIExampleServer_Sub.class. Thisisthe
infamous stub file we've been talking about. Again, part of RMI magic is causing the client to
reference the stub, which looks like the server method, giving the appearance that the remote method
invocation islocal.

Step 6: Place the Stub Class File wherethe Client and the Server Classes
can Find Them

Y ou would copy the stub class file to a common directory in the classpath of both the client and the
server. For our example here, the current directory will suffice.
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Figure 25.2 Results of asuccessful execution of rmic.

Step 7: Start thermi Registry.

Y ou may start the rmi registry by running the Sun JDK tool, rimregistry. However, in our example,
we want to run rmiregistry in a separate window because the rmiregistry program continues to run
until stopped.

Create anew command shell by entering start in an existing command window. Enter rmiregistry.
Y our command shell window will remain open. Y ou stop the rmiregistry program by issuing an
interrupt (Ctrl-C).

Step 8: Create a Policy File

The policy file describes the permissions available to the client, server, or both. The policy file will
be used as an argument to the Java runtime interpreter (that's step 9). Listing 25.5 shows what our
policy file looks like.

Each line in the policy file grants a network permission on the stated host over arange of ports. For
now, you should know that the host identifier (here, we're using an IP address) 127.0.0.1 refersto
same machine (not the same JVM); the expression 1023-65535 means being on any network post in
the range 1,023 to 65,535. As an aside, the default RMI port is 1,099.

Y ou could use the same policy file for the client, server, or both. However, asthe codein Listing
25.4 shows, we installed a security manager only in the server class. Y ou may use atext editor to
create thisfile; don't use aword processor. Y ou might save formatting charactersin the file, which
would cause the Java policy file parser to choke. We named this file rmiexample.policy.
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grant {

perm ssion java. net. Socket Perm ssion "127.0.0.1:1023-65535"
"connect"

perm ssion java. net. Socket Perm ssion "127.0.0.1:1023-65535",
"accept" ;

perm ssion java. net. Socket Perm ssion "127.0.0.1:1023-65535",
"resol ve"

b
Listing 25.5 A Java policy file showing network permissions.

Step 9: Executethe Server Class

Open anew command window (with the start command) and enter the following:
java -Djava. security. policy=rm exanpl e RM Exanpl eSer ver

Figure 25.3 shows the result of the server execution.

Y es, the server program just sits there, waiting. What does it wait for? The client, of course.
Speaking of which, we've come to the end of the line with the last step.

Step 10: Execute the Client Class (Invoke the Remote M ethod)

All you do here is get acommand window you can type in (remember the window running
rmiregistry and the server class are blocked from further inputs) and enter

java RM Exanmpl eCl i ent
Figure 25.4 shows the command and the outpui.

Because we didn't install a security manager in the client, we do not need to pass the policy file to the
Java runtime with the -D option.

Summary of RM1 Steps

We close with alist of the previous steps for your convenient reference.
Step 1: Create the RMI Interface.

Step 2: Code the Client Class.

Step 3: Code the Server Class.

Step 4: Compile the Interface, then the server, and then the client classes.

Step 5: Generate the stub with the rmic program.
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Figure 25.4 Executing the RMI client program and accessing the remote method.

Step 6: Place the stub class file where the client and the server classes can find them.
Step 7: Start the rmi registry.

Step 8: Create apolicy file.

Step 9: Execute the server class.

Step 10: Execute the client class (invoke the remote method).

Perhaps you should try this out in your spare time. Although it looks intimidating, if you walk
through the steps a couple of times, you'll get the hang of it.
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In Summary

The techniques used in RMI may seem overly complicated at first. However, stop and think about
what RMI allows you to do. With the ability to invoke Java methods that reside on different
machines, the world of Java distributed processing opens up. Also, the technique of using stubs to
describe and interface to other methods is the corner-stone of other distributed Java technologies,
such as Enterprise JavaBeans.
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Glossary.

Accessor Methods A series of methods used to retrieve and set object property values. Also called
get/set methods.

Aggregate Data Structure A declared variable that consists of more than one piece of data: arrays
and record structures.

API Application Programming Interface. A set of specifications and libraries that enables a
programmer to write application code that communicates with another system (usually a system-
level package, such as awindowing system or aDBMS).

Appletviewer Sun JDK tool that lets you run an applet in awindow outside of a browser.

ASCII An 8-bit encoding scheme used by most all operating systems (notably, not used by IBM's
MV S operating system).

AWT Abstract Windowing Toolkit. A set of Java libraries that enables a Java programmer to use
platform-independent windowing, printing, GUI construction and event handling, and other utilities.
AWT relies heavily on the underlying operating system's graphics-rendering routines.

Behavior A characteristic of an object; how an object acts. An object method implements that
object's behavior.

BXBATCH An MV S utility that enables you to execute a UNIX command or executable in batch.
Used often to compile and run Java programs in MV S batch.

Bytecode The output from the Java compiler. Bytecode is a platform-independent representation of a
Java software object.

Casting The act of temporarily changing the type of avariable for use in a single expression.

Checked Exceptions Exceptions that should be handled by Java code, usually with Java's
try/catch/finally constructs.

Class A template for object creation. All objects derived, or instantiated, from a class share the
methods defined in the class.
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Class Variable, Method A variable or method declared with the static modifier; a variable or
method that is not attached to a single instance of a class. Class variables and methods are known to
and are the same (have the same value) for al instances of a class. Contrast to instance variables and
methods.
Classpath A collection of directories and jar files containing the classes used by the Java runtime.
Conditional Compilation Describes the activities of a preprocessor in conditionally generating
code. Basically, the preprocessor directives are if/else statements of some sort that cause the source
to be conditionally generated. Java does not support conditional compilation.
Constructor A method that creates an instance of aclass.

CTG CICS Transaction Gateway. The CTG provides access from Web browsers and network
computers to applications running on a CICS Transaction Server in atwo-tier configuration.

Data Hiding A property of object systems where the inner workings, or details of the object's
behavior, and representation of an object's properties are hidden from other objects.

Doc Comment A special Java comment that starts with /** and ends with */. The Java utility
javadoc uses doc comments to generate documentation.

EBCDIC An 8-bit data encoding scheme used by IBM for its MV S operating system.

Encapsulation A property of object systems where an object is packaged such that other objects
interact with the object by means of awell-defined interface.

Enterprise JavaBeans (EJB) Enterprise JavaBeans (EJB) defines an architecturethat enables
developers to create reusable, server-side components.

Error An object of class Error.

Escape Sequence A series of characters that enables a Java programmer to output certain
nonprintable characters.

Event An object of class java.util.EventObject or one of its subclasses; an encapsulation of a state
that usually requires a programmed response.

Event Delegation The term used to describe Java's event-handling model. Events are assigned
listeners. When the event occurs, the Java runtime listener delegates the event to its assigned listener.

Exception An object of class Exception or a subclass; a direct subclass of class Throwable; a
condition in a program that may demand attention.

extcheck JDK tool that checksif a Java Archive (jar) file conflicts with other jar files.

Finalizer Method A method that executes between the time the garbage collector recognizes an
object as garbage and the garbage collector reclaims the memory.

Garbage Collector A part of the Java runtime that recognizes unused objects as such and
automatically reclaims the object's memory. Garbage collection frees the programmer from having to



manage memory.

Get Methods A set of methods that retrieves the values of object properties. The properties have the
private visibility modifier; the get method has the public visibility modifier. Sometimes called
Accessor methods.
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Header, Method The part of amethod that consists of the visibility and other modifiers, the returned
type (or void), the method name, the argument list, and its optional throws clause. The method
header is contained in Java interfaces.

HFS Hierarchical File System. A UNIX-based file system used with IBM's OS/390 operating
system.

HPC High Performance Compiler. An IBM Java compiler that generates native OS/390 instructions
as opposed to generating bytecode.

IMS Connector for Java An IBM product that enables Java applications to access IM S transactions.

Inheritance A property of object-oriented systems where one class (the subclass) automatically
knows, and can use, the properties and behaviors of another class (the superclass).

Inheritance, Multiple A property of object environments (C++, in particular) where a subclass may
have more than one superclass.

Inheritance, Single A property of object environments (Java, in particular) where a subclass may
have, at most, one superclass.

Inner Class A class wholly contained within another class.

Instance Variables, Methods A variable, object, or method that is known to and usually has a
unigue value for each instance of a class. Contrast with Class variables and methods.

Interface A collection of abstract behaviors, coded as method headers, that will be implemented by a
class. When a class implements an interface, the class is responsible for providing concrete method
bodies for al the method headers declared in the interface.

| OException An object of class |OException or a subclass; an exception thrown by a condition
dealing with 10, such as FileNotFoundException. Also called checked exceptions.

J2EE Java 2, Enterprise Edition. The specification, written by Sun Microsystems, that describes a
collection of APIsthat enable programmersto develop enterprise-class applicationsin Java.

J2ME Java 2, Micro Edition. The specification, written by Sun Microsystems, that describes a
collection of APIsthat enable programmers to develop Java applications that run on small machines
and embedded devices.

J2SE Java 2, Standard Edition. The specification, written by Sun Microsystems, that describes a
collection of APIsthat enable programmers to develop client applicationsin Java. Considered the
core of the Javalanguage.

jar JDK tool that combines multiple filesinto a Java Archivefile.

java JDK tool that runs compiled Java programs.

Java Applet A Java software object that executes within the context of a browser. Applets have a
different structure than applications and usually have different security requirements as well.



Java Application A Java software object containing a main() method and is executed by invoking
the main() method. Sometimes called a client application.

JavaBeans An architecture for devel oping software components, mostly used to create custom user
interface components.
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javac JDK tool that compiles Java source code.
javadoc JDK tool that generates documentation for Java programsin HTML format.
javah JDK tool that generates C header files for use in writing native C code methods.
JavaMail A Javaextension API that can communicate with standard Internet mail protocols.

Java Messaging Service (JMS) IMSis aset of APIs that invokes asynchronous messaging services
like broadcast and point-to-point (client-to-client) messages.

Java Naming and Directory Service (JNDI) JNDI provides an interface for accessing name and
directory services, such as LDAP directory services and Domain Name Service (DNYS), to locate
distributed objects by name (not location).

javap JDK tool that disassembles Java source from class files.

Java Runtime See WM.

JavaServer Pages (JSP) A JSPisacombination of HTML (or XML) and Java scripting code that
can dynamically generate HTML (or XML).

Java Servlet A Java software object that executes on a Web server, additionally providing that
server with increased functionality.

Java Transaction API (JTA) JTA provides developers with a mechanism for handling the commit
and the rollback of transactions as well as insuring the Atomicity, Consistency, Isolation, and
Durability (ACID) properties of atransaction.

Java Transaction Services (JTS) JTS provides developers with a means of communicating with
transaction monitors and other transaction-oriented resources.

jdb JDK line-oriented Java debugging tool.

JDBC Java Database Connectivity (not an acronym, but often used as such). A Java APl that enables
Java programs to access data stored in relational databases and enables Java programs to issue SQL
statements.

JDK Java Development Kit. A set of software tools and utilities supplied by Sun Microsystems.
JFC Java Foundation Classes. A set of Java classes that contains Swing user interface classes.

jni JavaNative Interface. An API that enables programmers to interface C programs with Java
methods

JRIO Java Record Input/Output. A set of proprietary IBM classes that enables the Java programmer
to perform record /O on traditional MV S datasets.

JVM Java Virtual Machine. The environment in which Java software objects execute in. Also called
aJava Runtime.



Layout Manager An object of class LayoutManager; an abstraction used by Java GUI programmers
to define the overall layout of GUI components in the interface.

Listener A Javaobject assigned the task of reporting on certain classes of events. The listener
reports the event to the appropriate system manager, which invokes a callback to handle the event.

Method The term used to describe the code that implements some behavior of an object.

Modifier A keyword placed before avariable or object type or method return value that provides
additional information about the variable, object, or method.
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Multithreading The practice of coding programs (Java or otherwise) that may create multiple
threads of control.

MVS IBM's operating system that runs on mainframe-class computers. MV S is being phased out in
favor of IBM's OS/390, although many MV S shops are still in existence.

0S/390 UNI X A flavor of UNIX that runs with OS/390.

Object Oriented Programming A view of software where software is constructed by creating
objects, which is a combination of properties and behaviors (as opposed to separate data and
processes).

0S/390 IBM's operating system used on mainframe-class computers. OS/390 combines features of
UNIX and MVS.

Overloading, Methods The coding of two or more methods with the same name, but different
argument lists. Often done when coding multiple constructors for asingle class.

Overriding, M ethods The coding of a method in a subclass with the same signature as a method in
the superclass.

Package A collection of classes used together and referenced by a name. The package name mirrors
the directory structure that specifiesits location.

Pass by Reference When passing an argument to a method, the JVM passes a reference (pointer or
address) of the argument to the method. Reference types are passed by reference. Contrast with pass
by value below.

Pass by Value When passing an argument to a method, the VM generates a copy of the argument
and passes the copy to the method. Primitive types are passed by value. Contrast with pass by
reference above.

Polymor phism A property of object systems where behaviors of the same name may be used in
different contexts.

Preprocessor A piece of software that generates source code based on directives coded within a
source code file. Java does not support preprocessors.

Primitive Type A piece of data declared in a Java software object that is not derived from a class.
Primitive types correspond to declared types in non-object languages and closely parallel variables
declared in C programs.

Reference Data Types A class, array, or a string type, as opposed to primitive types.

Representative Typing Declared variable types mirror the underlying data representation. COBOL
and PL/I are representatively typed.

RMI Remote Method Invocation. A Java technology that enables a Java program executing in one
JVM to invoke methods from an object residing in another VM.

RuntimeException An object of class RuntimeException; an exception thrown in a Java program



usually as aresult of poorly written code, such as a zerodivide or array out of bounds.

Set M ethods Methods used to assign values to the properties of an object. The object properties are
typically declared with the private visibility modifier; the set methods are typically declared public.
Sometimes called Accessor methods or Mutator methods.

Signature, Method The part of a method header containing the name and the argument list.
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SQLJ A library (not Java-specific but a Java binding is available) that enables Java programs to
issue SQL statements to access relational databases. Similar in function to JDBC.

Stream A data source or destination abstraction that Java uses to define input/output resources. Java
IO is done on streams that may be defined as disk files, network sockets, or URLS.

Strong Typing The language does not enable the programmer to use variables of different data types
in the same expression. Pascal is an example of a strongly typed language.

Structured Programming A view of software as separate process models and data models. The
process model describes processes as sets of related processes.

Subclass A class that automatically knows properties and methods of the classes' superclass. A
subclass may override superclass methods and properties or provide additional methods and
properties to distinguish itself from its superclass.

super A Java keyword that refersto an instance of the object's superclass, used to reference
superclass methods.

Superclass A class that contains methods and properties that are automatically known by the classes
subclass.

Swing A set of Java libraries that enables the Java programmer to develop platform-independent user
interfaces. Swing does not depend on the underlying operating system's graphics rendering like
does.

this A Java keyword that refers to the current object.

Thread An object of class Thread or a subclass; aflow of control in a Java program; short for
Thread of Control.

throw Java keyword that, when used in a program, introduces an object of class Throwable (or a
direct subclass) into the VM.

Throwable Superclass of exceptions and errors.
Unicode A 16-bit data encoding scheme used by Java. Thefirst 8 bits are ASCII.

URL Uniform Resource Locator. A naming scheme that enables a directory service to locate a
resource on a network; commonly used to reference Web pages.

Variable Scope The locations in a program where a declared variable is known and can be used.
Globally declared variables, such as those used in COBOL, can be used throughout the compile unit
containing the variable. Locally declared variables, such as those declared inside a PL/I procedure or
aJava method, can be used only within the declared procedure or method.

Variable Typing How the language runtime compares the attributes of avariable to other variables
in the same expressions. See strong typing, weak typing, and representative typing.

Variable Vishility See variable scope.



Visbility Modifier A modifier that defines the visibility of a declared variable, object, or method.
Visual Age IBM's Javaintegrated software development environment (IDE).

void Java keyword coded before a method name that indicates that the method does not return a
value to the calling method.

VSAM Virtual Storage Access Method. A data structure used on OS/MV S to implement direct and
random access data access.
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Weak Typing The language enables the programmer to use variables of different data typesin the
same expression (within certain bounds). Taken to the extreme, some weakly typed programming
languages (REX X is an example) do not even permit declaring variables with a data type.
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| ndex

A
abstract classes, 168
abstract methods, 127
abstract superclasses, interfaces, 187
access to system methods, cross-platform comparisons, 274
accessor methods, 161-162
account properties, 170-171, 174
ActionListener interface, 201
Adapter classes, 205-206
AddActionListener method, 201
addition operator, 100
Addlistener method, 201
AddWindowL.istener method, 201
AIX UNIX
access methods, 274
background execution, 277
bit bucket, 272
case sensitivity, 275
configuration data, 272
data
editing, 278
encoding, 273
locating, 272
storage, 272
debuggers, 276
disk storage, 276
file formats, 274
online options, 275-277
programs, 276277
shared libraries, 273
threads, 275
viewing jobs, 278
virtual storage, 271
ALTUSER command, 266
anonymous inner classes, GUIs, 366
APIs (Application Programming Interfaces), 24, 389-394



applications
CTG, writing, 318-320
launching, 54-55
outputs, training department class scheduling system, 238
server-side. See server-side applications.
standalone, OS/390, 259
applets, 24, 351-356
GUIs, 366, 370
0S/390, 259
viewing, appletviewer, 51
Web page, 352353
appletviewer, 50
archives, viewing, 53
arguments
methods, 45, 128
passing, 32
variable names, 45
arithmetic
exceptions, 212
expressions, 107
floating point, 109
ArraylndexOutOf BoundsExceptions, 212
arrays, 32, 86-87
arrays of arrays, 87
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arrays of objects, multithreading, 225-226
arrays of strings, methods, 45
creating via new operator, 87
referencing, 88

assignment operator, 100

assignment statements, 96

assignment with operator, 103—104

AssignTo() method, 138

associativity, operators, 100

attributes, 32

Automobile class, 140

AWT (Abstract Windowing Toolkit), 198

B

background execution, cross-platform comparisons, 277
bank accounts
inheritance, 176-180
properties, 170-171, 174, 177
Basic Tools, 49
appletviewer, 50
extcheck utility, 53
header files, 66
jar utility, 51-52
Javainterpreter, 54-57
javac, 58-61
javadoc, 62
javakey tool, 51
javap, retrieving source code, 66
jdb, line-oriented debugging, 6869, 72—75
bit bucket, cross-platform comparisons, 272
bit operator, 104
block constructs, 44, 112
block statements, variable/object scoping, 151-152
body, methods, 46
Boolean data type, 82
Boolean operator, 105
BPXBATCH
compiling Java programs, 283—284
environment variables, 283
linked programs, 284
passing SH parameter, 281



running Java programs, 280
standard files, 281
started tasks, 285
break statements, 117
built-in functions, 34
button events, 204
byte array record structures, JRIO, 295
bytecode, 27, 41

C

C++, multiple inheritance, 7
callback mechanism, 203
canceling jobs, 278
capitalization in code, 37
capturing events, 199, 202-204
case sensitivity
class names, 42
code, 92
cross-platform comparisons, 275
cast operator, 80, 104
casting
integer types, 84
subclasses, 181-182
variable types, 80
catch blocks, catching exceptions, 218
catching exceptions, 218-219
Change Student Roster screen, training department class scheduling system, 237
Change Index section, for loops, 112
Changing of the Loop index, 112
char primitive type, 83
character literals, 83
character strings, 86
checked exceptions, 211212
checking accounts, 171, 174
inheritance, 176-180
properties, 177
CICS 0S/390, 260
JVM execution environment, 316-317
processing flow, 317
writing apps, 318-320
classfiles, 29, 40
class hierarchy, 8



Class Info file, training department class scheduling system, 238
class methods, 141-142
classvariables, 144
ClassCastExceptions, 212
classes, 26, 130-132
abstract, 168
adapter, 205-206
Automobile, 140
controlled access, 161
Demol, 136
deprecated, 60
encapsulation, 154-155
Error, 211
EventObject, 199
Exception, 211, 214



extending superclasses, 9
File, methods, 375-376
grouping, package statements, 131
implementing interfaces, 186
import statements, 130
IMS Connector for Java, 323
inheritance trees, 166—169
inner, 145-146, 207
instantiating objects, 44
loading, 39
main method, 44
members, 132
multiple inheritance, 168
names, case sensitivity, 42
nested top-level, 145-146
Object, reserved method names, 94
objects, 4
references, 38, 136
root classes, 132
Runnable, 215
stack, 5
StackWork, 161
String, 86
System, 46
Thread, 221223
Throwable, 210
top-level, 206
user-defined, search paths, 54
VectorStack, 155-156
WindowEvent, 199
Classpath option, javac, 60
Client class, 400, 405
client/server application, Java RMI, 398
client class, 400, 405
interface, 398
policy files, 404
rmiregistry, 404
server class, 401, 405
stubs, 403
COBOL

class list displays, training department class scheduling system, 340-341, 343
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exception handling, 212
files, 374
streams, 378-379
code, syntax, 9
command shell, 05390 UNIX, 265-266
COMMAREA, writing JCICS programs, 320
comments, 44, 92
compiler. See also javac.
class references, 38
errors, 43, 81
High Performance Java Compiler, 29
loading classes, 39
compiling
HelloWorld program, 37
programs, BPXBATCH, 283-284
source files, 59
components, GUIs, 198
conditional operator, 105
configuration data, 272
connection pooling, IMS Connector for Java, 325
constants, JRIO, 290
constructor methods
instance variables, 132—-133
signatures, 135
containers
GUIs, 360-361
layout managers, 364
Continue statements, 119
controlled access, classes, 161
controlled data structures, PL/I, 5
conversational transactions, 325
COPY statements, 93
Course Info file, training department class scheduling system, 238
CPU usage, Java interpreter, 57
Create New Class screen, training department class scheduling system, 235
CreateFile() method, 302
CTG (CICS Transaction Gateway), 315
modes 317
processing flow, 317
writing apps, 318, 320
curly braces
block constructs, 44
method code delimiters, 46



D
data
encapsulation, PL/I example, 158-160
encoding, cross-platform comparisons, 273
hiding via encapsulation, 149-150
JRIO, fetching from fields, 311
preventing changes, 150
storage, cross-platform comparisons, 272
data stores, training department class scheduling system, 237



Page 422

datatypes, 27
arrays, 86
Boolean, 82
character strings, 86
reference, 86
datasets
JRIO, naming conventions, 295
MVS, 374
DB2, 260, 327-328
JDBC, 329-332
SQLJ programs, 334—-336
debugging
cross-platform comparisons, 276
line-oriented, 68—69, 72—75
remote, 57
sourcefiles, 59
decision constructs, 119
declarations, main method, 44
default output streams, 46
delegation-based event model, 200201
deleting
directories, 309
record files, 310
Demol class, 136
Deposit method, 181
deprecated methods and classes, 60
development of Java, 23-29
diagnostic warnings, source files, suppressing, 59
digital signatures, javakey, 51
directories
javac, 60
JRIO, 302
deleting, 309
naming conventions, 294
temporary, 303
verifying existence, 301
disk storage assignments, cross-platform comparisons, 276
dividing integers, 108
Do Whileloops, 116-117
doc comments, 62, 92
documentation, source files, 62



DOS window, running HellowWorld, 37
double dlashes, single line comments, 10
DuplicateK eyException, JRIO, 294
dynamic data structures, 33

dynamic Web pages, 389

E
editing data, cross-platform comparisons, 278
EJB (Enterprise JavaBeans), 393
ElementAt() method, 156
Employeelnfo file, training department class scheduling system, 238
encapsulation
classes, visibility modifiers, 154-155
hiding data, 149-150
objects, 4-5
PL/lI example, 158-160
environment variables, BPXBATCH, 283
equality tests, string object references, 137
Error class, 211
errors, compile, 43
escape sequences, 83
event classes, capturing semantic events, 199
event handling, 195
event listeners, GUIs, 365
event model, delegation-based, 200201
EventObject class, 199
events, 199
button, capturing, 204
predictable, 196
processing, 196
window capturing, 202—203
exception classes, 211, 214
exceptions, 43
catching, 218-219
checked, 211-212
handling, 33, 209-212
1/0, 211
JRIO, 292
runtime, 211
throwing, 214-217
unchecked, 211
executing



applications, 40
via Javainterpreter, 55

HelloWorld program, 41

threads, 222
execution environment, CICS JVM, 316-317
execution test, for loops, 112
extcheck utility, verifying jar files, 53
extending superclasses, 9, 165
Extends keyword, 181

F
factories, 288

fields, JRIO, fetching data, 311
File class, methods, 375-376
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file formats, cross-platform comparisons, 274
file1/O, 298, 373
file output streams, JRIO, adding records, 299
FileNotFoundException, 211
files

BPXBATCH, 281

class, 40

COBOL, 374

Java, 375-376

JRIO, 301

PL/I, 374

record-oriented access, 287
final methods, 127
finalizer methods, 144
Finally blocks, catching exceptions, 218-219
floating point arithmetic, 109
floating point primitive types, 85
flowcharts, training department class scheduling system, 245247
For loops, 111-114
frame objects, 203
front—ends for applications. See GUIs.
functions, built-in, 34

G
garbage collection, 28, 56-57, 135
Get method, 162
GetMessage() method, 215
GetName() method, 224
Goto reserved word, 94
green screens, 195
grouping classes, package statements, 131
GUIs (Graphical User Interfaces), 195, 359
anonymous inner classes, 366
applets, 366, 370
components, 198
containers, 360—-361
event listeners, 365
event processing, 196, 364
Swing library, 198



handling events, 195
handling exceptions, 212213
header files, javah, 66
headers, methods, 44
HelloWorld program
compiling, 37
executing, 41
main method, 44
parameters, 46
running, 37
HFS file system, OS/390 UNIX, 267-269
hiding data, encapsulation, 149-150
hierarchies
exception handling, 210-211
inheritance, 189-192
interfaces, 189-192
Java, 8
hierarchy trees, 166—168
High Performance Java Compiler, 27-29
HTML, servlets, 390

1/0, 373
exceptions, 211
file, 298, 373
IBM
CTG (CICS Transaction Gateway), 315
High Performance Java compiler, 27-29
Java development tools, 262
Visual Agefor Java, 29
Identify User screen, training department class scheduling system, 235
IDirectory interface, JRIO, 288
If statements, 119
| FilelnputRecordStream interface, JRIO, 289
| FileOutputRecordStream interface, JRIO, 289
IKey interface, JRIO, 290
|KeyDescriptor interface, JRIO, 290
IKeyedAccessRecordFile interface, JRIO, 290
Implements keyword, 186
Import statements, 130, 295
IMS Connector for Java, 322
connection pooling, 325



conversational transactions, 325
IMS messages, 324
Java classes, 323
logon info, 325
MFS formatting, 322
synchronization levels, 325
Include statements, 93
Index variable, 114
inheritance, 166, 176
checking accounts, 176-180
hierarchies, 189-192



Java, 8
objects, 4
subclasses, 165
inheritance trees, 166-169
initialization part, For loops, 111
inner classes, 145-146, 207
installing JDK, 35-36
instance methods, 138
instance variables, 132-133, 161
Instanceof operator, 161, 212
instantiating objects from classes, 44
Instructor screens, training department class scheduling system, 232-235
Instructor functions, training department class scheduling system, 230
Instructorinfo file, training department class scheduling system, 238
integer division, loss of precision, 108
integer primitive types, 84, 110
interfaces, 185-186
abstract superclasses, 187
ActionListener, 201
creating, 188
hierarchies, 9, 189-192
implementing, 186
Java, 8-9
JavaRMI, 397-398
JRIO, 288-290
WindowL.istener, 201
internal references, Java comparisons, 32
I nterruptedExceptions, 226
interrupting processing of loops, 117
| RandomA ccessRecordFile interface, JRIO, 290
IRecord interface, JRIO, 289
|RecordFile interface, JRIO, 289
|sCarOverpriced() method, 140
|sStackEmpty() method, 154
iterative loops, 111

J

J2EE (Java 2 Enterprise Edition), 387
APIs, 389
server-side applications, 388

jar utility (Java archive), 51-53
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Java, 8
applets, 351-356
arithmetic expressions, 107
built-in functions, 34
capturing events, 202—204
catching exceptions, 218-219
classes, 8-9, 38, 141-142
comments, 44
compile errors, 43
DB2, 327-332
decision constructs, 119
declared variable attributes, 32
del egation-based event model, 200201
dividing integers, loss of precision, 108
dynamic data structures, 33
event handling, 195
exception handling, 33, 209-211
filel/O, 373
files, 375-376
floating point arithmetic, 109
GUIs, 198, 359-361, 364—366, 370
I/O exceptions, 211
IBM development tools, 262
Index variable, 114
inheritance, 8, 166
inheritance trees, 166
integer primitive types, 84, 110
interfaces, 9, 185-188
internal references, 32
libraries, 169
loops, 111, 117-119
methods, 29, 4445, 125-128
multidimensional arrays, 87
multithreading, 220-222, 225-226
MV S Batch, 279
naming conventions for variables, 88
negative zero, 86
nested top-level classes, 145-146
Netscape licensing, 24
objects, 88, 382
operators, 80, 97, 100-105
0S/390, 257-261
passing arguments, 32



pointers, 93

postfix operators, 103
prefix operators, 103
preprocessor, 93
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primitive data types, 32, 77-78, 381
program control statements, 111
record-oriented data, 297
reference data types, 86
servlets, 390
source code case sensitivity, 92
SQLJ, 334-336
stack traces, 219
statements, ending with semicolon, 92
streams, 380—381
Swing components, 250
synchronized methods, 127
syntax, 9, 91-96
throwing exceptions, 214-217
top-level classes, 206
unary operators, 100
user interfaces. See GUISs.
variables, 32, 78-81
vectors, 156
visibility modifiers, 154
Web page applets, 352—353
java-version command, 36
Java archivefiles. Seejar utility.
JavalDL, 394
Javainterpreter, 54-57
JavaRMI (Remote Method Invocation), 395
client/server application, 398
Client class, 400, 405
interface, 398
policy files, 404
rmiregistry, 404
Server class, 401, 405
stubs, 403
interface, 397
marshalling parameters, 397
mechanics, 396
rmiregistry program, 398
security issues, 398
stubs, 397
Javaruntime. See VM.
javac, 38



bootclasspath option, 60
bytecode debugging data, 59
class references, 38
classpath option, 60
code optimization, 59
compile errors, 43
compiling source files, 58-60
directory options, 60
loading classes, 39
recompile option, 61
sourcepath option, 60
suppressing diagnostic warnings, 59
target option, 60
javadoc, 62
javakey tool, 51
JavaMail, 393
javap, 66
JCICS, 320
jdb, line-oriented debugger, 68—69, 72—75
JDBC (Java Database Connectivity), 329—-331, 337, 394
JDK (Java Development Kit), 24
appletviewer, 50
Basic Tools, 49
extcheck utility, 53
installing, 35—-36
jar utility, 51-52
Javainterpreter, 54-57
javac, 59-61
javadoc, 62
javah, 66
javakey tool, 51
javap, 66
jdb, 6869, 72—75
JFrame objects, 203
JMS (Java Messaging Services), 392
JNDI (JavaNaming and Directory Service), 393
jni (Java Native Interface), 56
Join() method, 226
JRIO (Java Record 1/0)
adding records to file output streams, 299
appending records, 299—-300
byte array record structures, 295
constants, 290



createFile() method, 302
datasets, 295

directories, 294, 302, 309
exceptions, 292—294

fetching datafrom fields, 311
file I/O program, 298

finding records, 305-306
interfaces, 288-290

import statement, 295

keys, 305, 313

mkDir() method, 302

reading records, 307-309
record files, deleting, 310
record framework object structures, 296
record-oriented file access, 287



records, deleting, 310
temporary directories and files, 303—-304
updating records, 312

JSPs (Java Server Pages), 389

JTA (JavaTransaction API), 392

JT'S (Java Transaction Services), 392

JVM (JavaVirtual Machine), 27, 316-317

K
keyed access record files, 299-300
keyed file processing exceptions, 293
keys, JRIO, 305, 313
keywords

Extends, 181

Implements, 186

Public, 44

Static, 44

Super, 181

This, 140

Void, 45, 138

L
Land() method, 190
language constructs, 27

launching applications, Javainterpreter, 54-55

layout managers, GUI containers, 364
libraries

GUIs, 359

inheritance trees, 169

Swing, 198
line-oriented debugger, 68—75
linked programs, BPXBATCH, 284
listeners, registering, 201
LISTUSERcommand, 266
literals, character, 83
loading classes, 39
Local mode, CTG, 317
local variables, 32
Logon info, IMS Connector for Java, 325
loops, 111

break statements, 117
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continue statements, 119
do while, 116-117
for, 111-114
interrupting processing, 117
while, 114-116
loss of precision when dividing integers, 108

M

Main method, 29, 44
manifest files, jar files, 51
marshalling parameters, Java RMI, 397
members, classes, 132
messages, IMS Connector for Java, 324
methods

abstract, 127

accessor, 161-162

arguments, 45, 128

arrays of strings, 45

body, 46

class, 141-142

constructors, 132-135

curly braces, method code delimiters, 46

deposit, 181

deprecated, 60

final, 127

finalizer, 144

get, 162

headers, 44

instance, 138

modifiers, 127

naming, 45, 128-129

native, 127

parameters, 45

private, 154

pseudo-reserved names, 95

return statements, 45

returned types in headers, 128

set, 163

static, 127

superclass, overriding, 181

synchronized, 127

throws Exception-name option, 128



visibility modifiers, 125-127
withdraw, 181
See also specific method names
MES formatting, IMS Connector for Java, 322
MkDir() method, JRIO, 302
modifiers, methods, 127
multi-line comments, 92
multidimensional arrays, 87
multiple inheritance
C++,7
classes, 168
multithreading, 28, 220221
arrays of objects, 225-226
executing, 222
join() method, 226
MVS (Multiple Virtual Storage), 279
access methods, 274
background execution, 277
bit bucket, 272
case sensitivity, 275
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data

configuration, 272

editing, 278

encoding, 273

locating, 272

storage, 272
datasets, 274, 374
debuggers, 276
online execution, 277
online help, 275
programs

scheduling, 277

search order, 276
programming language support, 275
shared libraries, 273
storage assignment, 276
tasks, 275
viewing/canceling jobs, 278
virtual storage, 271

MV S Batch, 261, 279
MyException object, 214

N
naming
classes, case sensitivity, 42
JRIO conventions
datasets, 295
directories, 294
methods, 45, 128
with packages, 129
objects, 88
variables, 88
arguments, 45
NaN (Not a Number), 86
native methods, 127
negative zero, 86
nested top-level classes, 145-146
Netscape, Javalicensing, 24
Network mode, CTG, 317
new operator 87, 156
no typing, variables, 32, 79



NoClassDefFoundError exception, 43
null object references, 215
Null PointerExceptions, 215

@)
Object class, reserved method names, 94
objects, 3, 26
classes, 4, 136
encapsulation, 4-5
Frame, 203
inheritance, 4
instantiating from classes, 44
JFrame, 203
myException, 214
naming, 88
null references, 215
polymorphism, 6
reading, 382
reusability, 4
scoping, 151
subclasses, 4
superclasses, 4
writing, 382
OMV S command, 267
online help, cross-platform comparisons, 275
OOP (Object-Oriented Programming), 3
operators, 97
addition, 100
assignment, 100
assignment with, 96, 103-104
associativity, 100
bit, 104
Boolean, 105
cast, 80, 104
conditional, 105
instanceof, 161
new, 156
postfix decrement, 103
postfix increment, 103
precedence, 97
prefix decrement, 103
prefix increment, 103



shift, 104

string concatenation, 106

tertiary, 106

unary decrement, 100

unary increment, 100
optimizing source files, 59
0S/390

CTG, 316

DB2, 327-328, 329-332

environment variables, 283

High Performance Java compiler, 27

Java operations, 258-262
0S/390 UNIX

access methods, 274

background execution, 277

bit bucket, 272

case sengitivity, 275

command shell, 265

configuration data, 272

copying filesfrom HFSto MV'S, 269

data encoding, 273

data storage, 272

debuggers, 276

disk storage, 276

editing data, 278

file formats, 274

HFSfile system, 267-269

locating data, 272

online execution, 277

online help, 275

program scheduling, 277

program search order, 276



programming language support, 275
shared libraries, 273
threads, 275
viewing jobs, 278
virtual storage, 271
overflow, integer primitive types, 110
overriding superclass method, 181

P
packages

naming methods, 129

statements, grouping classes, 131
parameters

JavaRMI, 397

methods, 4546

passing, 128-129, 153
passing

arguments, 32

parameters, 128-129
PL/I

controlled data structures, 5

data encapsulation example, 158—160

exception handling, 213

files, 374

streams, 378-379
platform versions, Java, 25
pointers, 93
policy files, Java RMI, 404
polymorphism of objects, 6
PopTheStack() method, 154-155
postfix operators, 103
prcessing flow, CTG, 317
precedence, operators, 97
predictable events, 196
prefix operators, 103
preprocessor, 93
preventing data changes, 150
primitive types, 77-78

char, 83

data, 32, 381

floating point, 85
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integer, 84

mixing in arithmetic expressions, 107
Println method, 46
PrintWriter stream, 381
private methods, 154
private visibility modifiers, 157
procedural languages, Java comparisons, 29
processing

events, 196

loops, interrupting, 117
programming languages, 7-8
programs

block constructs, 44

compiling, 283

control statements, 111

executing, 40

HelloWorld, 37

main method, 44

multithreading, 220-222, 225-226

running in BPXBATCH, 280-281
pseudo-reserved method names, 95
Public keyword, 44
public visibility modifier, 132
PushTheStack() method, 154-155

R
random access record files, 300
Read() method, 217
reading

objects, 382

primitive data types, 381

streams, 381
ReadIt() method, 217
Recompile option, javac, 61
record files, JRIO

deleting, 310

temporary, 304
record structures, JRIO

byte arrays, 295

record framework objects, 296
record-oriented data, 297
record-oriented file access, JRIO, 287



Recordl OException, JRIO, 293
records, JRIO
adding to file output streams, 299
appending, 299-300
deleting, 310
finding, 305-306
reading, 307-309
updating, 312
Reference data types, 86
references
arrays, 88
classes, 38
interval, 32
object classes, 136
passing parameters by, 128
registering listeners, 201
remote debugging, Javainterpreter, 57
representative typing, variables, 32, 79
reserved words, 93-94
retrieving source code, 66
Return statements, 45
reusability of objects, 4



RMI (Remote Method Invocation), 395

client/server application
client class, 400, 405
interface, 398
policy files, 404
rmiregistry, 404
serverclass, 401, 405
stubs, 403

interface, 397

marshalling parameters, 397

mechanics, 396

rmiregistry program, 398

security issues, 398

stubs, 397

rmiregistry, 398, 404

S

String class, 86

string concatenation operator, 106
String objects, equality tests, 137
strings, arrays, 45

strong typing, variables, 32, 78
structured programming, 25
stubs, Java RMI, 397, 403

Student Enter Options screen, training department class scheduling system, 231, 235
student functions, training department class scheduling system, 230

subclasses, 4
casting, 181-182
extending superclasses, 165
inheritance, 165
Thread class, 223
subprograms, Java, 33

Sun Microsystems, Java development, 23

Super keyword, 181
Superclass method, overriding, 181
superclasses, 4
abstract, 187
extending, 9, 165
Swing library, 198
switch statements, 120, 123

synchronization levels, IMS Connector for Java, 325
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synchronized methods, 127
syntax, 91
arithmetic expressions, 107
assignment statements, 96
assignment with operator, 96, 103—104
bit operator, 104
boolean operator, 105
cast operator, 104
comments, 92
conditional operator, 105
decision constructs, 119
dividing integers, 108
do whileloops, 116-117
floating point arithmetic, 109
for loops, 111-114
If statements, 119
integer primitive types, 110
Javacode, 9
methods, 125-127
operators, 97, 100
postfix operators, 103
prefix operators, 103
program control statements, 111
pseudo-reserved method names, 95
reserved words, 93-94
shift operator, 104
source code, 92
statements, 92
string concatenation operator, 106
switch statements, 120, 123
tertiary operator, 106
unary operators, 100
while loops, 114-116
System class, 46
system-defined streams, 380
System.exit() method, 203
System.in.read() method, 216
System.out.println method, writing output, 46

T

TakeOff() method, 190
Target option, javac, 60



temporary directories, JRIO, 303
temporary record files, JRIO, 304
termina emulators, OS/390 UNIX, 266
tertiary operator, 106
This keyword, 140
Thread class, 221-223
ThreadObj.start() method, 226
threads, 220221
arrays of objects, 225-226
executing, 222
Join() method, 226
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Throwable class, 210

throwing exceptions, 214-217

top-level classes, 206

training department class scheduling system, 229
application outputs, 238-240
classinfo file, 238
classlist displays, 340-344
course info file, 238
data stores, 237
employeeinfo file, 238
flowcharts, 245-247
instructor functions, 230
instructor info file, 238
single classretrieval, 344
SQL joins, 339
student functions, 230
Swing components, 250
user interface, 230, 234

Try blocks, 218

TSO, 266

two dimensional arrays, 87

type mismatch errors, 80

typing variables, 78-81

U

unary operators, 100
unchecked exceptions, 211
UNIX OS/390

command shell, 265-266

HFSfile system, 267-269
Unix System Services, OS/390 Java requirements, 257
updating JRIO records, 312
User ID screen, training department class scheduling system, 231
user inputs, 196
user interfaces, 359

anonymous inner classes, 366

applets, 366, 370

containers, 360—361, 364

event listeners, 365

training department class scheduling system, 230, 234
user-defined classes, 54



utilities
extcheck, 53
jar, 51-52

V
values, passing parameters by, 128-129
variables, 32
arguments, 45
char, 83
class, 144
constructor methods, 132-133
index, 114
instance, 161
naming, 45, 88
scoping, 150-152
typing, 78-81
vectors, 156
VectorStack class, 155-156
verifying
jar files, extcheck utility, 53
JDK install, 36
viewing
applets, 51
archives, 53
jobs, cross-platform comparisons, 278
visibility modifiers, 44, 154
encapsulation of classes, 154-155
methods, 125-127
private, 157
Visual Agefor Java, IBM, 29, 297
Void keyword, 45, 138

W
weak typing, variables, 32, 79
Web pages

applets, 352—353

generating dynamically, 389
while loops, 114-116
Window events, 202—203
WindowEvent class, 199
WindowL.istener interface, 201
WindowOpened() method, 205



Withdraw method, 181
writing
CTG applications, 318-320
JCICS programs, 320
objects, 382
output, 46
primitive data types, 381
streams, 381
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